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Preface


This book covers MongoDB in a manner keeping the view for the Beginners who wanted to learn MongoDB staring from the Introduction of MongoDB and why it is different from other traditional databases. The Chapters in this Book are divided into 3 Main Topics covering MongoDB from Its Basics to the Intermediate Level and then at last covering some very Advance topics.

So a Beginner who will start his journey to learn MongoDB can easily feel the progress from one Chapter to the next one. At last when reader will finish his journey he will have a great confidence of Mastering the MongoDB.

This book is written with a great thought process and covers almost every topic of MongoDB used in daily use cases. Every Chapter and Topics are explained in a detailed Step by Step Practical Manner with the use of Diagrams, Codes, Commands and Screenshots which will make this Book very interesting to read.

Whether it is the Introduction of MongoDB, Installation Part, Introduction to Storage Engines, MongoDB Shell, CRUD Methods, Indexes in MongoDB, Query Selectors, Projection, Aggregation, MongoDB Compass, MongoDB Administration and Management or some Advanced Topics like Replication or Sharding, each and every topic is well placed so that the flow of the reader will remain intact and reader will enjoy reading the entire Book by learning it Practically with the Code and Commands explained in the Book.

The First Main Topics are Basic Level Topics and will consist of the following 9 chapters, in which you will learn the following:

Chapter 1 will focus the Introduction to MongoDB and its Architecture, it will cover the basics and key terms of MongoDB in a manner which is easier for a beginner to understand very quickly. This Chapter also gives the introduction about the concept of Document based Database and NoSQL Databases and how these are different from SQL based databases. We will be also covering the MongoDB Architecture is a very easy manner with the help of Diagrams. In the last topic of this chapter we will also cover the Core Concepts and Vocabulary of MongoDB and will also compare these terms with respect to the SQL based Databases.

Chapter 2 will focus the Installation and Steps to Setting up MongoDB on Windows 10 powered machines. This chapter will also cover the post installation checks and the overview of MongoDB editions. So in this chapter you will be learning about how to download MongoDB for Windows and then how to install it correctly on your Windows Machine, This chapter also covers the Enterprise Advanced Edition of MongoDB and advantages to use it. This chapter is full of Step by Step method explained with Screenshots so that you are able to understand the Installation and Setup of MongoDB very easily on Windows OS Platforms. This chapter also covers the Post Installation Steps so that you can easily verify that if MongoDB is correctly installed on your Windows System.

Chapter 3 will focus the Installation and Steps to Setting up MongoDB on Machines powered by Linux Operating System (We have used Ubuntu OS the widely used variant of Linux Operating System). This chapter will also cover the post installation checks for MongoDB Installation for Linux Operating Systems. So in this chapter you will be learning about how to download MongoDB for Linux and then how to install it correctly on your Linux Machine. This chapter is full of Step by Step method explained with Screenshots so that you are able to understand the Installation and Setup of MongoDB very easily on Linux OS Platforms. This chapter also covers the Post Installation Steps so that you can easily verify that if MongoDB is correctly installed on your Linux System.

Chapter 4 will focus the Installation and Steps to Setting up MongoDB on Machines powered by macOS (Mac Operating System). This chapter will also cover the post installation checks for MongoDB Installation for Mac Operating Systems. So in this chapter you will be learning about how to download MongoDB for macOS and then how to install it correctly on your macOS Machine. This chapter is full of Step by Step method explained with Screenshots so that you are able to understand the Installation and Setup of MongoDB very easily on macOS Platforms. This chapter also covers the Post Installation Steps so that you can easily verify that if MongoDB has correctly installed on your macOS System.

Chapter 5 will learn the basics of MongoDB, including the overview of MongoDB Databases, MongoDB Collections and MongoDB Documents. This Chapter will explain you the difference between the terminologies used in the MongoDB, which is different from the other types of Databases like RDBMS in more detailed manner. This Chapter also gives you an overview of MongoDB Shell and covers some Basic Shell Commands. In last topic, this chapter will also give you an introduction to MongoDB Clients which can be useful to connect to MongoDB Server and perform various operations that you can perform easily using these MongoDB Clients.

Chapter 6 will learn the concept of Storage Engines in Database Management Systems and why they are used. This chapter also covers the concept of Storage Engines and explain the Storage Engine with the help of Diagram. This Chapter also covers the Storage Engines which are used in MongoDB such as WiredTiger Storage Engine as well as In-Memory Storage Engine. We will be also covering Encrypted Storage Engines and well as Third Party Pluggable Storage Engines in this chapter and also compare the Main Storage Engines with respect to their features. This Chapter will also cover the concept of Locks in the Database and also covers the overview of Locks in MongoDB.

Chapter 7 will learn the basic Commands and Methods which are used for Managing and Administrating MongoDB. We would be learning these Commands and Methods with the help of MongoDB Shell. We will learn how we can create, update and delete Databases, Collections and Documents using MongoDB Shell with the Help of MongoDB Shell Commands and Methods. We will also learn how we can create, update and delete documents using MongoDB Query and Write Operations Shell Commands and Methods. Later in this Chapter we will be learning MongoDB Authentication and Role Based Access Methods and how we can use them in MongoDB using MongoDB Shell Commands and Methods.

Chapter 8 will learn more about the MongoDB Shell Methods which are used to Connect to the MongoDB Server. We will start with the JavaScript in MongoDB and also covers and overview of list of various other Languages which are officially supported by MongoDB. We will also cover the commands related to the Database in which we will cover various methods related to Database Management, we will be also covering various methods related to Collections and how we can Manipulate MongoDB Collections using these Methods. At last we will be covering Cursor in MongoDB and what are various Cursor related Methods in MongoDB that we can use. These methods are very useful and we can use them in various scenarios while working with MongoDB.

Chapter 9 will learn about the Data Types which are can be used in MongoDB. We will start with the introduction of Data Type what exactly it is and then we will also cover an overview of the BSON Data Types. There are different types of Data Types which are used in MongoDB and each one of them are having different properties and structure and each of them are used in different scenarios some of them are widely used and some of them are not very frequently used.

The Second Main Topics are Intermediate Level Topics and will consist of the next following 7 chapters from Chapter 10 to Chapter 16, in which you will learn the following:

Chapter 10 will learn about the MongoDB CRUD Operations, we will be covering the operations which are helpful in Creating Documents, Reading Documents, Updating Documents and Deleting Documents in MongoDB. We will also be covering the Bulk Write Operation in MongoDB. All of these examples will be explained in Step by Step Manner. We will be covering all these by giving the Practical Example and also covers various Methods to perform all these Operations. There are multiple Methods for each Operation that we will be covering in this Chapter. We will be also learning about the various Options such as ordered, multi and justOne which we will be using in various MongoDB CRUD Methods and we will be also covering the Field Update Operators which are used in MongoDB Update Methods. These CRUD Operations are very important in day to day working with MongoDB and there are used by Application Developers quite frequently.

Chapter 11 will learn about the MongoDB Intermediate Concepts. In this Chapter we will be covering the topics like Atomicity and Atomicity in MongoDB, we will also learn about Consistency and Consistency in MongoDB, This Chapter also gives the Basic Introduction to Replication and Sharding and how they are useful. Later in this Chapter we will cover the MongoDB specific Distributed Operations and Queries in which we will look how the Read and Write Operations are performed when we use Replication and Sharding in MongoDB.

Chapter 12 will learn about the concept of Indexing, in this chapter will start from the introduction to Indexes and their benefits where we will learn that Indexes are special type of data structures in Data Base Management Systems like MongoDB which stores the data in easy to traverse form we will be also giving Introduction to MongoDB Default _id Index and learning more about its properties, we will then learn how we can create an Index in MongoDB. Later in this chapter we will study the different Types of Index which we can create in MongoDB with the step by step Practical Examples. We will also study some of the different Index Properties which we can use in MongoDB while we create an Index in MongoDB. We will also study how we can use Indexes with other MongoDB Methods, we will also learn about the Collation and how we can use it with MongoDB Index. In the Last part of this Chapter we will be covering about how we can view the existing Indexes and how we can delete the existing Indexes from the MongoDB Collection.

Chapter 13 will learn about the MongoDB Query Selectors, we will start with the basic Introduction to the Query Selectors and why they are useful, we will be covering different types of Query Selectors that are available in MongoDB and then we will be also covering these Query Selectors by Step by Step Practical Examples.

Chapter 14 will learn about the Projection in MongoDB by giving its introduction and what are the benefits of using Projection. In the Later Part of this Chapter we will be covering the Projection Operators by giving their Introduction and we will be covering the various Types of Projection Operators which are available in MongoDB. In the Last Section of this Chapter we will be covering some Projection Operators with Step by Step Practical Examples.

Chapter 15 we will get introduced to Aggregation in MongoDB and Benefits of using MongoDB Aggregation. We will be learning about Aggregation Expression Types and we will also covering Aggregation Expression Types with Step by Step Practical Examples. Later in this Chapter we will be covering the Map-Reduce in MongoDB, what are the benefits of using Map-Reduce and we will be learning Map-Reduce with some Practical Examples. In the last Section of this Book we will be covering the Aggregation Pipeline and its benefits, we will be covering how Aggregation Pipeline works in MongoDB in detailed manner and at last we will be using some Step by Step practical Examples to understand the Aggregation Pipeline in better way.+

Chapter 16 we will learn about MongoDB Compass which is the Official GUI Tool for MongoDB. We will be learning about the Benefits of using MongoDB Compass and how we can install MongoDB Compass on our Machine using Step by Step Method. Later in this Chapter we will be learning about how we can use MongoDB Compass to connect to MongoDB Server. In the Last Part of this Chapter we will be covering MongoDB Compass with some Step by Step Practical Examples which will give us more idea on what we can do with MongoDB Compass.

The Third and the Last Topics are Advanced Level Topics and will consist of the next following 3 chapters from Chapter 17 to Chapter 19, in which you will learn the following:

Chapter 17 we will learn the Advanced Administration Topics of MongoDB which is very helpful to the people who will perform various MongoDB Administrative tasks. In this Chapter we will learn about mongod Process and how to manage mongod process. We will learn about how to monitor and diagnose MongoDB. We will cover the step by step method to how to install MongoDB Tools on our Machine and how to use these MongoDB Tools and various other MongoDB commands to monitor and diagnose MongoDB. Later in this Chapter we will be learning about how we can take MongoDB backups and how we can restore these backups. In later sections of this Book we will cover how we can perform the export and import of MongoDB Data. In the Last Part of this Chapter we will be covering the various important points related to MongoDB Security which we should take care so that our MongoDB Database and its data will get secured.

Chapter 18 we will learn the Replication Part of MongoDB. In this Chapter we will learn about the Replication and Replica Set in a Quick Recap, We will be also learning about the MongoDB Heartbeats and how Heartbeats plays an important role in the replicated environment, We will be also learning that how the election of the new Primary Member takes Place. Later in this Chapter we will cover the Pre Configuration Steps before we start with the practical Step by Step method to create the Replicated Environment with MongoDB Primary and Secondary Instances, We will then also learn how to Setup the Replicated MongoDB Environment with the Step by Step method. In the last Part of this Chapter we will be learning on how we can verify the Replication Setup if it has been configured correctly with the help of the data.

Chapter 19 we will learn the Sharding Part of MongoDB. In this Chapter we will learn about the Sharding and Shaded Clusters in a Quick Recap, We will be also learning Importance of Config Database in the Sharded Environment, We will be also learning about the Shard Keys. Later in this Chapter we will cover the Pre Configuration Steps before we start with the practical Step by Step method to create the Sharded Environment with MongoDB Replica Sets, We will then also learn how to Setup the MongoDB Sharded Environment. We will learning the complete Step by Step Process of Sharding in easy to understand 8 Steps
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CHAPTER 1

Introduction to MongoDB


This chapter covers the introduction to MongoDB and its architecture it will cover the basics and key terms of MongoDB in a manner that is easier for a beginner to understand. This chapter also gives an introduction to the concepts of document-based databases and NoSQL databases and how these are different from SQL-based databases. We will also cover the MongoDB architecture in a very simple manner with the help of easy-to-understand diagrams. In the last topic, we will cover the core concepts and vocabulary of MongoDB and compare these terms with respect to SQL-based databases.

Structure

In this chapter, we will discuss the following topics:


	Introduction to MongoDB and its architecture

	Basics and key terms of MongoDB

	Introduction to the concept of document-based databases and NoSQL databases

	Difference between the NoSQL databases and SQL based databases

	The MongoDB architecture overview

	Core concepts and vocabulary of the MongoDB



Objectives

After studying this unit, you should be able to understand what exactly is MongoDB and also understand the basics of MongoDB


	Understand what are NoSQL databases

	Compare between MongoDB and other databases



Introduction

MongoDB is one of the top most popular modern databases which is now widely used for building modern day applications. It is different from traditional RDBMS (Relational Database Management Systems) and it is categorized as NoSQL database because of the flexibility of schema which it provides. MongoDB is easy to use and the data is stored in the JSON (JavaScript Object Notation) like format which stores data in key-value pair and it is very easy for developers while they work on database related queries.

Simple to use, Flexible, Powerful, Scalable and Development Friendly are some of key reasons behind the popularity of MongoDB.

The definition of MongoDB

The best way to define MongoDB is from two main sources. The first is the official website of the creators of MongoDB, MongoDB Inc., and the other is Wikipedia.

Let's see how MongoDB is defined by the creators of MongoDB (MongoDB Inc.) and Wikipedia and let us go through these two definitions one-by-one.

According to the official website, MongoDB Inc. MongoDB is a general-purpose, document-based, distributed database built for modern application developers and for the cloud era.

Wikipedia defines MongoDB is a cross-platform document-oriented database program. Classified as a NoSQL database program, MongoDB uses JSON-like documents with an optional schema. MongoDB is developed by MongoDB Inc.

From the above two definitions, let's see the key pointers that define MongoDB:


	Document database

	Cross-platform

	Scalable

	Flexible

	Classified as a NoSQL database



Now, let's dive a little deeper into these concepts and see how these separate MongoDB from other database engines available.

What is a document database?

The document database is a type of non-relational database that is designed to store documents in JSON-like format.

What is JSON? How does it look?

JSON Stands for JavaScript Object Notation and it is one of the widely used open standard file formats which uses human-readable text to store and transmit data. It is a lightweight format for data transportation and is often used between the client and server architecture in software development.

JSON is very easy to understand and usually, it is "self-describing".

Simple JSON example:

#Example 1.1

{

"Students":[

{"firstName":"Siya", "lastName":"Sharma", "Location":"India"},

{"firstName":"Ron", "lastName":"Smith", "Location":"USA"},

{"firstName":"Bash", "lastName":"Tao","Location":"Philippines"}

],

"Teachers":[

{"firstName":"Dheeraj", "lastName":"Sareen", "Location":"India"},

{"firstName":"David", "lastName":"Baker", "Location":"Canada"}

]

}

In the preceding example:


	JSON data is specified in the name and value pairs

	Each data is separated by commas in JSON

	The square brackets in JSON are used to hold an array of object(s)

	The curly braces in JSON are used to hold object(s)

	It is highly flexible and easy to understand as you write JSON in a human-understandable format.



The document-based databases make the lives of developers easier as they allow them to store data in the same document-model format as developers use JSON while coding. It is easy for them to relate the name and value pairs while referring to the data entered in these databases.

Cross-platform

MongoDB is a cross-platform database, which means it can run on various operating systems and on various computer architectures. You can run MongoDB on Windows, Linux, and even Mac Operating Systems. It also supports various computer architectures that are machine-based and hardware-specific and depends on the processors and hardware plus operating systems that run that machine.

Officially MongoDB Inc. recommends these platforms for production use (as of now):


	Amazon Linux 2

	Debian 9 and 10

	RHEL/CentOS 6, 7, and 8

	SLES 12 and 15

	Ubuntu LTS 16.04 and 18.04

	Windows Server 2016 and 2019



We can see that there are a number of platforms supported by MongoDB for the production use. This also means that we can install and run MongoDB on a variety of platforms like Windows, Linux, etc., and their variants.


The 32-bit MongoDB processes are limited to about 2 GB of data. So if you have large data then please consider using 64-Bit architecture.

Note that 32 Bit processes are related to the 32-bit computer architecture, these kinds of architecture are present in the old processors. New Processors are capable of handling 64-bits of data per clock cycle.

You can refer to the official MongoDB documentation here for the latest updates: https://docs.mongodb.com/manual/administration/production-notes/



Scalable

MongoDB is extremely scalable, suppose you are developing an application that is presently not widely used and has limited usage but you believe that in the coming years, your application will have a huge increase in new users and there will be a multi-fold increase in the traffic. So the choice you make now for selecting a MongoDB database for your application is worth it. MongoDB is the first choice of Fortune 100 enterprises as well as startups. These organizations rely on MongoDB for their operations. The industry has seen a dramatic increase in the deployments of MongoDB, ranging from a single server to multi servers and clusters of MongoDB database.

MongoDB offers scalability for three different metrics:


	In terms of cluster

	In terms of performance

	Scalability in terms of data



We will cover all these topics related to Scalability in the coming chapters.

Flexible

MongoDB doesn't heavily enforce schema but uses dynamic schema, and hence, is also referred to as a schema-less database. This makes it a highly flexible database.

So first just a quick look at what is schema.

Schema is the database structure in Relational Database Management System (RDBMS) where you define it before using the database in the application. This means that you are creating a blueprint of your application data structure and defining the tables, fields, and relationships.

The advantages of using schema-less databases are as follows:

So this gives MongoDB an edge over the schema-related databases where we first define the schema and then add records or data. The problem with the schema-related databases is that each time we need to add one extra field, we have to update our schema as we cannot add a new record without adding an extra field.

MongoDB is flexible in terms of its data structure. As we have discussed earlier that MongoDB relies on the JSON-like data structure which is very flexible in itself. So when we need to add any new data in MongoDB which has or more fields and where each data is dynamic, we can easily add these records to our database in MongoDB without any issues as it won't restrict us and we are not bound to a specific data structure to be added in the database.

Many organizations throughout the world rely on MongoDB because it enables their development teams to build applications faster using different data types and also allows them to manage their applications more effectively and with high flexibility.

Classified as NoSQL database

We have already seen that MongoDB is a schema-less (or a dynamic schema-based) database. Let us now learn why it is called a NoSQL database.

But before that, let us understand what the term NoSQL is and what are NoSQL databases.

What is a NoSQL database?

The NoSQL databases, sometimes also called non-SQL, non-relational, or not only SQL databases are those that have a different mechanism to store and retrieve data other than the tabular relations which are used in relational databases. These types of databases have existed long ago but the term NoSQL is new, coined because of the requirements of today's companies that work on big, real-time data, and AI applications.

There are many kinds of NoSQL databases that we will cover in the next topic.

As we know, MongoDB uses JSON-like data structures that are different from what we use in RDBMS, so it is also called a NoSQL database. We will cover other NoSQL concepts later in this chapter.

An overview of the MongoDB architecture

We will now look into how the MongoDB architecture looks like. It would be easier if we explain this with the help of some diagrams. Below is a diagram of the NoSQL database. As MongoDB is also a type of NoSQL database it would be better if we cover this first.

A quick look into the NoSQL database architecture


[image: ]

Figure 1.1: NoSQL database architecture

The important feature of NoSQL databases with respect to their architecture is that it provides nested, hierarchical structures in data entities. These hierarchical data structures can be easily described with the JSON and other formats used by the NoSQL databases. These structures also closely match with the data structures used in the programming languages.

A quick look into the MongoDB architecture

Now, we will cover the MongoDB architecture with the help of a diagram. If you see the diagram below, you will easily get a quick idea of how the MongoDB architecture looks like:
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Figure 1.2: MongoDB architecture

In the preceding diagram, you will see that the client-side application communicates with the MongoDB database with the help of MongoDB drivers. For any read and write operations, the MongoDB drivers play an important role to communicate with the MongoDB database. The MongoDB drivers depend on the programming language and help applications for various CRUD (Create, Read, Update, and Delete) and other operations with respect to the MongoDB database. The primary and secondary DBs ensure the high availability of data and the frequent synchronization provides eventually consistent data records.

MongoDB data platform

Let us have a quick look into the MongoDB database platform. As you can see in the following figure, the MongoDB database platform gives a lot of advantages as discussed in the following section:
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Figure 1.3: MongoDB Database Platform

So, MongoDB provides:


	Best way: MongoDB provides an easy, fast, and flexible way to work with data. It also provides a wide range of data types and expressive queries that are easy to understand.

	Best availability: MongoDB provides the best way for data availability. With MongoDB, you can place and scale your data on any device as well as at any geographic location whenever you need it.

	Best portability: MongoDB runs the same everywhere, whether it is a local server or cloud. MongoDB is also available as a service throughout the world with major cloud platforms supporting it.



We will cover more on the MongoDB architecture in the advanced chapters of this book, where we will also explain the MongoDB storage engines.

We will cover some more things like the MongoDB core concepts and the basics in the last topic of this chapter.

Difference from other databases

It is a well-known fact the SQL databases have ruled the world in data technologies for many decades. The SQL databases are used to access mainly relational databases.

With databases like Microsoft SQL server, Oracle, MySQL, and Postgres, whether they are commercial databases or open-source databases, all of them are relational databases, which rely heavily on the schema, and thus, are also schema-related databases. We have already gone through these topics in the previous section of this chapter.

The surprising thing about the NoSQL databases is that they have existed since the 1960s but are getting popular now because today's applications require a high level of scalability and availability of the data. Another factor that makes the NoSQL databases popular is the flexibility to use dynamic data on the fly without worrying about the data structure so much.

The major difference between the NoSQL databases and the SQL databases is that the traditional SQL databases use the row-column structure while the MongoDB, which is the NoSQL database, uses a rich data document model to store the data, thus allows any type of data for storage.

MongoDB removes the complex Object-Relation Mapping (ORM) layer and uses a flexible data model which helps in evolving the database with the business changing requirements. So, MongoDB adapts faster to the business requirements than the SQL databases.

We will cover more about the MongoDB vocabulary in the last topic of this chapter, the following table shows the basic comparison between the NoSQL database and the SQL database.

Basic comparison between the NoSQL database and the SQL database







	
SQL database


	
NoSQL database (MongoDB)





	
Relational database


	
Non-relational database





	
Supports SQL query language


	
Supports JSON query language





	
Table based


	
A collection based and key-value pair





	
Row-based


	
Document-based





	
Column-based


	
Field-based





	
Support for foreign key


	
No support for foreign key





	
Support for triggers


	
No Support for triggers





	
Contains a predefined schema


	
Contains a dynamic schema





	
Not fit for hierarchical data storage


	
Best fit for hierarchical data storage





	
Vertically scalable - increases RAM


	
Horizontally scalable - adds more servers





	
Emphasizes ACID properties (Atomicity, Consistency, Isolation, and Durability)


	
Emphasizes the CAP theorem (Consistency, Availability, and Partition tolerance)






Table 1.1: Basic Comparison between the NoSQL and SQL Databases

Now, we can easily compare and differentiate between the core terms and concepts which are used in the SQL databases and the NoSQL databases.

The concept of NoSQL databases

The NoSQL databases comprise a wide variety of database-related technologies to meet the dynamic demands of modern applications.

Today's developers work on various data types which can be structured, semi-structured, unstructured, or polymorphic. Relational databases are not designed to meet the demands of these applications and development environments. So, the developers feel stuck at some point in the development cycle, whether during the decision on the architecture of the application or during the scaling of the application at a later stage of the deployment cycle.

NoSQL databases, like MongoDB, play a very important role to allow the developers and the development teams to focus on the application programming part without worrying a lot about the data complexities.

Therefore, the developers feel a lot of flexibility and scalability. There are a lot of benefits that we can achieve when we use NoSQL databases as these are more scalable and give better performances.

So, for the contemporary development environment, which is rapid and uses agile methodologies, quick iterations, and frequent code pushes, the developers feel a lot easier to use NoSQL databases, like MongoDB in order to meet their demands.

Types of NoSQL database management systems

There are four major types of NoSQL database management systems. These are classified as follows.


	Key-value paired databases

	Column-oriented databases

	Document-oriented databases

	Graph databases



Let us look at them one by one.

Key-value paired databases

These are the simplest NoSQL databases. Here, the data is stored as a name (or key) with its value. Some key-value paired databases also have the feature to give the data type such as int or float.

Examples of key-value paired databases are:


	Berkeley DB

	Redis



Column-oriented databases

These types of NoSQL databases allow you to store the columns of data instead of rows. These are very effective in handling the queries of large data sets.

Examples of column-oriented databases are:


	Cassandra

	HBase



Document databases

These databases pair each key with a data structure called to document and these documents then contain key-value pairs, key-array pairs, and nested documents.

Examples of document databases are:


	MongoDB

	Couchbase



Graph databases

These databases are useful in storing data that are inter-connected as nodes just like a graph. These databases add an extra layer of highlighting the relationship among the documents.

Examples of document databases are:


	OrientDB

	Neo4j



Till now, we have studied different types of NoSQL databases, their advantages, and which databases come under this category.

Introduction to MongoDB basics, core concepts, and vocabulary

As we have acquired a good knowledge about the NoSQL database and MongoDB, now let us start with some basic concepts and terminology used specifically in MongoDB.

Document database

We have learned in the previous topic that MongoDB is a NoSQL database. MongoDB documents are similar to JSON objects and these documents can contain arrays, other documents, or an array of documents.

Collections

The MongoDB documents are stored in collections. So you can consider this as a table with respect to the relational database.

Support for rich query language

MongoDB uses rich query language to support the CRUD (Create, Read, Update, and Delete) operations. It also supports the queries related to data aggregation, search operations, as well as geospatial queries.

Support multiple storage engines

MongoDB supports multiple storage engines like:


	WiredTiger storage engine

	In-memory storage engine



MongoDB provides a pluggable storage engine, API, that lets the third parties develop their own engine type for MongoDB.

We will cover MongoDB storage engines in detail in the advanced chapters of this book.

Some basic MongoDB terminology

The following are the basic MongoDB specific terms we will use consistently in this book throughout all the chapters:


	MongoDB Database: A single MongoDB server consists of various databases where each database is a physical container of collections.

	MongoDB Collection: A collection in MongoDB is equivalent to a database table of the SQL-based databases and it exists within a single database. It includes a group of MongoDB documents.

	MongoDB Document: A document can be defined as an instance of a MongoDB collection. It includes a set of key-value pairs. All the documents include a dynamic schema which means the documents that comprise of the same collection do not need to have the same set of fields and structure.



We have now covered the basic concepts, vocabulary, and terminology of MongoDB and understood the MongoDB specific terms. In the next topic, we will compare these terms to the SQL databases so that you will easily understand them.

MongoDB terminology comparison with SQL databases

The following table compares the MongoDB terms and concepts with the SQL based databases:







	
SQL Terms/Concepts


	
MongoDB Terms/Concepts





	
database


	
database





	
table


	
collection





	
row


	
document or BSON (Binary JSON) document





	
column


	
field





	
index


	
index





	
table joins


	
embedded documents





	
primary key


	
primary key





	
Specify any unique column or column combination as the primary key.


	
The primary key is automatically set to the _id field.






Table 1.2: Basic MongoDB terms

We have compared the MongoDB terms to the SQL databases and so you should now get a clear idea about the core terms and concepts used in MongoDB. It will be helpful for readers as they will progress to the next chapter of this book.

Conclusion

In this chapter, we covered the basics of MongoDB including its definition. We covered the concept of NoSQL databases and how these are different from SQL databases.

We also covered the concepts of document-based databases. We also covered the architecture of MongoDB with the help of diagrams. We also covered different types of NoSQL databases and the specific terminologies of MongoDB, the vocabulary used, and also compared the MongoDB specific terms with the SQL databases.

In the next chapter, we will cover how to download and install MongoDB on Windows OS and how to verify that MongoDB is correctly installed on your Windows-based machine. We will also cover how to connect to MongoDB.

Questions


	What is MongoDB?

	How is MongoDB different from SQL-based databases?

	Explain the MongoDB architecture.

	What is a document database?

	What is a NoSQL database?

	Compare the MongoDB collections and documents with respect to the SQL based databases?







CHAPTER 2

MongoDB Installation Setup on Windows


This chapter covers the installation and steps to set up MongoDB on Windows powered machines. It will also cover the post-installation checks and the overview of MongoDB editions. You will learn how to download MongoDB for Windows and how to install it correctly on your Windows machine. This chapter also covers the Enterprise Advanced Edition of MongoDB and advantages of using it. You will get step-by-step explanation with screenshots to make you understand the installation and setup of MongoDB very easily on Windows operated machines and also covers the post-installation steps to easily verify if MongoDB is correctly installed on your Windows system.

Structure

In this chapter, we will discuss the following topics:


	Overview of MongoDB editions

	MongoDB setup on Windows

	Checking the installation

	Connecting to MongoDB



Objectives

After studying this unit, you should be able to understand the different editions of MongoDB and also learn the steps to install MongoDB on your Windows operated machine. Later in this chapter you will able to learn how to check if MongoDB has been installed correctly on your Windows operated machine. In the last section of this chapter you will learn how to connect to MongoDB and post-installation verification checks for MongoDB installation on your Windows operated machine.

Overview of MongoDB editions

MongoDB comes with two editions. The first one is the MongoDB Community Edition, which is an open source edition and is free. The second one is an Enterprise Advanced Edition, which is a paid version and comes with more advanced features that are not available in the Community Edition.

MongoDB Community License is available in 2 variants:


	Server side public license: This license is applicable to all the MongoDB Community Edition versions released after October 16, 2018 (including patch fixes for prior versions).

	Free software foundation's GNU AGPL v3.0: This license is applicable to all the MongoDB Community Edition versions released prior to October 16, 2018.



Therefore, we can see that all the MongoDB Community Edition versions which are released after October 16, 2018 come with a new Server Side Public License which is applicable to the current version of MongoDB.

Features of MongoDB Enterprise Advanced Edition

MongoDB Enterprise Advanced Edition has lot of functionalities which are very beneficial, especially if you or your organization is developing any hi-end application that needs some advanced requirements and support. In this scenario, it is recommended to take the benefits of the MongoDB Enterprise Advanced edition to save your development, R&D (research and development) and production costs.

Let us now read about the features of the Enterprise Advance Edition of MongoDB:


	Proactive support: The MongoDB Enterprise Advanced Edition comes with a proactive support from MongoDB Inc. The support is available 24*7*365 globally. It includes the emergency fixes, guidance on upgradations, deployments, scalability, and optimizations.

	Better management: The MongoDB Enterprise Advanced Edition comes with the tool called Ops Manager, manages MongoDB in a better way. This tool helps to monitor, automate, and backup processes related to MongoDB.

	Kubernetes integration: The MongoDB Enterprise Advanced Edition comes with the support and integration for Kubernetes, which is an open-source solution for automating application deployment.

	Better security: The MongoDB Enterprise Advanced Edition is built on the Advanced Security framework and comes with many high level security features such as Role-Based Access Controls, Public Key Infrastructure (PKI) certificates which (a technology used to authenticate users and devices), Transport Layer Security (TLS), and Client-Side Field Level Encryption. This edition also comes with MongoDB encrypted storage engine which helps in keeping the data secure without using the third-party solutions.

	Better analytics and visualization: The MongoDB Enterprise Advanced Edition comes with the feature of the MongoDB charts which is one of the best ways to visualize the MongoDB data.

	Availability of other storage engines: The MongoDB Enterprise Advanced Edition comes with in-built support for the in-memory storage engine which helps us to increase the speed and response time.

	Enterprise software integration: The MongoDB Enterprise Advanced Edition supports the integration with the other enterprise monitoring and management tools specific to an organization, and thus, provides more flexibility to use MongoDB according to their processes and IT infrastructure.

	Commercial license: The MongoDB Enterprise Advanced Edition offers a commercial license to meet the development and distribution needs of an organization that have specific policy requirements.



We can see that there are many enhanced features available in the MongoDB Enterprise Advanced Edition and their benefits. In the next topic, we will compare the MongoDB Enterprise Advanced Edition with the MongoDB Community Edition.

Comparison between MongoDB Community Edition and MongoDB Enterprise Advanced Edition

Followed is a detailed comparison of the MongoDB Community Edition with its Enterprise Advanced Version:








	
Security


	
MongoDB

Community Edition


	
MongoDB

Enterprise Advanced Edition





	
LDAP Authentication


	
No


	
Yes





	
LDAP Authorization


	
No


	
Yes





	
Kerberos


	
No


	
Yes





	
Auditing


	
No


	
Yes





	
Log Redaction


	
No


	
Yes





	
X509 Authentication


	
Yes


	
Yes





	
SNMP


	
No


	
Yes





	
Engines


	
MongoDB

Community Edition


	
MongoDB

Enterprise Advanced Edition





	
WiredTiger Engine


	
Yes


	
Yes





	
WiredTiger Encryption


	
No


	
Yes





	
In-Memory Engine


	
No


	
Yes





	
Features


	
MongoDB Community Edition


	
MongoDB

Enterprise Advanced Edition





	
Multi Document ACID Transactions


	
Yes


	
Yes





	
Sharding Zones


	
Yes


	
Yes





	
Faster Initial Sync


	
Yes


	
Yes





	
Auto-Balancing


	
Yes


	
Yes





	
Tunable Consistency


	
Yes


	
Yes





	
x64 Support


	
Yes


	
Yes





	
ARM support


	
Yes


	
Yes





	
Views


	
Yes


	
Yes





	
mongoreplay Tool


	
Yes


	
Yes





	
Collation


	
Yes


	
Yes





	
Decimal Type


	
Yes


	
Yes





	
Balancer on Config Primary


	
Yes


	
Yes





	
Parallel Balancing


	
Yes


	
Yes





	
Writes Consistent by Default


	
Yes


	
Yes





	
Linear Read Concern


	
Yes


	
Yes





	
Graph DB Functions


	
Yes


	
Yes





	
Faceted Search


	
Yes


	
Yes





	
Bucketed Aggregation


	
Yes


	
Yes





	
Sort by Bucket Count


	
Yes


	
Yes





	
Counts in Aggregation


	
Yes


	
Yes





	
Improved Aggregation Arrays


	
Yes


	
Yes





	
Improved Aggregation Strings


	
Yes


	
Yes





	
Add Aggregation Flow controls


	
Yes


	
Yes





	
Improved Aggregation Dates


	
Yes


	
Yes





	
collStats in Aggregation


	
Yes


	
Yes





	
Add Aggregation Type operator


	
Yes


	
Yes





	
Improved profiler and currentOp


	
Yes


	
Yes





	
Aggregation Operators for Type Conversion


	
Yes


	
Yes





	
Aggregation String Operators


	
Yes


	
Yes





	
Enhancements to Change Streams


	
Yes


	
Yes






Table 2.1: MongoDB Community Edition VS MongoDB Enterprise Advanced Edition

Now, you can easily compare what exactly are the differences between the features available in MongoDB Enterprise Advanced Edition and those not available in the Community Edition of MongoDB.

MongoDB setup on Windows

Let us explore how we can download, install, and setup the MongoDB Community Edition on machines that run on Windows OS.

Installing MongoDB Community Edition on Windows operating system

MongoDB installation is available for Windows, Linux, and MacOS. This chapter focuses on installing MongoDB on Windows 10. The installation process on Linux and macOS will be discussed in detail in the later chapters.

We will show you how you can install the MongoDB Community Edition (version 4.4) on Windows operating system. We will use the default installation method to install the MongoDB Community Edition on the machines that run on the Windows operating system.

Here, we will cover the MongoDB Community Edition (version 4.4) for 64-bit versions of Windows on x86_64 architecture. This includes the following version of the Windows operating system.


	Windows 10 / Windows Server 2016

	Windows Server 2019



In our example, we will use Windows 10 to install and setup MongoDB. To check the version of your operating system, right click on Properties of your computer, as shown in the following screenshot:


[image: ]

Figure 2.1: Selecting Properties of your Computer

You can also check your Windows version by clicking on Properties, as shown in the following screenshot:


[image: ]

Figure 2.2: Checking your Windows OS Version

Installation steps

Step 1 – Download the MongoDB Community Edition


	Open MongoDB Inc. official website – https://www.mongodb.com/ in your favorite browser, as shown in the following screenshot:

[image: ]

Figure 2.3: MongoDB Inc. Official Website Home Page


	Click on the Software link on the top navigation bar of the website and then click on the Community Server link from the Software dropdown, as shown in the following screenshot:

[image: ]

Figure 2.4: MongoDB Inc. Official Website Home Page – Community Server


	This will open a Download page from where you can download the MongoDB server, as shown in the following screenshot:

[image: ]

Figure 2.5: MongoDB Inc. Official Download Page for Community Edition


	In this page, you will see a Download section where you will see the Available Downloads section. This section will auto detect your OS type, as shown in the following screenshot:

[image: ]

Figure 2.6: MongoDB Inc. Official Download Center – MongoDB Server Download Screen


	Now, click the Download button to download the MongoDB Community Edition installer. The download will start automatically, as shown in the following screenshot:
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Figure 2.7: MongoDB Inc. Official Download Center – MongoDB Server Download – Thank You Page


	Once the download starts, you can easily see the process with the download icon and progress on your browser (this progress is displayed differently in different browsers). Wait until it is 100% complete, as shown in the following screenshot:
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Figure 2.8: MongoDB Download Process – MongoDB Server Download Started


	After the installer is downloaded, follow installation process as defined in step 2 – Installing the MongoDB Community Edition on Windows 2010 as follows, as shown in the following screenshot:



Here, we have covered how to download MongoDB from the official website. Next step is to install the MongoDB Community Server on Windows 2010.

Step 2 – Installing MongoDB Community Edition on Windows 2010

Once the download is complete and the installer file (MSI file) is fully downloaded, it will show a download complete icon, as shown in the following screenshot and you can proceed further:
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Figure 2.9: MongoDB Download Process – MongoDB Server Download Compete


	Now, open this MSI file. It is a Windows installer file, previously known as Microsoft installer, and it will start the MongoDB setup wizard which will guide you to complete the installation of MongoDB in your machine, as shown in the following screenshot: 
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Figure 2.10: MongoDB Download Process – Open MongoDB MSI File.


	MongoDB installation requires administrative privileges. Usually, if you are using single user machine, it comes with you by default. But, during installation of any software on Windows, the prompt, as shown in the following screenshot, appears and asks you to Run this setup application or Cancel the application setup wizard. To Install MongoDB on your system, click Run:
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Figure 2.11: MongoDB Installation Wizard – Windows Security Prompt


	Once you click on Run you will see the startup screen of the installation wizard. You will also see some buttons that are easy to understand. You may click the Cancel button at any point of time to stop the installation or you may click the Back button to go back to the previous steps. In order to install MongoDB on your system, press the Next button, as shown in the following screenshot: 
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Figure 2.12: MongoDB Installation Wizard – Startup Screen


	Once you click the Next button, you will see the next screen of the installation wizard which will display the MongoDB Server Side Public License and Terms and Conditions. It is recommended to read these Terms and Conditions before you follow the next steps.
After reading this, if you agree with MongoDB Inc. license and its terms and conditions, click on the checkbox where it says I accept the terms of License Agreement, so that it will enable the Next button of this screen and you can move further with the installation process of MongoDB. Now, click the Next button to continue with the installation process, as shown in the following screenshot:
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Figure 2.13: MongoDB Installation Wizard –MongoDB License and Terms and Agreement Screen


	Once you click on the Next button, you will see the next screen of the installation wizard. Here, you will have the following two options:

	Complete install, as shown in Figure 2.14

	Custom install, which has more options to choose, as shown in Figure 2.15:




[image: ]

Figure 2.14: MongoDB Installation Wizard – MongoDB Complete Install


	Once you click the Custom Install button, you will see the screen, as shown in the following screenshot. In this screen, you will have multiple options to Choose the Program related to MongoDB, like client, server, monitoring tools, etc. You can also select the default directory of your choice where these files will be copied in your Windows machine. Click on the Back button to go to the previous screen, as we will do to complete the installation of MongoDB with its default settings:
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Figure 2.15: MongoDB Installation Wizard – MongoDB Custom Install


	Once you click the Back button, it will open the same screen, as shown in the preceding screenshot). Click the Complete button and you will be taken to the next screen, as shown in the following screenshot. In this screen, you will see few options related to the MongoDB service and its related option on how we need to start MongoDB on our machine. Another setting is related to the Data and Log Directory Paths which you can change if you want these to be stored in some other locations on your machine. In our example, we will keep these where they are and not change anything. You can now click the Next button and the next screen will appear for this MongoDB installation wizard:

[image: ]

Figure 2.16: MongoDB Installation Wizard – MongoDB Complete Install (Service Configuration Settings)

Once you click Next button, it will open the new screen, as shown in the following screenshot. There, you will see a checkbox which will be checked by default and it is related to the installation of MongoDB compass. If that remains checked, this MongoDB setup wizard will also download and install the MongoDB Compass along with this wizard. We don't want to install the MongoDB Compass in this chapter, since we will cover the MongoDB Compass separately in the intermediate chapter (Chapter 16: MongoDB Data Manipulations using MongoDB Compass) of this book. Therefore, you need to uncheck this for now and press the Next button:
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Figure 2.17: MongoDB Installation Wizard – MongoDB Complete Install (Install Compass Checkbox)


	Once you click the Next button, it will open a new screen. Here, you will see the Install button. To start the MongoDB installation, click the Install button, as shown in the following screenshot:
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Figure 2.18: MongoDB Installation Wizard – MongoDB Complete Install (Install Button)


	Once you click the Install button, it will open the new screen and in this screen, MongoDB will copy the files in your machine and configure it on your Windows machine. You can also see the progress of the installation and setup, as shown in the following screenshot:
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Figure 2.19: MongoDB Installation Wizard – MongoDB Complete Install (Install Button)


	Once this installation is complete, it will display the next screen and a Finish button will appear, as shown in the following screenshot. Once you click the Finish button, the installation will be finished:
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Figure 2.20: MongoDB Installation Wizard – MongoDB Complete Install (Finish Button)


	Once you click the Finish button, sometimes, it asks you to restart your machine to fully complete the installation. You will get a prompt to restart your computer (you might get this message if you are using previous version of Windows such as Windows 7 and if you are installing MongoDB versions below 4.4), as shown in the following screenshot. You should always restart your system in order to use MongoDB on your machine without any issues.

	If you are installing MongoDB version 4.4 on Windows 10, as we are doing in our case, you might not get this message and you can ignore this step:
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Figure 2.21: MongoDB Installation Wizard – MongoDB Complete Install (Restart your System Prompt)




Step 3 – Post Installation Checks

To ensure that MongoDB has been correctly installed in your Windows machine, follow these steps:


	Once your machine restarts, you can now verify if the installation of MongoDB is correctly done on your machine. To check this, click the start button of your Windows machine and open Windows Control Panel, as shown in the following screenshot:
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Figure 2.22: Click Start Button and then Open Windows Control Panel.


	Once you are in the Windows Control Panel click on Programs, as shown in the following screenshot:
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Figure 2.23: Windows Control Panel – Programs


	After you click on the Programs icon, another window will open with two options. Here, you need to click on the Program and Features icon, as shown in the following screenshot:
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Figure 2.24: Windows Control Panel – Programs and Features


	After clicking on Programs and Features, another window will open with the list of all the programs installed in your system. If your MongoDB has been installed successfully, you will be easily able to see it here, as shown in the following screenshot:
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Figure 2.25: Windows Control Panel – Installed Programs List




Till now, we have covered how to verify if MongoDB is installed correctly in your Windows machine in a step-by-step manner. As we have done the default installation of MongoDB here, the installer creates an automatic MongoDB service in Windows and now we can connect to MongoDB using MongoDB Shell.

Step 4 – Connecting to MongoDB on Windows

Let us now try to connect MongoDB from command line from your Windows machine. To connect to MongoDB from your Windows machine, follow these steps:


	Open a command window and navigate to the bin directory of MongoDB.
The path could be as follows:

C:\Program Files\MongoDB\Server\4.4\bin

It is shown in the following screenshot:
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Figure 2.26: From Command Line – Navigate to MongoDB "bin" Directory.


	Now give the following command, as shown in the following screenshot: mongo and press Enter. 

[image: ]

Figure 2.27: From Command Line –Type "mongo" command and Press enter


	Once you run the preceding command and press Enter, it will open Mongo Shell and we can type Mongo related commands, as shown in the following screenshot:
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Figure 2.28: MongoDB Shell


	To test further, just issue the show databases Mongo command and press Enter, as shown in the following screenshot:
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Figure 2.29: Mongo Shell – "show databases" MongoDB Command


	To exit from MongoDB Shell type, click on the exit command and press the Enter key:
This will take you out from the MongoDB Shell, as shown in the following screenshot:
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Figure 2.30: Mongo Shell – "exit" MongoDB Command – To Exit from MongoDB




We now learned how to install MongoDB on Windows 10 and verify MongoDB installation and at last we learned how to connect to the MongoDB Shell.

Conclusion

MongoDB can be installed by downloading it from the MongoDB Inc. official website and choosing the platform as Windows. We need to run the MSI File (Windows installer file) to run the setup. Once the setup is complete, we can then verify the Installation by the steps mentioned in the post-installation section of this chapter.

You have also gained the knowledge on how to start and use Mongo shell.

In the next chapter, we will cover the installation of MongoDB on Linux-based systems. This would be helpful for the readers who use Linux-based machines.

Questions


	What is MSI File?

	From which source should you download the MongoDB setup file?

	What are the two editions of MongoDB server?

	How can you login to the MongoDB Shell? Explain the process.

	List a few MongoDB Shell commands you learned in this chapter.







CHAPTER 3

MongoDB Installation and Setup on Linux (Ubuntu)


This chapter covers the installation and steps to set up MongoDB on machines powered by Linux (we have used Ubuntu, the widely used variant of Linux). This chapter will also cover the post installation checks for MongoDB installation for Linux. So, in this chapter, you will learn how to download MongoDB for Linux and how to install it correctly on your Linux operated machine. This chapter covers step-by-step methods explained with screenshots to make you understand the installation and setup of MongoDB very easily on Linux operate machines. This chapter also covers the post installation steps to easily verify if MongoDB is correctly installed on your Linux system.

Structure

In this chapter, we will discuss the following topics:


	MongoDB setup on Linux operating system (Ubuntu)

	Checking the installation on Linux operating system

	Connecting to MongoDB on Linux operating system



Objectives

After studying this unit, you should be able to learn the steps to install MongoDB on your Linux operating system and also how to check if MongoDB has been installed correctly on your Linux operating system. Later in the Chapter you will learn that how you can connect to MongoDB for post-installation verification and checks on your Linux operating system.

MongoDB Setup on Linux

Let us explore how we can download, install, and setup MongoDB Community Edition on the machines running on Linux OS (Ubuntu).

Installing MongoDB Community Edition on Linux Operating System

We will show you how to install the MongoDB Community Edition (version 4.2) on Linux operating system (Ubuntu). We will use the default installation method to install the MongoDB Community Edition on the machines that run on Linux operating system.

Here, we will cover the MongoDB Community Edition (version 4.2) for 64-bit versions of Ubuntu on x86_64 architecture. This includes the following version of Linux operating system (Ubuntu):


	18.04 LTS ("Bionic")

	16.04 LTS ("Xenial")



Only 64-bit versions of these platforms are supported by MongoDB. In our example, we will use Ubuntu 18.04 to install and setup MongoDB. To check the version of your Linux operating system (Ubuntu), open your system settings by clicking the settings button on the top left corner of your Ubuntu OS (this varies from one Linux variant to another), as shown in the following screenshot:.

An alternate way is by using the following command on the command line terminal. Follow these steps:


	Open terminal using the keys [CTRL] + [ALT] + [T]

	Type the command - lsb_release-a and press Enter

	The terminal will show the Ubuntu versi on.





[image: ]

Figure 3.1: Selecting system settings of your Ubuntu machine

It will then open another Window with many options. Click on the Details option at the bottom left corner of the screen, as shown in the following screenshot:
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Figure 3.2: Checking your Ubuntu OS version

After this, click on the Menu item. You will see the Ubuntu version, as shown in the following screenshot:
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Figure 3.3: Ubuntu OS version

Now, since we have checked our Linux operating system version, we can continue with the installation of MongoDB on our Linux machine.

Installation steps

Method one (Browser method)

Step 1 – Download MongoDB Community Edition


	Open the official website of MongoDB Inc.– https://www.mongodb.com/ in your favorite browser, as shown in the following screenshot:
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Figure 3.4: MongoDB Inc. official website home page


	Click on the Try Free green color button on the top right corner of the website, as shown in the following screenshot:

[image: ]

Figure 3.5: MongoDB Inc. official website home page – Try Free Button


	This will open the MongoDB Download Center page where you will see 3 main tabs on the top section of the page. Click on the Server tab link, as shown in the following screenshot:
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Figure 3.6: MongoDB Inc. official download center page


	This will open a MongoDB Server Download screen. This screen will auto detect your OS type. You can change the OS type to correct version if not detected automatically, as shown in the following screenshot:
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Figure 3.7: MongoDB Inc. official download center – MongoDB server download screen


	Now, click on the Download button and MongoDB download will start automatically, as shown in the following screenshot:
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Figure 3.8: MongoDB Inc. Official Download Center – MongoDB Server Download – Thank You Page


	 Once the download starts, you will see a prompt window related to download which will ask you to either open this file with software install or to download this file. It is recommended to use the default settings, as shown in the following screenshot:
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Figure 3.9: MongoDB Download Process – MongoDB Server Download Started




As we have now downloaded the MongoDB Community Edition from MongoDB Inc. download page. We can now continue with the installation mentioned in the step 2 of this installation process.

Step 2 – Install MongoDB Community Edition on your Linux machine

In this step, we will cover how to install MongoDB with the help of Linux installer using the browser-based method as we have already downloaded it from MongoDB Inc. website.


	After the download is 100% complete, a new screen will open where you will find the install the Mongo DB server, as shown in the following screenshot:
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Figure 3.10: MongoDB Installation Process on Linux (Ubuntu)


	You can also see the details of the MongoDB package, its version, and license in the installation screen, as shown in the following screenshot:
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Figure 3.11: MongoDB Installation Process – MongoDB Package Details


	Once you click on Install, you will get a prompt window, as shown in the following screenshot, which will ask you to enter your password since it requires root access to install it on a Linux machine (in our case, Ubuntu):
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Figure 3.12: MongoDB Installation– Ubuntu Authentication Prompt


	So you need to type your password, and click the Authenticate button, as shown in the following screenshot:
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Figure 3.13: MongoDB Installation– Ubuntu Authentication Prompt


	Once you type your password and the MongoDB installation on Linux (Ubuntu) will start and the screen will show you the progress bar, as shown in the following screenshot:
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Figure 3.14: MongoDB Installation on Linux– Installation Progress


	Once the installation is complete, you will see a screen, as shown in the following screenshot, which has a Remove button if you want to remove MongoDB from your Linux machine (Ubuntu, in our case).
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Figure 3.15: MongoDB Installation on Linux – Installation Complete Screen


	You can also In order to verify if MongoDB is installed in your Linux (Ubuntu) machine, Click on the Ubuntu Software and Browsing, and then checking the list of installed software, as shown in the following screenshot:
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Figure 3.16: MongoDB Installation on Linux – Ubuntu Software Verification for MongoDB Installation




Now, we have covered how to install MongoDB using the browser-based method. In the next section, we will cover how to install MongoDB using the shell method.

Installation Steps

Method two (Shell method)

Sometimes, you might face some issues while installing MongoDB using the browser-based method. Sometimes, some Linux machines need some extra software, like MongoDB clients, to be installed properly before you can run MongoDB on your Linux machine. One example is explained in the following screenshot:
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Figure 3.17: MongoDB Installation on Linux – Post Installation Issues

Here in this example, when we try to run the mongo command from shell, it gives the issue that it is not found and we need some additional software or libraries, like mongo-clients in our example, to be installed before we run MongoDB on our Linux operated system.

So in order to resolve this, we can run the following command and get those software or libraries:

Steps for installing MongoDB clients (mongo-clients) on Linux based systems (Ubuntu)

Mongo clients libraries (mongo-clients) are used to connect to the MongoDB server. This step will show you how to install these on your Linux operated machine.


	You need to type the following command from your Linux Shell:
sudo apt install mongodb-clients

This will prompt you to enter your password to proceed ahead, as shown in the following screenshot:
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Figure 3.18: MongoDB Clients Installation on Linux – Authentication Prompt by Shell


	After you type your password and hit the Enter key, it will start downloading and installing the MongoDB client for Linux (Ubuntu). At times, there is an additional prompt where it will ask you to press the Y key and press Enter for your confirmation, as shown in the following screenshot:
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Figure 3.19: MongoDB Clients Installation on Linux – Confirmation Prompt by Shell


	You can see the progress for installation of the MongoDB clients, as shown in the following screenshot:
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Figure 3.20: MongoDB Clients Installation on Linux – Progress


	Once this installation of the MongoDB clients is complete, it will display the command prompt again, as shown in the following screenshot:
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Figure 3.21: MongoDB Clients Installation on Linux – Command Prompt available to type any command after MongoDB Clients installation is complete




Now, in the preceding step, we covered how to install mongo-clients library on the machines running on Linux. In the next step, we will cover the installation of MongoDB on Linux machine (Ubuntu, in our case) using the Shell commands.

Steps for installing MongoDB on Linux based systems (Ubuntu) using the Shell commands

In some scenarios, you might face an issue in starting MongoDB even when you have already installed it using the browser-based method. If you are unable to start the MongoDB services, as shown in the following screenshot, try to start it using the Shell command. For example, try the following command:

sudo systemctl start mongodb

And if you’re still unable to start the MongoDB services, follow the next steps to install MongoDB using the Shell method, which we will cover in the following steps:
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Figure 3.22: MongoDB Service – Unable to Start (MongoDB Service was not found)

Now, we will cover the step-by-step method to install MongoDB from the command line method using the Linux (Ubuntu) Shell.


	Type the following command from your Linux Shell:
wget -qO - https://www.mongodb.org/static/pgp/server-4.3.asc | sudo apt-key add -

This will import the public key (also known as the Public GPG Key) used by the package management system. Note that this command will return you an OK message, as shown in the following screenshot:
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Figure 3.23: MongoDB Installation (Command Line) – Importing Public GPG Key

If you receive any message other than OK, it is quite possible that the gnupg is not yet installed on your system. In this case, you need to install the gnupg on your Linux (Ubuntu) system, as shown in the following screenshot: sudo apt-get install gnupg

The above command requires gnupg to run and function to return the OK Message. If you receive any message other than OK, then it is quite possible that gnupg is not yet installed on your system. In this case you need to install the gnupg on your Linux (Ubuntu) System:
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Figure 3.24: MongoDB Installation (Command Line) – Install "gnupg"

After installing the gnupg, you should now follow Step 1.


	After completing step 1, follow the next step where you create a list file for MongoDB using the following commands, as shown in the following screenshot:
echo "deb [arch=amd64,arm64] https://repo.mongodb.org/apt/ubuntu bionic/mongodb-org/4.2 multiverse" | sudo tee /etc/apt/sources.list.d/mongodb-org-4.3.list
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Figure 3.25: MongoDB Installation (Command Line) – creating a list file for MongoDB


	Now, reload the local package database using the following command, as shown in the following screenshot:
sudo apt-get update


[image: ]

Figure 3.26: MongoDB Installation (Command Line) – Reloading the local Package Database


	Now, follow the final step which will install MongoDB packages on your Linux (Ubuntu) system using the following command, as shown in the following screenshot:
sudo apt-get install -y mongodb-org
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Figure 3.27: MongoDB Installation (Command Line) – Installing MongoDB Packages


	Once MongoDB is installed on your Linux (Ubuntu) system, you will be taken back to the command prompt, as shown in the following screenshot:
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Figure 3.28: MongoDB Installation (Command Line) – MongoDB Packages Installation Completed




In step 2, we covered how to install MongoDB using the Shell method. In step 3, we will cover how to start MongoDB on your Linux machine (Ubuntu, in our case).

Step 3 –Starting MongoDB on Linux (Ubuntu)

To make it sure that MongoDB has been correctly installed in your Linux (Ubuntu) machine, follow these steps:


	Start the MongoDB service using the following command:
sudo systemctl start mongod


	This will start the MongoDB service on your Linux machine (Ubuntu, in our case), as shown in the following screenshot:
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Figure 3.29: Starting MongoDB Service on Linux (Ubuntu)


	You should check if the service has been started by checking MongoDB service status using the following command:
sudo systemctl status mongod

If the service has begun correctly, it will show you the status of the MongoDB service, as shown in the following screenshot:
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Figure 3.30: Checking the MongoDB Service Status




In step 3, we covered how to start MongoDB on your Linux machine (Ubuntu, in our case).; In step 4, we will cover how to connect to MongoDB Shell from the Linux machine.

Step 4 – Connecting to MongoDB on Linux (Ubuntu)

Let us now try to connect MongoDB command line from your Linux (Ubuntu) machine using the Shell command. To connect to MongoDB from your Linux machine, follow these steps:


	Open a separate Shell command window and run the following command:
mongo

This will open the MongoDB Shell interface to run various MongoDB commands, as shown in the following screenshot:
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Figure 3.31: From Command Line –Running "mongo" command and accessing MongoDB Shell.


	To test further, issue the following Mongo command and press Enter:
show databases

This will give you the list of MongoDB databases that are present in your system, as shown in the following screenshot:
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Figure 3.32: Mongo Shell – "show databases" MongoDB Command


	To exit from the MongoDB Shell, type the following command and press the Enter key:
exit

This will take you out of the MongoDB Shell, as shown in the following screenshot:
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Figure 3.33: Mongo Shell – "exit" MongoDB Command – To Exit from MongoDB




So, we learned how to install and setup MongoDB on Linux machines (in our case, Ubuntu), and verify the MongoDB installation. We also learned to start MongoDB using the Shell commands. At last, we learned how to connect to MongoDB Shell.

Conclusion

In this chapter, we learned to install MongoDB on our Linux based machine, using both the browser-based method, as well as the Linux Shell method.

MongoDB can be installed by downloading it from the MongoDB Inc. official website and choosing the platform as Linux. We have to run the installer file (Linux installer file) to run the setup. Once the setup is complete, we can then verify the installation by the post-installation verification steps. The reader also learned how to start the MongoDB service on Linux, and how to start and use the MongoDB Shell.

In the next chapter, we will cover the installation of MongoDB on macOS based systems. This would be helpful for the readers who use macOS based machines.

So far, we learned how to install and setup MongoDB on the Linux OS (Ubuntu) based machines and verify the MongoDB installation. We also learned to start MongoDB using the Shell commands, and at last we learned how to connect to the MongoDB Shell.

Questions


	Where should you download the MongoDB setup file from?

	Explain how to start the MongoDB service on a Linux machine.

	How can you install the MongoDB client libraries on your Linux machine?

	How can you verify if MongoDB has been successfully installed in your Linux based system?

	Explain the process of installing MongoDB using the Linux Shell method.

	How can you login to the MongoDB Shell on your Linux based machine? Explain the process.







CHAPTER 4

MongoDB Installation and Setup on macOS


This chapter covers the installation and steps to set up MongoDB on machines powered by macOS (Mac operating system). This chapter will also cover the post-installation checks for the MongoDB installation for Mac operating systems. So, in this chapter, you will learn how to download MongoDB for macOS and how to install it correctly on your macOS operated machine. This chapter is covers step-by-step method with screenshots to make you understand the installation and setup of MongoDB very easily on macOS platforms. This chapter also covers the post-installation steps to easily verify if MongoDB has been correctly installed on your macOS system.

Structure

In this chapter, we will discuss the following topics:


	MongoDB setup on macOS

	Checking the installation on macOS

	Connecting to MongoDB on macOS



Objectives

After studying this unit, you should be able to learn the steps required to install MongoDB on your macOS operated machine and check if MongoDB is correctly installed on your MacOS. Later in this chapter, you will learn to connect to MongoDB and post-installation and verification checks on MacOS.

MongoDB setup on macOS

Let us explore how we can install and setup the MongoDB Community Edition on machines running on macOS.

Installing MongoDB Community Edition on macOS

We will show you how you can install the MongoDB Community Edition on macOS. We will use the official installation method to install the MongoDB Community Edition on the machines that run on Mac operating system.

Here, we will cover the MongoDB Community Edition (version 4.4) for 64-bit versions of Mac on x86_64 architecture. This includes the following version of macOS.

macOS 10.13 or Later Ver0

In our example, we will use macOS 10.13 or the later version to install and setup MongoDB.


	To check the version of your macOS, click the Apple menu on your macOS and click the option About this Mac, as shown in the following screenshot:
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Figure 4.1: macOS Apple Menu > About this Mac


	Once you do this, you will see the details of the version of the MacOS, as shown in the following screenshot:
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Figure 4.2: Checking your macOS version




Installation steps

Step 1 – Install Homebrew

In this step, we will use Brew, a package manager for macOS to install MongoDB later in this chapter. By default, OSX does not have a Homebrew package manager pre-installed. So, we need to install Brew in our macOS. If you already have Homebrew Brew package manager installed in your macOS, you can skip this step and follow the next step to install the MongoDB community server with the Brew package manager.


	Open the Homebrew official website, https://brew.sh, in your favorite browser, as shown in the following screenshot:
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Figure 4.3: Homebrew Official Website Home Page


	You will see an installation script mentioned on the top section of the home page. Copy this script and open your terminal. Paste this script and press Enter to run the following command, as shown in the following screenshot:
/bin/bash -c "$(curl -fsSL https://raw.githubusercontent.com/Homebrew/install/master/install.sh)"


[image: ]

Figure 4.4: macOS Terminal Screen - Script to install Homebrew in your MacOS


	This will install the Brew package manager for macOS and you can see the installation progress while it is being installed on your MacOS. as shown in the following screenshot:

[image: ]

Figure 4.5: Homebrew is getting installed in MacOS


	Once the installation gets completed, you will see the Installation Successful message, as shown in the following screenshot:

[image: ]

Figure 4.6: Homebrew Installation Successful on MacOS




Step 2 – Install MongoDB Community Edition on your macOS machine.


	After you have successfully installed the Homebrew Brew package manager for macOS, you can now start installing the MongoDB server Community Edition using Brew. To do this, open the URL: https://github.com/mongodb/homebrew-brew, which is the MongoDB Homebrew. Tap and follow the instructions, as shown in the following screenshot:

[image: ]

Figure 4.7: Homebrew MongoDB Homebrew Tap – GitHub Official Home Page


	Here, we will follow the same instructions to install MongoDB on MacOS. Open the terminal in your macOS and run the following command, as shown in the following screenshot:
brew tap mongodb/brew

The preceding command will add the custom tap in your macOS terminal session:


[image: ]

Figure 4.8: Adding MongoDB Tap using Brew in MacOS


	Once you have added the custom tap, run the following command to install the MongoDB Community Server, as shown in the following screenshot:
brew install mongodb-community

OR

brew install mongodb-community@<latest-version>
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Figure 4.9: MongoDB Installation using Brew on MacOS


	You will see the progress while the Homebrew Brew package manager is installing the MongoDB Community Server, as shown in the following screenshot:
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Figure 4.10: MongoDB Installation on macOS – Brew Installing MongoDB Community Edition


	Once the Homebrew Brew package manager has finished installing the MongoDB Community Server in your MacOS, you will see the message that the installation has successfully completed on your terminal screen, as shown in the following screenshot:
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Figure 4.11: MongoDB Community Edition Installation on macOS – Installation Complete




Step 3 – Starting MongoDB on macOS

To make sure that MongoDB has been correctly installed on your macOS machine, follow these steps:


	Start the MongoDB service using the following command:
brew services start mongodb-community

This will start the MongoDB service on your macOS based machine, as shown in the following screenshot:
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Figure 4.12: Starting MongoDB service on MacOS




Step 4 – Connecting to MongoDB on MacOS

Let us now try to connect MongoDB from the command line from your macOS machine by using terminal. To connect to MongoDB from your macOS machine, follow these steps:


	Open a separate terminal and run the following command:
mongo

This will open the MongoDB Shell interface to run various MongoDB commands, as shown in the following screenshot:
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Figure 4.13: From macOS terminal – Running "mongo" command and accessing MongoDB Shell


	To test further, issue the following MongoDB Shell command and press Enter:
show databases

This will give you the list of MongoDB databases that are present in your system, as shown in the following screenshot:
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Figure 4.14: Mongo Shell – "show databases" MongoDB command


	To exit from the MongoDB Shell, type the following command and press Enter:
exit

This will take you out from the MongoDB Shell, as shown in the following screenshot:


[image: ]

Figure 4.15: Mongo Shell – "exit" MongoDB Command – To Exit from MongoDB




We learned how to install and setup MongoDB on macOS powered machines and how to verify MongoDB installation. We also learned to start MongoDB using some commands, and at last, we learned how to connect to MongoDB Shell.

Conclusion

In this chapter, we learned that MongoDB can be installed in macOS by first installing Homebrew, and then, by using the Homebrew tap, we can install the MongoDB Community Edition on our macOS operated machine. We have to run the Shell script in our terminal to first install the Homebrew on our macOS machine. Once Homebrew is installed, we can then use it to install the MongoDB Community Version on our macOS.

We also learned how to start the MongoDB service on macOS and how to start and use the Mongo Shell in macOS.

In next chapter, we will start with the basics of MongoDB. We will get the overview of the MongoDB database, MongoDB collections, and MongoDB documents. We will also learn about the difference between the terminologies used in MongoDB that are different from the other types of databases, like RDBMS in a detailed manner.

Questions


	What is Homebrew?

	How can we check the version of our MacOS?

	What is the process of installing the MongoDB Community Server on MacOS?

	How can we start the MongoDB server on MacOS?

	How can you connect to the MongoDB Shell?







CHAPTER 5

Getting Started with MongoDB


This chapter covers the basics of MongoDB including the overview of MongoDB databases, MongoDB collections and MongoDB documents. This chapter will explain you the difference between the terminologies used in MongoDB and how it is different from the other databases like RDBMS in a more detailed manner. This chapter also gives you an overview of MongoDB Shell and covers some basic Shell commands. In the last topic, this chapter will give you an introduction to MongoDB clients which can be useful to connect to MongoDB server and perform various operations that you can perform easily using these MongoDB clients.

Structure

In this chapter, we will discuss the following topics:


	MongoDB databases

	MongoDB collections

	MongoDB documents

	Introduction to MongoDB Shell

	Basic Shell commands

	Introduction to MongoDB clients



Objectives

After studying this unit, you should be able to understand MongoDB database in a more detailed manner. You will also able to understand about MongoDB Collections and Documents in a more detailed manner. In the Later section of this Chapter you will able to learn about MongoDB Shell and how to connect and exit properly from MongoDB Shell. In the last section of this Chapter you will learn about MongoDB clients and how to use them.

MongoDB databases

Let us explore what are MongoDB database in a detailed manner. Before we start with MongoDB databases, let's put some light on what exactly are databases, relational databases, and NoSQL databases.

What is a database?

A database is a collection of data stored in the Database Management Systems (DBMS). Data is a small unit which, after processing, is converted into information. So, this data stays in the database in a structured manner and is then processed by the help of a DBMS to be converted into some information which is helpful for analyzing and decision making process.

So overall, the database allows us to store data in some structured manner like table, rows, and columns with the help of database management systems.

The main function of any DBMS is to:


	Store the data

	Retrieve the data

	Manipulate the data

	Process the data



The preceding functions are performed using Data Query Languages, like Structured Query Language (SQL) or in our case, MongoDB Query Language.(MQL)

What is a relational database?

A relational database contains data having some sort of relationships among two or more data records. These kinds of databases usually have tables interlinked with key-value or field-value pairs. For example, if there is a table which has a unique primary key column in table A then it is linked with table B which has a column that stores the primary key of table A, (also known as foreign key) in table B in a manner such that these two are interlinked. These types of interrelated or interlinked data tables contribute to form relational databases, as shown in the following figure. To manage these types of databases, we have relational database management systems which helps us to store, retrieve or manipulate data from these types of databases:
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Figure 5.1: Relational Databases – Interconnected or Interlinked with Keys

So far, we have studied what are relational databases and how tables in relational databases are interlinked with each other. Now, we will study about the NoSQL databases in the next section.

What is a NoSQL database?

We have covered this in Chapter 1: Introduction to MongoDB also, but let's refresh it again. A NoSQL database is a kind of database that provides the mechanism of storage, retrieval and manipulations of data in a different approach than what the Relational Database Management System (an SQL based database) provides. It is sometimes called as a NoSQL database and sometimes "Not Only SQL".

MongoDB is one of the NoSQL databases which we will cover in this book.

It is a myth that NoSQL data cannot store relationship data while in reality NoSQL databases like MongoDB, stores relationship data in a different manner than SQL based databases. In case of NoSQL database like MongoDB, the relationship data is not stored and linked in a simpler manner because here, the relationship data doesn't split between the tables as it does in the SQL based databases.

NoSQL database provides us more flexibility in terms of storing the data and scaling, which is more developer-friendly.

What is a MongoDB database?

MongoDB database is a document oriented database which stores data in JSON like documents with the dynamic schema. The concept of dynamic schema is to store the records without worrying too much on the structural part of the database. MongoDB database is a collection of data, or documents that have JSON like structure and are not very rigid in terms of schema. One document can be different from another one in the same collection.

MongoDB database architecture is designed on collections and documents. Here, the basic unit (which is data) consists sets of key-value or field-value pairs and allows documents to have different fields and structures according to its flexibility and dynamic schema.

MongoDB collections

Let us explore what are MongoDB collections in a detailed manner. Before we start with MongoDB collections, let's have an overview of tables in RDBMS.

What is a table in RDBMS?

A table is a set of related data stored in RDBMS in a form of tabular fashion as columns and rows. Here, the columns provide the structure and it is common for all the rows that are inserted in the table.

The table rows can have data according to the column type. For example, string, integer, float, BLOB, etc. In RDBMS, as defined by E. F. Codd, the inventor and father of the RMDM, the tables are termed as relations and rows as tuples.

RDBMS is a collection of set of tables organized in a manner that they are related to each other. In a RDBMS, is a collection of data elements organized as rows and columns, as shown in the following table:









	
Student ID


	
Student Name


	
Student Class


	
Student Roll No





	
1


	
Siya Sharma


	
4A


	
007





	
2


	
Harry Dsouza


	
7A


	
009





	
3


	
John Mathew


	
5E


	
015





	
4


	
Md. Hussain


	
10B


	
030





	
5


	
Preet Kaur


	
6C


	
041






Table 5.1: A Typical table in RDBMS

We can easily get an idea from the preceding table about how a typical table in RDBMS looks like.

What is a collection in MongoDB?

A collection in MongoDB is a grouping of MongoDB documents that hold data, usually dynamic in nature, because collection does not enforce a schema.

A collection is equivalent to a table in RDBMS. Here, the important aspect of collection is that it allows dynamic schema, which means that a collection can hold documents that could be different in terms of their structure.

In RDBMS, we know that schema (or structure) is enforced by the table and thus, the data in the rows should be consistent in terms of the number of columns and column type as defined in a table while creating an it. But, in MongoDB, collection can hold multiple documents which can have different documents with different data in terms of key-value or field-value pairs and data types, as shown in the following figure:


[image: ]

Figure 5.2: Example of a Collection in MongoDB

We saw in the preceding figure how the collection binds different documents together in MongoDB.

MongoDB documents

Let us explore what are MongoDB documents in a detailed manner. Before we start with MongoDB documents, we need to go through some of the terms used in RDBMS and their equivalent in MongoDB.

Row and column in RDBMS

We have studied in previous topics that row and columns constitute together to form a table in RDBMS. Same happens in MongoDB where the documents are bind by collections. The only difference in MongoDB is that the collection can store documents which are different in structure and have different data types and values.

To understand it in a better way, take a look at the following figure:
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Figure 5.3: RDBMS vs MongoDB Key Terms

We can have a collection which can have two different documents, one with 5 fields and another one with 25 fields with different key-value or field-value pairs (refer to Figure 5.4).

What is a document in MongoDB?

We know that MongoDB is a document based database and each record in MongoDB is termed as document. These documents are made up of key-value or field-value pairs which are just like JSON, as discussed in Chapter 1: Introduction to MongoDB of this book. These documents are stored in BSON (Binary JSON) format in MongoDB. A document in MongoDB is a binary format and is similar to JSON, as shown in the following figure:



[image: ]

Figure 5.4: MongoDB Document

Let us see the practical example of how Mongo DB document looks with some real data, as shown in the following figure:
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Figure 5.5: MongoDB Document – Real Data Example

Introduction to MongoDB Shell

Let us explore what is a MongoDB Shell and how we can use it. We will give examples using the Windows platform as the Shell commands are the same for other platforms.

What is a MongoDB Shell?

MongoDB Shell is an interface used in MongoDB which allows users to interact with MongoDB database for database-related queries to perform various CRUD (Create, Read, Update, and Delete) operations as well as administration of MongoDB.

When you install MongoDB server on your machine, MongoDB Shell is installed automatically by MongoDB installer program. It is also available as a standalone program and you can install it separately from MongoDB Inc. official website.

In order to connect to MongoDB Shell and work with it, you need to have MongoDB running on your machine. Otherwise, you will get an error that MongoDB Shell cannot be connected to the MongoDB server.

Connecting to MongoDB Shell

To connect to MongoDB Shell, you need to follow these steps. These points are also mentioned in Chapter 2: MongoDB Installation and Setup on Windows of this book, but, we will cover it here also so that you can refresh them again. You may skip if you know these points

Step 1 – Connecting to MongoDB Shell

Let us now try to connect MongoDB from command line from your Windows machine. To connect to MongoDB from your Windows machine, follow these steps:


	Open a separate Shell command window and navigate to the bin directory of MongoDB.
The path could be as follows:

C:\Program Files\MongoDB\Server\4.4\bin
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Figure 5.6: From Command Line – Navigate to MongoDB "bin" Directory.


	Now, give the following command and press Enter, as shown in the following screenshot:
"mongo"


[image: ]

Figure 5.7: From Command Line –Type "mongo" command and Press enter


	Once you give this command and press enter, it will open MongoDB Shell and you can type the MongoDB related commands, as shown in the following screenshot:
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Figure 5.8: From Command Line –Type "mongo" command and Press enter


	To test further, issue the following MongoDB command and press Enter, as shown in the following screenshot:
"show databases"
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Figure 5.9: Mongo Shell – "show databases" MongoDB Command


	To exit from MongoDB Shell, type the following command and press Enter:
"exit"

This will take you out from MongoDB Shell, as shown in the following screenshot:


[image: ]

Figure 5.10: Mongo Shell – "exit" MongoDB Command – To Exit from MongoDB

In Step 1, we studied how to connect to MongoDB Shell. In the next topic, we will cover some basic Shell commands so that you will learn using and working with MongoDB Shell.

Basic Shell commands

MongoDB Shell is a JavaScript based interface which allows you to run various CRUD (Create, Read, Update, and Delete) and administrative operations. As it is a JavaScript based interface, it has the ability to interpret JavaScript commands as well, other than MongoDB specific operations. A simple example is arithmetic operations like addition or multiplication, as shown in the following screenshot:


[image: ]

Figure 5.11: Mongo Shell – Arithmetic Operations

By using MongoDB Shell, we can also run few other JavaScript methods, as shown in the following screenshot:
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Figure 5.12: Mongo Shell – JavaScript Replace method




 MongoDB Shell basic command helpers

There are many helpers available from MongoDB command line. Let us explore few important ones one-by-one.


	General Help Command
Type "help" in your MongoDB Shell

This command is a general purpose help command which will give us the details of all the basic help commands available from MongoDB Shell, as shown in the following screenshot:


[image: ]

Figure 5.13: Mongo Shell – General Help Command


	DB related help command
Type db.help() in your MongoDB Shell

This command will print the details of all the database methods available from MongoDB Shell, as shown in the following screenshot:
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Figure 5.14: Mongo Shell – "db.help()" - DB Help Command Showsvarious DB Methods which we can use


	Show databases command
Type show databases in your MongoDB Shell.

This command will print the details of all the database methods available from the MongoDB Shell, as shown in the following screenshot:
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Figure 5.15: Mongo Shell – "show databases" - To Show Databases Command.


	Use <DB> Command
Type "use <db>" in your MongoDB Shell. Here, <db> is the name of your database.

Example: If the name of your database is BPBOnlineDB, then you will type: use BPBOnlineDB in the Shell prompt.

This command will now let us use or access BPBOnlineDB database so that we can perform some actions on this database, as shown in the following screenshot:
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Figure 5.16: Mongo Shell – "use <db>" - To access and Use Specific Database Command.


	Show collections command
Type show collections in your MongoDB Shell. Note that this command will only work if you have selected the database using use <db> command first.

This command will show you the list of collections that exists in the database you are using by use <db> command, as shown in the following screenshot:
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Figure 5.17: Mongo Shell – "show collections" Command - To show the list of Collections exists in the particular database.


	Collection related help commands
Type db.<collection-name>.help() in your MongoDB Shell, where <collection-name> is the name of your collection.

This command will show you the list of collection-related methods that you can use, as shown in the following screenshot:
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Figure 5.18: Mongo Shell –"db.<collection-name>.help()" Command - To show the list of Collections methods that are available to be used with particular collection.




In this section, we have covered many basic MongoDB commands that are helpful to work with MongoDB. MongoDB Shell also stores the history of the commands which we cover in the next section.

MongoDB Shell command history

MongoDB stores the history of the commands that you run in a session. You can easily retrieve the previous commands you have used by the up and down arrow keys.


	The up-arrow key is used to retrieve the previous command you have used from your current position.

	The down -arrow key is used to retrieve the next command you have used from your current position.



We have studied that by using the Up and Down arrow keys we can easily access the commands from the MongoDB Shell history. These commands are those commands which we have already used while working on MongoDB Shell. In the next section, we will get introduced to MongoDB clients.

Introduction to MongoDB clients

In MongoDB or database world, client is a program or application which provides user the interface, be it command line or GUI (Graphical User Interface) to connect, use, manage and administer the database.

There are various MongoDB clients available in the market to use, right from the simplest MongoDB client, a MongoDB command line Shell program to the MongoDB Inc. compass, a GUI (Graphical User Interface) system to manage and administer MongoDB. We also have various other tools available in the market. Few of them are as follows:


	MongoDB Inc Compass - https://www.mongodb.com/products/compass

	Studio 3T - https://studio3t.com/

	RoboMongo - https://robomongo.org

	NoSQL Manager - https://www.mongodbmanager.com

	NoSQL Booster - https://nosqlbooster.com



We will cover the official client, MongoDB Inc. compass, in Chapter 16: of this book in more detail.

Conclusion

In this chapter, we learned what is MongoDB database as well as the difference between the SQL Databases with NoSQL databases. We have also studied about MongoDB collections and MongoDB documents. We have also covered MongoDB Shell and how we can use it to run various commands related to MongoDB database.

In the last topic, we also gave a small overview of various MongoDB clients. We will cover more advanced topics in more detail in the upcoming chapters.

Questions


	What are NoSQL databases?

	How are NoSQL databases different from SQL-based databases?

	Explain MongoDB collection and MongoDB document in detail.

	How to create a database in MongoDB using MongoDB shell?

	What are database clients?

	Can you name some MongoDB clients?







CHAPTER 6

Storage Engines in MongoDB


In this chapter, we will cover the concept of storage engines in database management systems and why they are used. We will discuss the storage engine with the help of diagrams. We will also cover the storage engines that are used in MongoDB such as the WiredTiger storage engine as well as the in-memory storage engine. We will also cover encrypted storage engines and third-party pluggable storage en gines in this chapter and also compare the main storage engines with their features. In this chapter, we will also cover the concept of locks in the database and the overview of locks in MongoDB.

Structure

In this chapter, we will discuss the following topics:


	What are storage engines?

	Types of storage engines in MongoDB

	Introduction to the WiredTiger storage engine

	Introduction to the in-memory storage engine

	Encrypted storage engine

	Third-party pluggable storage engines

	MongoDB locks



Objectives

After studying this unit, you should be able to understand the concept of storage engines in the database management systems and learn about the storage engines used in MongoDB, including the MongoDB's WiredTiger storage engine, in-memory storage engine, and encrypted storage engine. Later in this chapter, you will also learn about the third-party pluggable storage engines that you can also use with MongoDB.

What are storage engines?

Storage engine is a software component that works in the Database Management System (DBMS) to provide the user CRUD (Create, Read, Update, and Delete) functionality. The database engine defines a way to store the data into the database and also the manner in which the data is stored in both the memory and the disk.

The database uses its database engine to store and retrieve data to and from the memory and disk. So, this means that with the help of storage engines, the user will be able to perform various operations like CRUD, etc.

Various databases use their own API (Application Programming Interface) that works in between the database engine and user to provide the medium for the user interaction with the database and database engine as shown in the following figure:
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Figure 6.1: Database Storage Engine

So, it is very important to select the right storage engine for your application from the beginning itself.

Types of storage engines in MongoDB

We know that storage engines are very vital components of the database management systems and they are used to manage and store data in the memory and disk. MongoDB supports multiple storage engines; each of which has some unique features. Let’s take a look at the major storage engines supported by MongoDB.

The following storage engines are supported by MongoDB:


	WiredTiger

	In-memory

	Encrypted

	MMAPv1 (from version 4.2 and above, this storage engine is not supported by MongoDB and it has been removed from the later versions)



Each application has different needs and different workloads. Some of the applications are write-intensive, some are read-intensive, and some applications may require data encryption. So, the development team chooses various storage engines according to the needs of the application.

Introduction to the WiredTiger storage engine

The WiredTiger storage engine is the default storage engine for MongoDB starting from MongoDB version 3.2 and above. This is best suited for most of the workloads and thus, it is recommended for most of the applications.

The WiredTiger storage engine uses document-level concurrency control for write operations, which means that it can handle multiple requests without conflicting with each other. In case, there is a conflict between two operations, then the WiredTiger storage engine will retry that operation with ease. While using WiredTiger as a storage engine, MongoDB utilizes the WiredTiger internal cache as well as the file system cache. WiredTiger is helpful in the efficient use the CPU and RAM and is also helpful when it comes to tuning the database storage engine. It can be tuned more than the MMAP storage engine.

WiredTiger allows up to 7 to 10 times more write performance than other storage engines. It also reduces the storage and achieves up to 80% less storage with compression. Compression also reduces the CPU load and overhead.

Introduction to the in-memory storage engine

The in-memory storage engine is available in the MongoDB Enterprise Edition only starting from version 3.2.6 and above. These provide high output with low latency and high availability. The in-memory storage engines support high-level infrastructure based on zonal sharding.

These also come with MongoDB rich query capability and indexing support.

Encrypted storage engine

MongoDB Enterprise provides encryption support for WiredTiger starting from the MongoDB Enterprise version 3.2 and above. This feature allows MongoDB to encrypt data and decrypt whenever required.

Many a times, data encryption is forced by the government bodies or some industry standards like HIPAA, PCI-DSS, and FERPA. These are some security standards and guidelines which help in ensuring compliance with security and privacy policies of the industry or organization.

Third-party pluggable storage engines

MongoDB also supports the third-part storage engines. These storage engines can be plugged in like modules and can also be independently updated. An example of the third-party storage engine is RocksDB developed by Facebook Inc. and designed to handle write-intensive workloads. The RocksDB storage engine is the first one to use the module system for the MongoDB storage integration layer.

MongoDB storage engines comparison

The comparison of storage engines in MongoDB is shown in the following table:









	
	
Wired Tiger


	
In-memory


	
Encrypted





	
Versions


	
From 3.0 + Community


	
Enterprise


	
Enterprise





	
Concurrency Level


	
Document


	
Document


	
Document





	
Write Performance


	
Excellent


	
Excellent


	
Good





	
Read Performance


	
Excellent


	
Excellent


	
Good





	
Disk Compression


	
Good


	
Excellent


	
Good





	
Query Language


	
Yes


	
Yes


	
Yes





	
Secondary Index Support


	
Yes


	
Yes


	
Yes





	
Replication Support


	
Yes


	
Yes


	
Yes





	
Sharding Support


	
Yes


	
Yes


	
Yes





	
Ops & Cloud Manager Support


	
Yes


	
Yes


	
Yes





	
Native Encryption (REST)


	
No


	
N/A


	
Yes





	
Read Concern


	
Yes


	
Yes


	
Yes





	
Security Controls


	
Yes


	
Yes


	
Yes





	
Larger than RAM Datasets


	
Yes


	
No


	
Yes





	
Platform Availability


	
Windows, Linux, Mac OSX


	
Windows, Linux, Mac OSX


	
Windows, Linux, Mac OSX






Table 6.1: Database Storage Engine in MongoDB – Comparison of Features

So far, we have learned what storage engines are and how they play an important role in the database management systems. We have also covered the available storage engines in MongoDB and their features and comparison.

MongoDB locks

While inserting data into the database, MongoDB creates locks with the help of its storage engine, like WiredTiger. Earlier, we learned how this is done in MongoDB. Now, let’s study what exactly a database lock is and why it is required.

What is a database lock?

A database lock is a mechanism used by the database to prevent a scenario where two users or two sessions modify the same data at the same time. What this means is that there could be a scenario where there are two or more database users who are working on the same set of data and want to update the same data or record. In this case, there would be lot of issues that would arise. The mostly aroused situation could be related to which data is latest and up-to-date.

In order to prevent this, a database creates a lock when any update is done to a particular set of data and after the update is done, it releases the lock so that other users or sessions can work on that particular data.

Therefore, in the database world, in order to achieve the concurrency, multiple users are concurrently working in the database and its records. This is then achieved by the database concurrency control mechanisms which are done by the help of database engines.

Database lock operations types

There are mainly three different types of locking operation that are mostly done in databases:


	Read lock operation

	Write lock operation

	Unlock operation



Lock operations can further be classified as shared lock or exclusive lock. Let us now learn about how the locks are used in MongoDB.

Database locks operations in MongoDB

MongoDB uses multiple granularity locking. This type of locking ensures that the database locking can be done at the child level (record level). MongoDB allows multiple clients to read and write data at the same time and thus, it uses locking at different levels and other concurrency control methods to achieve this.

MongoDB's WiredTiger engine uses intent locks as well as optimistic concurrency control and 1) Global 2) Database and 3) Collection Level, so it always prevents the conflicts. MongoDB also allows the database engines to implement their own concurrency and locking mechanisms at the document level.

In case WiredTiger detects any write conflict with any client, then that client will transparently retry its operation.

Conclusion

In this chapter, we studied about database storage engines with the help of diagrams. We also studied the storage engines available in MongoDB and their features. The concept of database locking was also covered and we learned the different types of locking available in MongoDB and how to achieve those.

In the next chapter, we will cover how to manage and administer MongoDB with the help of MongoDB Shell commands and this will be the intermediate level of MongoDB management.

Questions


	What are storage engines?

	Why are storage engines so useful in databases?

	What are the two major storage engines of MongoDB?

	Explain the WiredTiger storage engine with the help of some features.

	What are database locks?

	Why are locks used in databases?







CHAPTER 7

Managing and Administering MongoDB


This chapter will cover the basic commands and methods used to manage and administer MongoDB. We would learn these commands and methods with the help of MongoDB Shell. We will learn how to create, update, and delete databases, collections and documents using the MongoDB Shell with the help of MongoDB Shell commands and methods. We will also learn how to create, update, and delete documents using the MongoDB query and write operations Shell commands and methods. Later in this chapter, we will learn about the MongoDB authentication and role based access methods and how to use them in MongoDB using the MongoDB Shell commands and methods.

Structure

In this chapter, we will discuss the following topics:


	MongoDB administration commands and methods

	MongoDB query and write operation commands and methods

	Query and write operation commands MongoDB user authentication and role based commands and methods



Objectives

After studying this unit, you should be able to learn about MongoDB administrative command and methods and how to use them in MongoDB later in the chapter we will also learn query and write operation commands and methods in MongoDB and in the last section of this chapter we will learn about the user authentication and role based commands and methods in MongoDB.

MongoDB administration commands and methods

We will start this chapter with some administration commands and methods which are used very frequently and are used before any other command related to MongoDB. These commands and methods are used to create databases and collections and to insert a document. Let us check them one by one. To run these commands and methods, you need to run the MongoDB Shell as explained in the previous chapters.

Create database command

This command is useful to create a database. Type the following command in your MongoDB Shell prompt to create a database in MongoDB:

"use <database-name>"

Here, <database-name> is the name of your database you want to create. In our example, let us create a database with the name BPBOnlineBooksDB, as shown in the following screenshot:

"use BPBOnlineBooksDB"
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Figure 7.1: MongoDB Administration Commands and Methods – Creating a Database "use <database-name>"

Note that this command use <database-name> can also be used to switch to any database. When you use this command to create a database, you must create a collection and insert at least one record so that the database gets created. This is done using the following method:

"db.<collection-name>.insert()"

db.BPBOnlineBooksDBCollection.insert({"book-title":"Mastering MongoDB"})

Once you run this method, it will create a collection in the database with a single document based on the key-pair values of the JSON string that you provide. This method will automatically create a collection if it doesn't exists. In our case, we have created a collection named BPBOnlineBooksDBCollection and a simple document with book-title as Mastering MongoDB, as shown in the following screenshot:
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Figure 7.2: MongoDB Administration Commands and Methods – Creating a Database, Collection and Document using "db.<collection-name>.insert()"

So, we have learnt about the MongoDB administration commands and methods and how to create database, collection, and documents using these administration commands and methods. Let us now learn some more MongoDB Shell commands and methods.

Create collection command

This command is used to create a collection in database in MongoDB. Before you run this command, you need to switch to a database with use <database-name> command we studied earlier.

Type the following command in your MongoDB Shell prompt to switch to your database:

"use <database-name>"

After this, type the following command to create a collection:

db.createCollection("<collection-name>")

db.createCollection("BPBOnlineBooksDBCollection-V2")

Once you run this command, it will create a collection in a database. In our case, we have created a new collection named BPBOnlineBooksDBCollection-V2, as shown in the following screenshot:
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Figure 7.3: MongoDB Administration Commands and Methods – Creating a Collection using db.createCollection(<collection-name>)"

MongoDB can create a collection automatically if a collection doesn't exist. So, type the following command to insert a document in a MongoDB selected database:

"db.<collection-name>.insert()"

db.BPBOnlineBooksDBCollection-V3.insert({"book-title":"Mastering MongoDB with JavaScript"})


	In the 1st step, we switched to our database named BPBOnlineBooksDB

	In the 2nd step, we printed the list of collections which are in the current database

	In the 3rd step, we inserted the document

	In the 4th step, we again printed the list of collections in the current database



It will automatically create a collection, as shown in the following screenshot:
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Figure 7.4: MongoDB Administration Commands and Methods – Creating a Collection using "db.<collection-name>.insert()" - Collection is automatically created even if doesn't exists

So far, we have learnt to create a collection using the MongoDB Shell commands and methods. Let us now learn some more interesting MongoDB Shell commands and methods with step-by-step practical examples.

Drop database command

This command is used to delete or remove a database in MongoDB. Before you run this command, you need to switch to a database with use <database-name> command that we have studied earlier.

Type the following command in your MongoDB Shell prompt to switch to your database:

"use <database-name>"

After this, type the following command to create a collection:

db.dropDatabase()

In our case, let’s try to delete the database BPBOnlineBooksDBV2Collection. To do so, we have to run the following commands and methods in the Shell prompt, as shown in the following screenshot:

use BPBOnlineBooksDBV2

db.BPBOnlineBooksDBV2Collection.insert({"book-title":"The introduction to Cobol"})

show dbs

db.dropDatabase()

show dbs
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Figure 7.5: MongoDB Administration Commands and Methods – Dropping a Database in MongoDB

So far, we learned how to drop or delete a database using the MongoDB Shell commands and methods. Let us now learn some more interesting MongoDB Shell commands and methods with step-by-step practical examples.

Drop collection command

This command is used to delete or remove collections in MongoDB. Before you run this command, you need to switch to a database with use <database-name> command that we studied earlier.

Type the following command in your MongoDB Shell prompt to switch to your database:

"use <database-name>"

After this, type the following command to create a collection:

db.<collection-name>.drop()

In our case, let us try to delete a collection named BPBOnlineBooksDBV3Collection. To do so, we have to run the following commands and methods in the Shell prompt, as shown in the following screenshot:

use BPBOnlineBooksDB

db.BPBOnlineBooksDBV3Collection.insert({"book-title":"The introduction to Pascal"})

show collections

db.BPBOnlineBooksDBV3Collection.drop()

show collections
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Figure 7.6: MongoDB Administration Commands and Methods – Dropping a Collection in MongoDB

So far, we learned how to drop or delete a collection using the MongoDB Shell commands and methods. Let us now learn some more interesting MongoDB Shell commands and methods with step-by-step practical examples.

MongoDB query and write operation commands and methods

There are certain Shell commands and methods which are very helpful for read and write operations. These commands and methods are used to perform the CRUD operations at document or collection level in MongoDB. Let us go through them one by one.

Insert document command

This command is used to insert a document in collection. Type the following command to insert a document in MongoDB. Before you run this command, you need to switch to a database with use <database-name> command.

Type the following command in your MongoDB Shell prompt to switch to your database:

"use <database-name>"

After this, type the following command to insert or create a document in a collection:

db.<collection-name>.insert()

In our case, let’s try to insert a document in a collection named BPBOnlineBooksDBV4Collection. To do so, we have to run the following commands and methods in the Shell prompt, as shown in the following screenshot:

use BPBOnlineBooksDB

db.BPBOnlineBooksDBV4Collection.insert(

{

"book-isbn-number":"1234567890",

"book-title":"The introduction to Qbasic",

"book-price": "INR 500"

}

)

show collections
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Figure 7.7: MongoDB Administration Commands and Methods – Inserting a Document "db.<collection-name>.insert()"

So far, we learned how to create a document using the MongoDB Shell commands and methods. Let us now learn some more interesting MongoDB Shell commands and methods with step-by-step practical examples.

Read document command

This command is used to read documents or a specific document in a collection. Before you run this command, you need to switch to a database with use <database-name> command.

Type the following command in your MongoDB Shell prompt to switch to your database:

"use <database-name>"

After this, type the following command to read a document in a collection:

db.<collection-name>.find()

In our case, let us try to read all documents in the collection named BPBOnlineBooksDBV4Collection. So, we need to run the following commands and methods in the Shell prompt, as shown in the following screenshot:

use BPBOnlineBooksDB

db.BPBOnlineBooksDBV4Collection.find()
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Figure 7.8: MongoDB Administration Commands and Methods – Reading Documents "db.<collection-name>.find()"

You can also format the results in a formatted manner to make it prettier to read. To do this, just add pretty() after find(). This will show you the documents in a more readable format, as shown in the following screenshot:
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Figure 7.9: MongoDB Administration Commands and Methods – Reading Documents in Formatted Manner"db.<collection-name>.find().pretty()"

So far, we have learnt how to read documents using the MongoDB Shell commands and methods. Let us now learn some more interesting MongoDB Shell commands and methods with step-by-step practical examples.

Delete document command

This command is useful to delete or remove documents or a specific document in collection. Before you run this command, you need to switch to a database with use <database-name> command.

Type the following command in your MongoDB Shell prompt to switch to your database:

"use <database-name>"

After this, type the following command to read a document in a collection:

db.<collection-name>.remove()

In our case, let’s try to delete or remove a document in a collection based on a specific _id from a collection named BPBOnlineBooksDBV4Collection. to do so, we need to run the following commands and methods in the Shell prompt, as shown in the following screenshot:

use BPBOnlineBooksDB

db.BPBOnlineBooksDBV4Collection.find().pretty()

db.BPBOnlineBooksDBV4Collection.remove({"_id" : ObjectId("5e8e94513c9f251e6d749109")})

db.BPBOnlineBooksDBV4Collection.find().pretty()

Note that in step 3 we have used the _id to delete a specific document which has this _id. By this, we have deleted only a specific document based on a key-value pair.
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Figure 7.10: MongoDB Administration Commands and Methods – Deleting a Document "db.<collection-name>.remove()"

So far, we have learnt how to delete documents using the MongoDB Shell commands and methods. Let us now learn some more interesting MongoDB Shell commands and methods with step-by-step practical examples.

MongoDB user authentication and role based commands and methods

Now, we will look into some of the MongoDB's authentication commands and methods. We will cover the basic authentication methods within the build roles and we will also cover advanced topics related to authentication in the following advanced chapters.

To start with, let us understand some basics.

What is database authentication?

Database authentication is a process of allowing access to the right user who has the right credentials to access the database. The credentials are username and password.

Some databases, like MongoDB, allow us to create a role based access control (RBAC).

What is role-based access control?

In a role-based access control, the users accessing a database are allowed only to access the database based on their roles in the organization. Not everyone needs full privileges or rights to access the database as super admin. Some people only require the read only access while some people, like system administrators, may require the full access to the database.

This allows the user to access the data (or information) which is only related to their jobs in the organization.

Role-based authentication in MongoDB

MongoDB comes with in-built roles. In our example, we will use userAdmin role. This role has the privileges of an administrator.


	Type the following command in your MongoDB Shell prompt:
"use <database-name>"

Here, <database-name> is the name of your database you want to give role based access to. In our example, let us create a database with the name BPBOnlineBooksDBWithAuth, as shown in the following screenshot:

"use BPBOnlineBooksDBWithAuth"


	–Now, we will use the following command and settings to setup the authentication to this database:
db.createUser(

{

user: "manusharma",

pwd: "admin1234",

roles:

[

{

role: "userAdmin",

db: "BPBOnlineBooksDBWithAuth"

}

]

}

)
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Figure 7.11: MongoDB Administration Commands and Methods – Creating a User with Role

In the previous step, we learned how to create a user with a role using the MongoDB Shell commands and methods. Let us now move on to the next step:


	Restart your mongod service with --auth parameter, as shown in the following screenshot:
mongod --auth --port 27017 --dbpath "c:\Program Files\MongoDB\Server\4.2\data\db"
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Figure 7.12: MongoDB Administration Commands and Methods – Restarting mongod Service with --auth parameter


	Authenticate with username, password and database using the mongo shell. In our example, we have used username, password and database name to authenticate, as shown in the following screenshot:
mongo -u "manusharma" -p "admin1234" --authenticationDatabase "BPBOnlineBooksDBWithAuth"
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Figure 7.13: MongoDB Administration Commands and Methods – Restarting mongod Shell with parameters




We can also authenticate using db.auth("<username>", "<password>") method. Here, <username> is your username and <password> is your password which you have used while creating this database user. In this case, we simply run the Mongo command to access the mongo Shell without any parameters and then use the db.auth() method, as shown in the following screenshot.

It will show "1" if the authentication is successful, else, it will show an error as shown in the following screenshot:
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Figure 7.14: MongoDB Administration Commands and Methods – Authentication using db.auth("<username>", "<password>") method

Conclusion

In this chapter, we learned the basic commands and methods used for managing and administrating MongoDB. We learned these commands and methods with the help of MongoDB Shell. We also learned how to create, update, and delete databases, collections and documents using the MongoDB Shell with the help of MongoDB Shell commands and methods. We also learned how to create, read and delete documents using the MongoDB query and write operations Shell commands and methods.

Later in this chapter, we learned about the MongoDB authentication and role-based access methods and how we can use these in MongoDB using the MongoDB Shell commands and methods.

In the next chapter, we will learn about the MongoDB Shell methods in a more detailed manner in which we will learn about the JavaScript in MongoDB, list of official supported languages in MongoDB, the MongoDB connection methods, MongoDB database methods, MongoDB collection methods, and MongoDB cursor methods.

Questions

How can we create database in MongoDB? Explain this by using the MongoDB Shell.


	How can we create a collection in MongoDB? Explain this by using the MongoDB Shell.

	How can we create a document in MongoDB with the help of MongoDB Shell?

	Is it possible to delete database with the MongoDB Shell? Explain the steps.

	How can we delete documents by using the MongoDB Shell?

	What do you understand by authentication?

	What is role based access?







CHAPTER 8

MongoDB Shell Methods


In the previous chapter, we learned about the MongoDB Shell commands and some methods. In this chapter, we will learn more about the MongoDB Shell methods used to connect to the MongoDB server. We will start with JavaScript in MongoDB and will cover and overview of list of various other languages which are officially supported by MongoDB. We will also cover the commands related to the database, various methods related to the database management and collections and how we can manipulate the MongoDB collections using these methods. Towards the end, we will cover cursor in MongoDB and various cursor related methods that we can use. These methods are very useful and we can use them in various scenarios while working with MongoDB and later when we will learn some advanced topics and application development using MongoDB.

Structure

In this chapter, we will discuss the following topics:


	MongoDB database methods

	MongoDB collection methods

	MongoDB cursor methods



Objectives

After studying this unit, you should be able to:


	Learn about JavaScript in MongoDB

	Learn about the other languages officially supported by MongoDB

	Learn about MongoDB connection using Shell methods

	Learn about MongoDB database Shell methods

	Learn about MongoDB collection Shell methods

	Learn about MongoDB cursor Shell methods



JavaScript in MongoDB

You have learnt in the previous chapter that the MongoDB Shell is a JavaScript based interface that allows you to run various commands. The MongoDB Shell has an ability to interpret JavaScript commands too other than the MongoDB specific operations which we have covered in our previous chapter.

Server Side JavaScript in MongoDB

MongoDB has various methods and operators which use server side execution of JavaScript. We will cover these in more details in our next chapters. But to give an overview of these, we will now cover the overview of two main topics:


	MapReduce

	$where



What is map-reduce in MongoDB?

Map-reduce is a process or method in MongoDB in which large volume of data is processed, filtered and then reduced to a set of small number of cluster of data. This is a group of data which is combined to form a set which contains some information. So, the map-reduce method is generally used to process a large set of data.

What is $where operator in MongoDB?

$where is an operator in JavaScript which is used to match documents in MongoDB which matches certain criteria given in a JavaScript expression. Normally, we pass the JavaScript expression or function in $where operator.

We will cover these topics in a more detailed manner in the advanced chapters.

List of officially supported languages in MongoDB

We learned in Chapter 1: Introduction to MongoDB of this book that MongoDB drivers depend on programming languages and help applications for various CRUD and other operations with respect to the MongoDB database. So, MongoDB supports many other languages other than JavaScript. So, while communicating with the apps, MongoDB communicates with the diversity of these languages.

Following is the list of languages officially supported by MongoDB:


	C

	C++

	C#

	Go

	Java

	Node.js

	Perl

	PHP

	Python

	Ruby

	Scala

	Swift



Other than these languages, there are many other languages supported by the MongoDB community, and their drivers have been built by the MongoDB community.

MongoDB methods

We will cover various MongoDB methods in this chapter. But before we do that, let us open up a MongoDB Shell.

Step 1 – Connecting to MongoDB Shell

Let us now try to connect MongoDB from the command line from your Windows machine. To connect to MongoDB from your Windows machine, follow these steps:


	Open a command window and navigate to the bin directory of MongoDB.
The path could be as shown in the following figure:

C:\Program Files\MongoDB\Server\4.2\bin
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Figure 8.1: From Command Line – Navigate to MongoDB "bin" Directory.


	Now, give the following command and press Enter, as shown in the following figure:
"mongo"

Press Enter
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Figure 8.2: From Command Line –Type "mongo" command and Press enter


	Once you give this command and press Enter, it will open the Mongo Shell and we can type the Mongo related commands, as shown in the following figure:
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Figure 8.3: The MongoDB Shell




Now, we have entered into the MongoDB Shell. We can now use various MongoDB methods using the MongoDB Shell. Let us now learn about these methods.

MongoDB connection methods

We will cover some most common and important methods related to connection which are helpful in connecting to the MongoDB server.

Some of these methods are as follows:


	connect()

	Mongo()

	Mongo.getDB()



Let us study them one-by-one.

connect(url,username,password)


	This method creates the connection to the MongoDB instance.

	This method returns the reference to the MongoDB database.

	It takes up to 3 parameters.

	The first parameter is mandatory and it takes the URL with host name, port and database.

	The last two parameters, which are username and password, are optional.



The first parameter value can be as follows:


	<hostname>:<port-number>/<database>

	<hostname>/<database>

	<database>



We will use the following example, as shown in the following figure:

db = connect("localhost:27017/bpbOnlineBooks");
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Figure 8.4: The MongoDB connect() Method

We can now see that after we run this method, it returns the reference to the MongoDB database. We can also use the Mongo() and Mongo.getDB() methods which are recommended methods to use.

Mongo(host, clientSideOptions)


	This method initiates the connection to the MongoDB database either from the MongoDB Shell or the JavaScript file.

	It takes up to 2 parameters.

	The first parameter is optional and it takes the host name or host name with port. If these values are omitted, it will initiate the connection to local host with the default port number, which is 27017, in case of MongoDB.

	The last parameter is also optional and it contains the parameters for client side field level encryption.



The first parameter value can be as follows:


	<hostname>

	<hostname>:<port-number>



We will use the example as shown in the following figure:

MongoDBConnection = Mongo("mongodb://localhost:27017/");
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Figure 8.5: The MongoDB Mongo() Method

After we run this method, we have the connection available to run our next methods. Let us now try to run the Mongo.getDB() method.

Mongo.getDB(database)

The following are the details of this method, explained with some points:


	This method provides the access to MongoDB database objects from the MongoDB Shell or the JavaScript file.

	It takes only 1 parameter.

	The parameter is mandatory and it takes the database name which we want the access to.

	In the previous command, we already have a MongoDB connection available with us. So, we will use that object to access the MongoDB database.



The first parameter value is as follows:


	<database>



We will use the example as shown in the following figure:

db = MongoDBConnection.getDB("BPBOnlineBooksDB");

We can also run the following command:

db = new Mongo().getDB("BPBOnlineBooksDB");

Either way, it will give us the reference to the MongoDB database:
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Figure 8.6: The MongoDB Mongo.getDB() Method

So far, we have learnt about Mongo.getDB() method. We will learn about some MongoDB database related methods in the next section.

MongoDB database methods

We will cover some most common and important methods related to the MongoDB database which are helpful in connecting to the MongoDB server.

Some of these methods are as follows:


	db.getMongo()

	db.hostInfo()

	db.stats()

	db.serverStatus()



Let us study this one-by-one.

db.getMongo()

Following are the details of this method, explained with some points:


	This method is used to test if the MongoDB Shell has a proper connection to the database instance.

	This method returns the database connection, as shown in the following figure:
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Figure 8.7: The db.getMongo() method

We can now see that after we run this method, it returns the database connection.

db.hostInfo()

This method returns the information about the host, which means that it will return the information about system in which MongoDB is running, as shown in the following figure:
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Figure 8.8: The db.hostInfo() Method

We can now see that after we run this method, it returns the system information.

db.stats()

Following are the details of this method, explained with some points:


	This method returns the statistics of the single database, as shown in the following figure.

	It takes only 1 parameter.

	The parameter is optional which is a scale number in which we would like our output in terms of bytes or kilobytes. For example, if you would like the results to be displayed in kilobytes, you should pass 1024 in the parameter.
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Figure 8.9: The db.stats() Method

We can now see that after we run this method, it returns the database statistics information.

db.serverStatus()

Following are the details of this method, explained with some points:


	This method returns the document which provides the complete overview of the database status and other process related information, as shown in the following figure.
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Figure 8.10: The db.serverStatus() Method

We can now see that after we run this method, it returns the document of database process related information.

MongoDB Collection methods

We will cover some most common and important methods related to the collections which are helpful in performing the collections-related tasks in the MongoDB server.

Some of these methods are as follows:


	db.collection.count()

	db.collection.stats()

	db.collection.totalSize()

	db.collection.validate()

	db.collection.drop()



Let us study these one-by-one.

db.collection.count()

Following are the details of this method, explained with some points:


	This method returns the count number of the documents in the collection, as shown in the following figure.

	It takes the query and options parameters, which we will study in the advanced chapters, where we will cover the CRUD operations.
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Figure 8.11: The MongoDB Collection count() Method

We can now see that after we run this method, it returns the total number of documents in the collection.

db.collection.stats()

Following are the details of this method, explained with some points:


	This method returns the statistics of the collection, as shown in the following figure.

	It takes only 1 parameter.

	The parameter is optional. It is a scale number in which we would like our
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Figure 8.12: The MongoDB Collection stats() Method

We can now see that after we run this method, it returns the statistical data of the collection.

db.collection.totalSize()

Following are the details of this method, explained with some points:

This method returns the total number of size of data and size of indexes in the collection in bytes, as shown in the following figure:
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Figure 8.13: The MongoDB Collection totalSize() Method

We can now see that after we run this method, it returns us the total size of the collection in bytes.

db.collection.validate()

Following are the details of this method, explained with some points:


	This method scans the collection data and its indices for its correctness and returns the validated output, as shown in the following figure.

	It takes only 1 parameter.

	The parameter is optional which is a Boolean value. If this value is true, this method will do the full scan of the collection data and index. Else, if the value is omitted or is set to false, it will do the normal scan, which is faster than the full scan.

	Note that this method is resource intensive and may impact the performance of the MongoDB instance while the scanning is under progress.
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Figure 8.14: The MongoDB Collection validate() Method

We can now see that after we run this method, it returns us the validated output of the collection data and index.

db.collection.drop()

Following are the details of this method, explained with some points:


	This method drops the collection and also removes any associated index with it, as shown in the following figure.

	This method will return true if the drop operation is successful.
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Figure 8.15: The MongoDB Collection drop() Method

We can now see that after we run this method, it returns True, which means that the drop operation was successful.

MongoDB cursor methods

We will cover some common and important methods related to the MongoDB cursors. But before we do that, let us understand the concept of cursors in MongoDB.

What is a cursor in MongoDB?

Whenever we use the db.collection.find() method in the MongoDB database to search the documents in a collection, it returns the pointer to these documents. This pointer, which is returned, is termed as cursor. We will read more about cursor in the advanced chapters. In this chapter, we will just cover few cursor related methods.

Some of these methods are as follows:


	cursor.count()

	cursor.pretty()

	cursor.sort()



Let us study them one-by-one.

cursor.count()

Following are the details of this method, explained with some points:


	This method is used to count the number of documents which are referenced by the cursor.

	In this method, we use find() to query and return the number of documents based on the criteria, as shown in the following figure:
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Figure 8.16: The cursor.count() Method

We can now see that after we run this method, it returns the count of number of documents based on the criteria given in the find method.

cursor.pretty()

This method is used to print results in easy-to-read format, as shown in the following figure:
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Figure 8.17: The cursor.pretty() Method

We can now see that after we run this method, it returns the results in easy-to-ready format.

cursor.sort()

Following are the details of this method, explained with some points:


	This method is used to sort the results either in ascending or in descending order, as shown in the following figure.

	If 1 is specified for a field, it means ascending order.

	If -1 is specified for a field, it means descending order.
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Figure 8.18: The cursor.sort() Method

We can now see that after we run this method, it returns the results in ascending manner.

Conclusion

In this chapter, we learned about the MongoDB Shell methods, use of JavaScript in MongoDB and that we can use other languages also that are officially supported by MongoDB.

We covered various Shell methods related to the MongoDB connections, MongoDB databases, and MongoDB collections. In the last topic of this chapter, we also covered the few methods related to cursors.

These methods are very useful and we can use them in various scenarios while working with MongoDB and later when we will learn some advanced topics and application development using MongoDB.

In the next chapter, we will study the data types in MongoDB where we will cover various data types available in MongoDB with examples.

Questions


	What is the default Shell language used in MongoDB?

	Does MongoDB support different languages other than JavaScript?

	Can you name few languages supported by MongoDB?

	Can you explain the MongoDB connect() method and the ways to connect to the MongoDB server, as explained in the connection methods topic?

	What is the method used to calculate the size of the collection?

	What is a cursor in MongoDB?







CHAPTER 9

Data Types in MongoDB


This chapter covers the data types used in MongoDB. We will start with the introduction of data type - what exactly it is, and then we will move on to the overview of the BSON data types. There are different data types used in MongoDB and each one of them have different properties and structure and are used in different scenarios. Some of them are widely used and some of them are not very frequently used.

Structure

In this chapter, we will discuss the following topics:


	What are data types?

	Introduction to BSON data types

	Integer

	Double

	String

	Object

	Array

	Binary data

	Object Id

	Boolean

	Date

	Null

	Regular expression

	JavaScript

	JavaScript with scope

	Timestamp

	Min key

	Max key

	Decimal128

	Comparison and Sort Order



Objectives

After studying this unit, you should be able to learn about the data types and BSON data types. Later, in this chapter, you will learn about the data types supported by MongoDB and understand those using practical methods.

What are data types?

Data types are the types of data used to store data in various formats that is understood by the programming language, or, in our case, the database. Normally, the data types can be represented by string type, integer type, float type, etc. The data types give the meaning to the data as well as types of operations that can be performed with these data types.

Introduction to BSON data types

The BSON data types are just like the JSON data types, but in the binary format. That’s why, they are called Binary JSON. BSON is the binary format and can have simple to complex data types, including the name-value pairs, such as associative arrays.

MongoDB stores the data types in a unique manner. It has an alias as well as associated number for identification.

Data types in MongoDB

Following is the list of data types available in MongoDB which includes data type, data type number, and data type alias:








	
Data Type


	
Data Type Number


	
Data Type Alias





	
Double


	
1


	
"double"





	
String


	
2


	
"string"





	
Object


	
3


	
"object"





	
Array


	
4


	
"array"





	
Binary data


	
5


	
"binData"





	
ObjectId


	
7


	
"objectId"





	
Boolean


	
8


	
"bool"





	
Date


	
9


	
"date"





	
Null


	
10


	
"null"





	
Regular Expression


	
11


	
"regex"





	
JavaScript


	
13


	
"javascript"





	
JavaScript (with scope)


	
15


	
"javascriptWithScope"





	
32-bit integer


	
16


	
"int"





	
Timestamp


	
17


	
"timestamp"





	
64-bit integer


	
18


	
"long"





	
Decimal128


	
19


	
"decimal"





	
Min key


	
-1


	
"minKey"





	
Max key


	
127


	
"maxKey"






Table 9.1: MongoDB Data Types

Let us now study the different data types one-by-one. We will cover all the different data types used in MongoDB, along with their practical examples using the MongoDB Shell.

Integer data types

Integer data types are used to store numeric values. MongoDB supports 32-bit or 64-bit integers which depend on the architecture of the machine on which MongoDB is running. 64-bit integers are also called as long int and have alias value as long and number value as 18 in the MongoDB data types.

In our example, we have inserted the integer data type value in our MongoDB collection and the code for the same is shown in the following screenshot:

Code 1

db.BPBOnlineBooksDataTypesCollection.insert({

"Data Type Alias": "int",

"Data Type Number": "16",

"Data Type Value": 7777

});

Code 2

db.BPBOnlineBooksDataTypesCollection.find({

"Data Type Alias": "int"

}).pretty();
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Figure 9.1: Creating a MongoDB Document with Integer Data Type

In the preceding example, we saw how to create a new document using data type having integer type value.

String data types

String data types are one of the most common data types used in MongoDB. You might be aware that many of the international languages use some special characters. In order to save these characters, the MongoDB drivers convert these characters to UTF-8 format during the serialization and de-serialization process, thus, making it possible to store most of these international characters in the BSON strings and validating the international characters to be stored in the database.

In our example, we have inserted the string data type value in our MongoDB collection and the code for the same is shown in the following screenshot:

Code 1

db.BPBOnlineBooksDataTypesCollection.insert({

"Data Type Alias": "string",

"Data Type Number": "2",

"Data Type Value": "BPB Publications – The Largest Online Resource for IT Books"

});

Code 2

db.BPBOnlineBooksDataTypesCollection.find({

"Data Type Alias": "string"

}).pretty();
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Figure 9.2: Creating a MongoDB Document with String Data Type

In the preceding example, we saw how to create a new document using data type having string type value.

Double data types

Double data types are used to store the floating point values. Floating point values have decimal points, which are somewhat similar to integer values but they have decimal values with them. For example, 777.27 or 12.10 are decimal type values and they are called double types in MongoDB.

In our example, we have inserted the double data type value in our MongoDB collection and the code for the same is shown in the following screenshot:

Code 1

db.BPBOnlineBooksDataTypesCollection.insert({

"Data Type Alias": "double",

"Data Type Number": "1",

"Data Type Value": 777.27

});

Code 2

db.BPBOnlineBooksDataTypesCollection.find({

"Data Type Alias": "double"

}).pretty();
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Figure 9.3: Creating a MongoDB Document with Double Data Type

In the preceding example, we saw how to create a new document using data type having double type value.

Array data types

The array data types are used to store the group of similar data type values which are linked or associated in the form of key and value.

In our example, we have defined 2 arrays and then we will insert these arrays as a value and the code for the same is as follows:

Code 1

var BPBBookStoresinIndia = ['New Delhi', 'Mumbai', 'Kolkata', 'Chennai'];

var BPBBookStoresinUSA = ['New York', 'Atlanta', 'Arizona', 'New Jersey'];

And then, we have inserted these arrays in our MongoDB collection and below are the code for the same, are shown in the following screenshot:

Code 2

db.BPBOnlineBooksDataTypesCollection.insert({

"Data Type Alias": "array",

"Data Type Number": "4",

"Data Type Value 1": BPBBookStoresinIndia,

"Data Type Value 2": BPBBookStoresinUSA

});

Code 3

db.BPBOnlineBooksDataTypesCollection.find({

"Data Type Alias": "array"

}).pretty();
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Figure 9.4: Creating a MongoDB Document with Array Data Type

In the preceding example, we saw how to create a new document using data type having array type value.

Object data types

The object data types are used to store the embedded documents or the JSON data type which is a kind of JSON object or document and are sometimes called embedded documents.

In our example, we have created an object as follows:

Code 1

var BPBBooksLatestEditions = [{

'Title': 'Instant Approach to Software Testing: Principles, Applications, Techniques, and Practices',

'Year': '2019',

'ISBN': '9789388511162',

'Pages': 368,

'Weight': '677gm',

'Dimension': '24x18x2cm'

}, {

'Title': 'IOT and Smart Cities: Your Smart City Planning Guide',

'Year': '2019',

'ISBN': '9789388511322',

'Pages': 242,

'Weight': '357gm',

'Dimension': '22.5x15x1.5gm'

}];

And then, we have inserted this object type in our MongoDB collection and the code for the same is shown in the following screenshot:

Code 2

db.BPBOnlineBooksDataTypesCollection.insert({

"Data Type Alias": "object",

"Data Type Number": "3",

"Data Type Value": BPBBooksLatestEditions

});

Code 3

db.BPBOnlineBooksDataTypesCollection.find({

"Data Type Alias": "object"

}).pretty();
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Figure 9.5: Creating a MongoDB Document with Object Data Type

In the preceding example, we saw how to create a new document using data type having array type value.

Binary data types

The binary data types are used to store the values in binary form such as Base64. Sometimes, there are scenarios where we store some objects like images (in a binary form) in database.

In our example, we have created a variable which contains a binary data as follows:

Code 1

var BPBBooksBinaryData = BinData(1, "SGVsbG8gV29ybGQgRnJvbSBCUEIgUHVibGljYXRpb25z");

And then, we have inserted this binary data type in our MongoDB collection and the code for the same is shown in the following screenshot:

Code 2

db.BPBOnlineBooksDataTypesCollection.insert({

"Data Type Alias": "binData",

"Data Type Number": "5",

"Data Type Value": BPBBooksBinaryData

});

Code 3

db.BPBOnlineBooksDataTypesCollection.find({

"Data Type Alias": "binData"

}).pretty();


[image: ]

Figure 9.6: Creating a MongoDB Document with Binary Data Type

In the preceding example, we saw how to create a new document using data type having the binary type value.

ObjectId data types

This is a special MongoDB specific data type which stores the unique key ID. In MongoDB, every document in a collection has unique ObjectId and every document has the _id field.

The size of the ObjectId is 12 bytes and it is divided into 4 parts, as shown in the following table:







	
Part name


	
Size(bytes)





	
Timestamp


	
4





	
Machine Id


	
3





	
Process Id


	
2





	
Counter


	
3






Table 9.2: Size Division of ObjectId

In our example, we have created a variable which contains an ObjectId value.

Code 1

var BPBBooksObjectId = ObjectId();

And then, we have inserted this ObjectId data type in our MongoDB collection and the code for the same is shown in the following screenshot:

Code 2

db.BPBOnlineBooksDataTypesCollection.insert({

"Data Type Alias": "objectid",

"Data Type Number": "7",

"Data Type Value": BPBBooksObjectId

});

Code 3

db.BPBOnlineBooksDataTypesCollection.find({

"Data Type Alias": "objectid"

}).pretty();
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Figure 9.7: Creating a MongoDB Document with ObjectId Data Type

In the preceding example, we saw how to create a new document using the data type having the ObjectId type value.

Date data types

Date data type stores the date and time. These can be date or date and time combined. There are various methods in MongoDB to generate date and time, as shown in the following table:







	
Date method


	
Description





	
Date()


	
This method returns the current date in the string format.





	
New Date()


	
This method returns a date object. This method uses the ISODate() wrapper.






Table 9.3: Date Methods

In our example, we have created 2 variables which contain a string and a date object respectively.

Code 1

var BPBBooksDate1 = Date();

var BPBBooksDate2 = new Date();

And then, we have inserted these date data type variables in our MongoDB collection and the code for the same is shown in the following screenshot:

Code 2

db.BPBOnlineBooksDataTypesCollection.insert({

"Data Type Alias": "date",

"Data Type Number": "9",

"Data Type Value 1": BPBBooksDate1,

"Date Type Value 2": BPBBooksDate2

});

Code 3

db.BPBOnlineBooksDataTypesCollection.find({

"Data Type Alias": "date"

}).pretty();
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Figure 9.8: Creating a MongoDB Document with Date Data Type

In the preceding example, we saw how to create a new document using data type having date type value.

Null data types

Null data type stores the null values. Null are the data types which has no type or value, so it is called as null. Sometimes, there are scenarios where we have to store something which exists but is yet to be defined and we are not sure what type and value it would have. In this case, we use null.

In our example, we have created a variable which contains a null type value.

Code 1

var BPBBooksNull = null;

And then, we have inserted this null data type variable in our MongoDB collection and the code for the same is shown in the following screenshot:

Code 2

db.BPBOnlineBooksDataTypesCollection.insert({

"Data Type Alias": "null",

"Data Type Number": "10",

"Data Type Value": BPBBooksNull

});

Code 3

db.BPBOnlineBooksDataTypesCollection.find({

"Data Type Alias": "null"

}).pretty();
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Figure 9.9: Creating a MongoDB Document with Null Data Type

In the preceding example, we saw how to create a new document using data type having null type value.

Regular expression data types

Regular expression data type stores the regular expression values. Regular expression, or regex, is the sequence of characters which defines the search patterns and is used for find, replace, and validation operations.

In our example, we have created a variable which contains a regular expression value.

Code 1

var BPBBooksRegEx = RegExp("%BPB");

And then, we have inserted these regular expression data type variables in our MongoDB collection and the code for the same is shown in the following screenshot:

Code 2

db.BPBOnlineBooksDataTypesCollection.insert({

"Data Type Alias": "regex",

"Data Type Number": "11",

"Data Type Value": BPBBooksRegEx

});

Code 3

db.BPBOnlineBooksDataTypesCollection.find({

"Data Type Alias": "regex"

}).pretty();
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Figure 9.10: Creating a MongoDB Document with Regular Expression Data Type

In the preceding example, we saw how to create a new document using data type having regular expression type value.

JavaScript data types (without scope)

We can store JavaScript functions in MongoDB documents and use these functions in our scenarios. In our example, we have created 2 variables where one contains a function definition and the other is a scope variable, but it will be empty and thus, it will be without scope.

Code 1

var BPBBooksFunction = "function(){var bpb; bpb=100;}";

var BPBBooksFunctionScope = {};

And then, we have inserted these variables in our MongoDB collection and the code for the same is shown in the following screenshot:

Code 2

db.BPBOnlineBooksDataTypesCollection.insert({

"Data Type Alias": "javascript",

"Data Type Number": "13",

"Data Type Value Function": BPBBooksFunction,

"Data Type Value Function Scope": BPBBooksFunctionScope

});

Code 3

db.BPBOnlineBooksDataTypesCollection.find({

"Data Type Alias": "javascript"

}).pretty();
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Figure 9.11: Creating a MongoDB Document with JavaScript Data Type

In the preceding example, we saw how to create a new document using data type having JavaScript type value.

Javascript data types (with scope)

In our example, we have created two variables where one contains a function definition and the other one is a scope variable, and now we will define it.

Code 1

var BPBBooksFunction = "function(){var bpb; bpb=2000;}";

var BPBBooksFunctionScope = ["object"];

And then, we have inserted these variables in our MongoDB collection and the code for the same is shown in the following screenshot:

Code 2

db.BPBOnlineBooksDataTypesCollection.insert({

"Data Type Alias": "javascriptWithScope",

"Data Type Number": "15",

"Data Type Value Function": BPBBooksFunction,

"Data Type Value Function Scope": BPBBooksFunctionScope

});

Code 3

db.BPBOnlineBooksDataTypesCollection.find({

"Data Type Alias": "javascriptWithScope"

}).pretty();
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Figure 9.12: Creating a MongoDB Document with JavaScript (With Scope) Data Type

In the preceding example, we saw how to create a new document using data type having JavaScript (with scope) type value.

Timestamp data types

Timestamp is the current time of event which is recorded by the computer and it is accurate to milliseconds. We can store timestamps in the MongoDB documents.

In our example, we have created a variable which contains a timestamp.

Code 1

var BPBBooksTimestamp = new Timestamp();

And then, we have inserted this variable in our MongoDB collection and the code for the same is shown in the following screenshot:

Code 2

db.BPBOnlineBooksDataTypesCollection.insert({

"Data Type Alias": "timestamp",

"Data Type Number": "17",

"Data Type Value": BPBBooksTimestamp

});

Code 3

db.BPBOnlineBooksDataTypesCollection.find({

"Data Type Alias": "timestamp"

}).pretty();
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Figure 9.13: Creating a MongoDB Document with Timestamp Data Type

In the preceding example, we saw how to create a new document using data type having timestamp type value.

Boolean data types

Boolean data type stores the boolean data which is either true or false. In our example, we have created two variables which contains a "true value" and a "false value" respectively.

Code 1

var BPBBooksBoolean1 = true;

var BPBBooksBoolean2 = false;

And then, we have inserted these variables in our MongoDB collection and the code for the same is shown in the following screenshot:

Code 2

db.BPBOnlineBooksDataTypesCollection.insert({

"Data Type Alias": "bool",

"Data Type Number": "8",

"Data Type Value 1": BPBBooksBoolean1,

"Data Type Value 2": BPBBooksBoolean2

});

Code 3

db.BPBOnlineBooksDataTypesCollection.find({

"Data Type Alias": "bool"

}).pretty();
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Figure 9.14: Creating a MongoDB Document with Boolean Data Type

In the preceding example, we saw how to create a new document using data type having Boolean type value.

Min and max key

In MongoDB, the min and max keys compare a value against the lowest and the highest BSON elements. The min key compares the values of the lowest BSON element, whereas the max key compares the values of the highest BSON element.

The Min and max keys are both internal data types in MongoDB.

Decimal128

The Decimal128 data type has been introduced in the MongoDB version 3.4. There are some scenarios where the double data type has limited capacity to store the decimal values which are either very large or very small, and if we store the large decimal value, then the precision will be lost. In this case, MongoDB provides the Decimal128 data type so that we can store the decimal values with a lot more precision.

Decimal128 allows us to store the values up to 34 decimal digits of precision, which means we can store maximum and minimum values in the order of 10^6144 and 10^-6143, respectively, This is a lot of precision in terms of decimal values and this also prevents any rounding off of the values for the data which sometimes requires a lot of precision like in mathematical or scientific calculations.

Comparison and sort order

While comparing the values of different BSON types, MongoDB uses the following comparison order from the lowest to the highest:


	MinKey

	Null

	Numbers (ints, longs, doubles)

	Symbol, String

	Object

	Array

	BinData

	ObjectId

	Boolean

	Date

	Timestamp

	Regular expression

	MaxKey



In our example, we have created few variables which contain different data types values.

Code 1

var BPBBooksVar1 = 100000;

var BPBBooksVar2 = "BPB Publications";

var BPBBooksVar3 = 77.07;

var BPBBooksVar4 = true;

var BPBBooksVar5 = null;

var BPBBooksVar6 = MinKey;

var BPBBooksVar7 = MaxKey;

And then, we have inserted these variables in our MongoDB collection and the code for the same is shown in the following screenshot:

Code 2

db.BPBOnlineBooksDataTypesCollectionV2.insert([{

"Data Type Alias": "int",

"Data Type Value": BPBBooksVar1

}, {

"Data Type Alias": "string",

"Data Type Value": BPBBooksVar2

}, {

"Data Type Alias": "double",

"Data Type Value": BPBBooksVar3

}, {

"Data Type Alias": "bool",

"Data Type Value": BPBBooksVar4

}, {

"Data Type Alias": "null",

"Data Type Value": BPBBooksVar5

}, {

"Data Type Alias": "minKey",

"Data Type Value": BPBBooksVar6

}, {

"Data Type Alias": "maxKey",

"Data Type Value": BPBBooksVar7

}]);
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Figure 9.15: MongoDB Data Types – Comparison and Sort Order – Inserting Values

After the values are inserted, we can then use the sort method to sort and the values will be sorted according to the comparison and sort order. The code for the same is shown in the following screenshot.

Code 3

db.BPBOnlineBooksDataTypesCollectionV2.find().sort({

"Data Type Value": 1

});
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Figure 9.16: MongoDB Data Types – Comparison and Sort Order – Sort Results

In the preceding example, we saw how to create a new document using the data type having boolean type value.

Conclusion

In this chapter, we studied about the data types and their uses. We also learned about the BSON data types in MongoDB. We learned the different data types available in MongoDB and how we can use these data types in MongoDB to create any document. We also learned the uses of data types in various scenarios from our practical examples.

We learned about the comparison and sort order of the data types in MongoDB and learned about their sorting order with the practical examples.

In the next part of this book, we will cover the intermediate level of MongoDB and will start to learn the basics of programming with MongoDB. In the next chapter, will introduce the concept of CRUD and will cover the MongoDB CRUD operations.

Questions


	What are data types?

	Why data types are important?

	What are the BSON data types in MongoDB?

	Explain the three MongoDB data types with example.

	What is min key and max key in MongoDB?







CHAPTER 10

Introduction to MongoDB CRUD Operations


This chapter covers the MongoDB CRUD operations. We will cover the operations helpful in creating, reading, updating, and deleting in MongoDB. We will also be covering the bulk write operation in MongoDB. All of these examples will be explained in step-by-step manner. We will be covering all these by giving the practical example and also covers various methods to perform all these operations. There are multiple methods for each operation that we will cover in this chapter. We will also learn about the various options, such as ordered, multi, and just one which we will use in the various MongoDB CRUD methods and we will also cover the field update operators used in the MongoDB update methods. These CRUD operations are very important in day-to-day working with MongoDB and are used by the application developers quite frequently. These methods will also be used in the advanced chapters of this book where we will learn about the application development with other programming languages, such as PHP, JavaScript, and Python.

Structure

In this chapter, we will discuss the following topics:


	MongoDB create operations

	MongoDB read operations

	MongoDB update operations

	MongoDB delete operations

	MongoDB bulk write



Objectives

After studying this unit, you should be able to create documents using the MongoDB create operations, Read documents using the MongoDB read operations, Update documents using the MongoDB update operations, Delete documents using the MongoDB delete operations and Later in this Chapter you will learn how to perform various MongoDB CRUD operations using the MongoDB bulk write method.

MongoDB create operations

There are different ways in MongoDB by which we can create a document in the MongoDB collection. Few of the methods we can use are as follows:


	db.collection.insert()

	db.collection.insertOne()

	db.collection.insertMany()



As the name suggests, these methods are used to insert or create document(s) in the MongoDB collection. Let us study them one-by-one.

db.collection.insert() method

This method inserts one or more than one document in the MongoDB collection.

Method definition

db.collection.insert(

<single document or multiple documents in an array>,

{

ordered: <Boolean (true or false)>

}

)

In our example, we learned how we can use the MongoDB method to create one or multiple documents.

Example 1 – Creating a single document in MongoDB collection

We have created a variable BPBBooksBestSellingEditions which contains a JSON data to be inserted into the collection and the code for the same is as follows:

Code 1

var BPBBooksBestSellingEditions = {

'Title': 'Cloud Computing',

'Year': '2019',

'ISBN': '9789388511407',

'Pages': 330,

'Weight': '570gm',

'Dimension': '23x19x1.5cm'

};

And then, we have used the MongoDB insert() method to create a new document in the MongoDB collection, BPBOnlineBooksCollection, and the code for the same is shown in the following screenshot:

Code 2

db.BPBOnlineBooksCollection.insert(BPBBooksBestSellingEditions);
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Figure 10.1: Creating a single document in MongoDB Collection using insert() method

In the preceding example, we saw how to create a single document using the MongoDB insert() method.

Example 2 – Creating multiple documents in MongoDB collection

In our example, we have created a variable BPBBooksBestSellingEditions which contains a JSON array data to be inserted into the collection and the code for the same is as follows:

Code 1

var BPBBooksBestSellingEditions = [{

'Title': 'Introduction to Digital Marketing 101 : Easy to Learn and Implement Hands-on Guide for Digital Marketing',

'Year': '2019',

'ISBN': '9789389328189',

'Pages': 464

}, {

'Title': 'IOT and Smart Cities: Your Smart City Planning Guide',

'Year': '2019',

'ISBN': '9789388511322',

'Pages': 242,

'Weight': '357gm',

'Dimension': '22.5x15x1.5gm'

}];

And then, we have used the MongoDB insert() method to create two new documents in the MongoDB collection, BPBOnlineBooksCollection, and the code for the same is shown in the following screenshot:

Code 2

db.BPBOnlineBooksCollection.insert(BPBBooksBestSellingEditions);
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Figure 10.2: Creating Multiple Documents in MongoDB Collection using insert() method

In the preceding example, we saw how to create multiple documents using the MongoDB insert() method.

db.collection.insertOne() method

This method inserts a single document in the MongoDB collection.

Method definition

db.collection.insertOne(

<single document>

)

Example – Creating a single document in MongoDB Collection using insertOne() method

In our example, we have created a variable BPBBooksBestSellingEditions which contains a JSON data to be inserted into the collection and the code for the same is as follows:

Code 1

var BPBBooksBestSellingEditions = {

'Title': 'Machine Learning with Python',

'Year': '2018',

'ISBN': '9789386551931',

'Pages': 267

};

And then, we have used the MongoDB insertOne() method to create a new document in the MongoDB collection, BPBOnlineBooksCollection, and the code for the same is shown in the following screenshot:

Code 2

db.BPBOnlineBooksCollection.insertOne(BPBBooksBestSellingEditions);
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Figure 10.3: Creating a Single Document in MongoDB Collection using insertOne() Method

In the preceding example, we saw how to create a single document using the MongoDB insertOne() method.

db.collection.insertMany() method

This method inserts multiple documents in the MongoDB collection. Note that here, the documents can have different key values pairs and one document can be different from the others in terms of number of fields that it contains.

Method definition

db.collection.insertMany(

[<document 1>, <document 2>, … <document n>],

{

ordered: <boolean>

}

)

Example – Creating multiple documents in MongoDB collection using insertMany() method

In our example, we have created a variable BPBBooksBestSellingEditions which contains a JSON array data to be inserted into the collection and the code for the same is as follows:

Code 1

var BPBBooksBestSellingEditions = [{

'Title': 'Artificial Intelligence Ethics and International Law: An Introduction',

'Year': '2019',

'ISBN': '9789388511629',

'Pages': 188,

'Weight': '268gm'

}, {

'Title': 'A Practical Approach for Machine Learning and Deep Learning Algorithms',

'Year': '2019',

'ISBN': '9789388511131',

'Pages': 280,

'Weight': '424gm'

}];

And then, we have used the MongoDB insertMany() method to create two new documents in the MongoDB collection, BPBOnlineBooksCollection, and the code for the same is shown in the following screenshot:

Code 2

db.BPBOnlineBooksCollection.insertMany(BPBBooksBestSellingEditions);
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Figure 10.4: Creating Multiple Documents in MongoDB Collection using insertMany() Method

In the preceding example, we saw how to create a single document using the MongoDB insertOne() method.

The _id Field

In MongoDB, every document must have an _id field and it should be unique. It acts as a primary key in the MongoDB collection.

MongoDB automatically creates the _id field if not specified during the creation of a new document and its value is assigned as the ObjectId type by default.

We can also specify the _id value and it can be any BSON data type other than array. But it must be unique in a collection, otherwise, the document will not be created and you will get an error if you try to insert a document having a non-unique _id value.

Example - Creating a new document by specifying _id key

In our example, we have created a variable BPBBooksBestSellingEditions which contains a JSON data to be inserted into the collection. This data also contains an _id key with value as 20021111 and the code for the same is as follows:

Code 1

var BPBBooksBestSellingEditions = {

'_id': '20021111',

'Title': 'Introduction to Database Management',

'Year': '2002',

'ISBN': ' 9788176566384',

'Pages': 342

};

And then, we have used the MongoDB insert() method to create a new document in the MongoDB collection, BPBOnlineBooksCollection, and the code for the same is shown in the following screenshot:

Code 2

db.BPBOnlineBooksCollection.insert(BPBBooksBestSellingEditions);
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Figure 10.5: Creating a Document in MongoDB Collection using insert() Method by specifying the _id

In the preceding example, we saw how to create a single document using the MongoDB insert() method by specifying the _id for the document.

The ordered option

The ordered option is by default set to true in the MongoDB insert() and insertMany() methods, and is used while we insert multiple documents in a collection.

If ordered option is set to true and if any error occurs while inserting any document while we are inserting multiple document, in that case, MongoDB will not process the remaining documents and will return back with an error.

If ordered option is set to false and if any error occurs while inserting any document while we are inserting multiple document, in that case, MongoDB will continue to process the remaining documents.

MongoDB read operations

In a MongoDB collection, we can read documents by using the find() method.


	db.collection.find()



As the name suggests, this method is used to find or read document(s) in the MongoDB collection.

db.collection.find() Method

This method finds or read one or more documents in the MongoDB collection.

Method Definition

db.collection.find(query, projection)

We will cover about projection in the advanced chapters, which are an optional value. So, we will only cover the Query part.

Example 1 – Reading documents in MongoDB collection without Query

In our example, we have used the find() method to read all the documents in a collection named BPBBooksBestSellingEditions and the code for the same is shown in the following screenshot:

Code 1

db.BPBOnlineBooksCollection.find();
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Figure 10.6: Reading MongoDB Documents using find() method

In the preceding example, we saw how to read documents using the MongoDB find() method.

Example 2 – Reading documents in MongoDB collection with Query

In our example, we have used the find() method to read all the documents in a collection named BPBBooksBestSellingEditions which has a key equal to Year and value equal to 2002, and the code for the same is shown in the following screenshot:

Code 1

db.BPBOnlineBooksCollection.find({'Year': '2002'});
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Figure 10.7: Reading MongoDB Documents using find() Method with Selection Query

In our example, we learned how we can use the MongoDB find() method to find and read documents with the help of selection query.

Using Pretty method with find()

In MongoDB, we can use the pretty() method along with the find() method to improve the readability of the results generated by the find() method.

By using the pretty() method, we will get the results in easy to read attractive format.

Example 3 – Reading documents in MongoDB collection with Query and Pretty method

In our example, we have used the find() method to read all the documents in the collection named BPBBooksBestSellingEditions which has a key equal to Year and value equal to 2019, and the code for the same is shown in the following screenshot:

Code 1

db.BPBOnlineBooksCollection.find({'Year': '2019'}).pretty();
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Figure 10.8: Reading MongoDB Documents using find() Method with Selection Query and pretty() Method

In our example, we learned how we can use the MongoDB find() method to find and read documents with the help of selection query and the pretty() method to display the documents in more readable form.

MongoDB update operations

There are different ways in MongoDB to update a document in the MongoDB collection.

Following are the few methods we can use:


	db.collection.update()

	db.collection.updateOne()

	db.collection.updateMany()



As the name suggests, these methods are used to update or change document(s) values in the MongoDB collection.

Let us study them one-by-one. But before we move on to our examples, let us understand the field update operators that will be used in these methods.

The $set operator

The $set operator sets the value of the field in a document. It is used to update the values of one or more fields in a document in conjugation with the selection query given in the update methods.

The $unset operator

The $unset operator removes the field in a document. It is used to delete one or more fields in a document in conjugation with the selection query given in the update methods.

db.collection.update() method

This method updates one or more documents in the MongoDB collection.

Method definition

The first part of this method is a selection query which is used to select our documents based on some criteria, and in the second part, we use the data to be updated in our documents. In both of these parts, we use the JSON format.

db.collection.update(

<selection query>,

<data to update>,

{

upsert: <boolean>,

multi: <boolean>

}

)

Let us now use this method with some practical examples.

Example 1 – Updating a single document in MongoDB collection using update() method

In our example, we have created two variables BPBBooksSelectionQuery and BPBBooksDatatoUpdate. The first one has a JSON data for selection query and the second one has a JSON data for updating the document. The code for the same is as follows:

Code 1

var BPBBooksSelectionQuery = {

'Title': 'Introduction to Database Management'

};

var BPBBooksDatatoUpdate = {

'Title': 'Introduction to Database Management (The Complete Text Book for Computer Science Students)'

};

And then, we have used the MongoDB update() method to update a document based on our selection query in the MongoDB collection, BPBOnlineBooksCollection, and the code for the same is shown in the following screenshot:

Code 2

db.BPBOnlineBooksCollection.update(BPBBooksSelectionQuery, {

$set: BPBBooksDatatoUpdate

});
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Figure 10.9: Updating a Single Document in MongoDB Collection using update() Method

In the preceding example, we saw how to update a single document using the MongoDB update() method.

Example 2 – Updating multiple documents in MongoDB collection using update() method

In our example, we have created two variables “BPBBooksSelectionQuery” and “BPBBooksDatatoUpdate”. The first one has a JSON data for selection query and the second one has a JSON data for updating the document. The code for the same is as follows:

Code 1

var BPBBooksSelectionQuery = {

'Year': '2019'

};

var BPBBooksDatatoUpdate = {

'Publisher': 'BPB Publications'

};

And then, we have used the MongoDB update() method to update all the documents based on our selection Query in the MongoDB collection, BPBOnlineBooksCollection, with multi option set to true. The code for the same is shown in the following screenshot:

Code 2

db.BPBOnlineBooksCollection.update(BPBBooksSelectionQuery, {

$set: BPBBooksDatatoUpdate

}, {

multi: true

});
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Figure 10.10: Updating Multiple Documents in MongoDB Collection using update() Method

In the preceding example, we saw how to update multiple documents using the MongoDB update() method.

db.collection.updateOne() method

This method updates a single document in the MongoDB collection.

Method definition

db.collection.updateOne(

<filter>,

<update>,

{

upsert: <boolean>

}

)

Example – Updating a single document in MongoDB collection using updateOne() method

In our example, we have created two variables BPBBooksSelectionQuery and BPBBooksDatatoUpdate. The first one has a JSON data for selection query and the second one has a JSON data for updating the document. The code for the same is as follows:

Code 1

var BPBBooksSelectionQuery = {

'Title': 'IOT and Smart Cities: Your Smart City Planning Guide'

};

var BPBBooksDatatoUpdate = {

'Title': 'IOT and Smart Cities',

'Year': '2020'

};

And then, we have used the MongoDB updateOne() method to update a document based on our selection query in the MongoDB collection, BPBOnlineBooksCollection, and the code for the same is shown in the following screenshot:

Code 2

db.BPBOnlineBooksCollection.updateOne(BPBBooksSelectionQuery, {

$set: BPBBooksDatatoUpdate

});
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Figure 10.11: Updating a single document in MongoDB Collection using updateOne() method

In the preceding example, we saw how to update a single document using the MongoDB updateOne() method.

db.collection.updateMany() method

This method updates multiple documents in the MongoDB collection.

Method definition

db.collection.updateMany(

<filter>,

<update>,

{

upsert: <boolean>

}

)

Example – Updating multiple documents in MongoDB collection using updateMany() method

In our example, we have created two variables BPBBooksSelectionQuery and BPBBooksDatatoUpdate. The first one has a JSON data for the selection query and the second one has a JSON data for updating the document. The code for the same is as follows:

Code 1

var BPBBooksSelectionQuery = {

'Year': '2019'

};

var BPBBooksDatatoUpdate = {

'Discount': '10%'

};

And then, we have used the MongoDB updateMany() method to update a document based on our selection query in the MongoDB collection, BPBOnlineBooksCollection, and the code for the same is shown in the following screenshot:

Code 2

db.BPBOnlineBooksCollection.updateMany(BPBBooksSelectionQuery, {

$set: BPBBooksDatatoUpdate

});
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Figure 10.12: Updating multiple documents in MongoDB Collection using updateMany() method

In the preceding example, we saw how to update a single document using the MongoDB updateOne() method.

The upsert option

The upsert option is by default set to false in the MongoDB update(), updateOne(), and updateMany() methods, and can be used while we are updating single or multiple documents in a collection.

If the upsert option is set to true and if there is no document in a collection that matches the selection query, a new document will automatically be created by the MongoDB update methods.

If the upsert option is set to false and if there is no document in a collection that matches the selection query, no new document will be created by the MongoDB update methods.

The multi option

The multi option is by default set to false in the MongoDB update() method, and can be used while we update documents in a collection.

If multi option is set to true, it will update multiple documents according to the selection query.

If multi option is set to false, it will update single document according to the selection query.

MongoDB delete operations

There are different ways in MongoDB by which we can delete a document in the MongoDB collection.

Following are the few methods which we can use:


	db.collection.remove()

	db.collection.deleteOne()

	db.collection.deleteMany()



As the name suggests, these methods are used to delete or remove the document(s) in the MongoDB collection.

Let us study them one-by-one.

db.collection.remove() method

This method deletes one or more documents in the MongoDB collection.

remove() method is a depreciated function and it is going to be unavailable in the future versions of MongoDB. So, it is better to use the deleteOne() and deleteMany() methods instead of the remove() method.

Method definition

db.collection.remove(

<selection query>,

{

justOne: <boolean>

}

)

The justOne option

The justOne option is by default set to false in the MongoDB remove() method and can be used while we are removing the documents in a collection.

If justOne option is set to true, it will remove only one document according to the selection query.

If justOne option is set to false, then it will remove multiple documents according to the selection query.

Example 1 – Deleting a single document in MongoDB collection using remove() method

In our example, we have created a variable BPBBooksSelectionQuery which is having a JSON data for selection query and the code for the same is as follows:

Code 1

var BPBBooksSelectionQuery = {

'Year': '2002'

};

And then, we have used the MongoDB remove() method to delete a document based on our selection query in the MongoDB collection, BPBOnlineBooksCollection, and the code for the same is shown in the following screenshot:

Code 2

db.BPBOnlineBooksCollection.remove(

BPBBooksSelectionQuery,

{

justOne: true

}

);
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Figure 10.13: Deleting a Single Document in MongoDB Collection using remove() Method

In the preceding example, we saw how to delete a single document using MongoDB remove() method.

Example 2 – Deleting multiple documents in MongoDB collection using remove() method

In our example, we have created a variable BPBBooksSelectionQuery which is having a JSON data for selection query and the code for the same is as follows:

Code 1

var BPBBooksSelectionQuery = {

'Year': '2019'

};

And then, we have used the MongoDB remove() method to delete multiple documents based on our selection query in the MongoDB collection, BPBOnlineBooksCollection, and the code for the same is shown in the following screenshot:

Code 2

db.BPBOnlineBooksCollection.remove(BPBBooksSelectionQuery);
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Figure 10.14: Deleting multiple documents in MongoDB Collection using remove() method

In the preceding example, we saw how to delete multiple documents using the MongoDB remove() method.

db.collection.deleteOne() method

This method deletes one document in the MongoDB collection.

Method definition

db.collection.deleteOne(

<filter>

)

Example – Deleting a single document in MongoDB collection using deleteOne() method

In our example, we have created a variable BPBBooksSelectionQuery having a JSON data for selection query, and the code for the same is as follows:

Code 1

var BPBBooksSelectionQuery = {

'Year': '2020'

};

And then, we have used the MongoDB deleteOne() method to delete a single document based on our selection query in the MongoDB collection, BPBOnlineBooksCollection, and the code for the same is shown in the following screenshot:

Code 2

db.BPBOnlineBooksCollection.deleteOne(BPBBooksSelectionQuery);
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Figure 10.15: Deleting a single document in MongoDB Collection using deleteOne() method

In the preceding example, we saw how to delete a single document using the MongoDB deleteOne() method.

db.collection.deleteMany() method

This method deletes more than one documents in the MongoDB collection.

Method definition

db.collection.deleteMany(

<filter>

)

Example – Deleting multiple documents in MongoDB collection using deleteMany() method

In our example, we have created a variable BPBBooksSelectionQuery which is having a JSON data for selection query and the code for the same is as follows:

Code 1

var BPBBooksSelectionQuery = {

'Year': '2019'

};

And then, we have used the MongoDB deleteMany() method to delete multiple documents based on our selection query in the MongoDB collection, BPBOnlineBooksCollection, and the code for the same is shown in the following screenshot:

Code 2

db.BPBOnlineBooksCollection.deleteMany(BPBBooksSelectionQuery);
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Figure 10.16: Deleting multiple Documents in MongoDB Collection using deleteMany() Method

In the preceding example, we saw how to delete multiple documents using the MongoDB deleteMany() method.

MongoDB bulk write operations

MongoDB provides a way to perform multiple writing operations. By using the MongoDB bulk write, we can perform bulk insert, bulk update and bulk remove operations in one go.

These operations can be ordered or unordered.

If the ordered option is set to true and if any error occurs while performing bulk write, in that case, MongoDB will not process the remaining write operations and will return an error.

If the ordered option is set to false and if any error occurs while performing bulk write, in that case, MongoDB will still process the remaining write operations.

db.collection.bulkWrite() method

This method performs the multiple write operations in the MongoDB collection.

Method definition

db.collection.bulkWrite(

[<operation 1>, <operation 2>, … <operation N>],

{

ordered : <boolean>

}

)

bulkWrite() supports the following write operations:


	insertOne

	updateOne

	updateMany

	replaceOne

	deleteOne

	deleteMany



Let us go through the definitions of these Write operations.

db.collection.bulkWrite([

{insertOne : {"document" : <document>}}

])

db.collection.bulkWrite([

{updateOne :

{

"filter": <document>,

"update": <document or pipeline>,

"upsert": <boolean>

}

}

])

db.collection.bulkWrite([

{updateMany :

{

"filter": <document>,

"update": <document or pipeline>,

"upsert": <boolean>

}

}

])

db.collection.bulkWrite([

{replaceOne :

{

"filter" : <document>,

"replacement" : <document>,

"upsert" : <boolean>

}

}

])

db.collection.bulkWrite([

{deleteOne : {

"filter" : <document>

}}

])

db.collection.bulkWrite([

{deleteMany : {

"filter" : <document>

}}

])

Example – Bulk write in MongoDB collection using bulkwrite() method

The following code will perform bulk write with six operations:

db.collection.bulkWrite(

[

{insertOne : <document>},

{updateOne : <document>},

{updateMany : <document>},

{replaceOne : <document>},

{deleteOne : <document>},

{deleteMany : <document>}

]

)

In the preceding code, bulk write will be executed in an ordered way as it is, by default, set to true. So, the first operation which will be executed is insertOne and last operation which will be executed is deleteMany.

Let us assume we have 3 documents already existing in our collection BPBOnlineBooksCollection.

{"_id" : 1, "Title" : "Introduction to Python", "Year" : "2017", "Price" : 500},

{"_id" : 2, "Title" : "Mastering MySQL", "Year" : "2010", "Price" : 600},

{"_id" : 3, "Title" : "Learn JavaScript in 24 Hrs", "Year" : "2015", "Price" : 400}

Now, we will perform bulk write in our MongoDB collection and will see the effect. The code for the same is shown in the following screenshot:

Code 1

db.BPBOnlineBooksCollection.bulkWrite([

{insertOne: {"document": {"_id": 4, "Title": "Learn C++", "Year": "2000", "Price": 450}}},

{insertOne: {"document": {"_id": 5, "Title": "Mastering Java", "Year": "2005", "Price": 700}}},

{updateOne : {

"filter" : {"Title" : "Learn C++"},

"update" : {$set : {"Publisher" : "BPB Publication"}}

}},

{deleteOne : {"filter" : {"Year" : "2010"}}},

{replaceOne : {

"filter" : {"Title" : "Introduction to Python"},

"replacement" : {"Title" : "Mastering Python", "Year" : "2020", "Price": 800}

}}

]);
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Figure 10.17: Bulk Write Operation in MongoDB Collection using bulkWrite() Method

In the preceding example, we saw how to perform bulk write in the MongoDB collection using the MongoDB bulkWrite() method.

Conclusion

In this chapter, we studied the MongoDB CRUD operations, and learned how to create, read, update, and delete using the various MongoDB methods, specifically used to perform these CRUD Operations.

We also learned about the MongoDB bulk write method in which we covered how to perform bulk write in order to achieve multiple operations in a single go. We also learned about the various options such, as ordered, multi, and justOne which are used in the various MongoDB CRUD methods and learned about the field update operators used in MongoDB update methods.

In the next chapter of this book, we will cover MongoDB CRUD concepts wherein we will cover the topics like atomicity, consistency, distributed operations, query plan, and performance and analysis.

Questions


	Give examples of two create document methods used in MongoDB?

	What is multi option and how can we use it? Give example.

	Give examples of two document update methods used in MongoDB?

	Explain the use of field update operators and where are they useful?

	Give example of bulk write operation in MongoDB







CHAPTER 11

MongoDB Intermediate Concepts


This chapter covers the MongoDB intermediate concepts. In this chapter, we will cover the topics like atomicity and atomicity in MongoDB. We will also learn about consistency and consistency in MongoDB. This chapter also gives the basic introduction to replication and why it is useful. We will also learn about sharding and why it is useful. Later in this chapter, we will cover the MongoDB specific distributed operations and queries in which we will look how the read and write operations are performed when we use replication and sharding in MongoDB

Structure

In this chapter, we will discuss the following topics:


	Atomicity

	Consistency

	Basic introduction to replication

	Basic introduction to sharding

	Distributed operations and queries



Objectives

After studying this unit, you should be able to understand the atomicity and consistency in MongoDB. Later in this chapter, you will get a brief introduction to replication and sharding in MongoDB, which are also covered in the advanced chapters in this book. In the last section of this chapter, you will learn about the distributed operations in MongoDB.

Atomicity

Before we learn about the atomicity in MongoDB, let us first understand what exactly atomicity is in terms of database management systems.

What is atomicity?

Atomicity is the property of the database management systems in which all the operations, like insert, update, and delete will happen for a transaction or nothing will happen at all. In this, either all the operations will complete or they will roll back.

Atomicity in MongoDB

MongoDB supports atomicity at the single document level. In MongoDB, if there is a document which contains hundreds of fields, then an update statement will update all the fields or none. So, MongoDB maintains the atomicity at the single document level.

We know that in MongoDB, we can have a single document which can have multiple documents. So, in MongoDB, the write operation for a single document is atomic in nature, even if it updates multiple embedded documents inside a single document.

MongoDB atomicity and multiple document transactions

MongoDB does not support the atomicity for multiple document transactions. For example, in some cases, we use single write operation which can update multiple documents, like, when we use the method such as the db.collection.updateMany() method which can modify multiple documents. Even in this case, the modification in a single document level is atomic but the overall operation is not atomic.

Consistency

Before we learn about the consistency in MongoDB, let us first understand what exactly is consistency in terms of database management systems.

What is consistency?

Consistency is the property of the database management systems in which a consistent state is maintained in the database. This means whatsoever happens during that transaction, it will never leave the database in a half-consistent state or a non-consistent state. For example:


	If the transaction happened successfully, all the changes will be applied to the database

	If the transaction does not happen successfully due to any error or system failure, in this case, the changes will be rolled back and the database will be maintained to its original state where it was before the transaction began.



Consistency in MongoDB

MongoDB supports consistency and in it, the data is consistent by default. The applications can read and write to MongoDB replica sets, so:


	For MongoDB, the primary members of replica set, the read and write are consistent.

	Sometimes, the applications also read from the secondary replica sets. In this case, for the MongoDB secondary members of the replica set, the data is eventually consistent by default.



MongoDB and eventual consistency

Eventual consistency is the modal in MongoDB which guarantees that if there are no new updates made in a given object (let’s assume a document), then all the accesses to that object will be returned with the last updated value only.

Let us explain this model with an example. Let us assume there are 2 clients whose requirements are reading and writing on a document with the current value (Example booktitle = "Mysql"), and then, at some point of time, the 1st client wants to update the value to a new value (Example booktitle = "MongoDB"). In this case, the 2nd client needs to record its new value (Example bookpublisher = "BPB Publications") just before the 1st client makes the changes to the current document or wait till the 1st client has updated the document and made the changes and the database write lock gets released.
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Figure 11.1: Consistency in MongoDB

Basic introduction to replication

Replication is a process of duplicating the same set of databases so that we have multiple copies of the same data available to us on different servers because of which we have redundancy and high availability of data.

Following are some of the benefits of replication:


	Replication helps in the fail-over recovery, such as, in case one server fails, or in case of hardware failure, or any other service interruptions.

	Replication also helps in the increased performance because clients can send their requests to different servers.

	Replication helps in delivering the data to the distributed applications from various data center locations across the globe.



Replica sets

Replica sets are the groups of MongoDB processes or instances that host the same data set. There is one primary and many secondary nodes that form a group to create replica sets, as shown in the following figure:
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Figure 11.2: Replication in MongoDB

We will cover more about replication in the advanced chapters of this book.

Basic introduction to sharding

Replication is a process of distributing large data across multiple machines or servers. There are cases where the applications have large sets of data that cannot be served by a single machine or server due to their hardware limits. These limits can be due to the CPU capacities or sometimes memory capacities like the RAM or disk drives.

In this case, MongoDB provides the feature of sharding where we can distribute our large data across different machines or servers. By doing this, we can serve this large data easily with the increased computational power which we gained by using more machines or servers instead of a single machine or server.

Following are some benefits of sharding:


	Increase in computational power due to the use of multiple machines or servers.

	Lower costs because instead of increasing the computational capacities of one machine, which has a limitation too, we increase the computational capacities by involving multiple machines which together create a lot of computational power and is a cheaper option too.

	MongoDB supports horizontal scaling by using sharding which is a more effective solution. Many a times, it is not practically possible to increase the CPU and memory capacities of a single machine as it has a maximum limit and is expensive. Increasing a computational capacity of a single machine is also termed as vertical scaling. So, it is always a better and cheaper option to increase the computational power by using multiple machines. This is also called horizontal scaling.



Sharded clusters

In simple terms, sharded clusters are groups of MongoDB instances used to serve large data. Here, the data is served to the applications by splitting the large data into multiple sharded clusters, as shown in the following figure:
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Figure 11.3: Sharding in MongoDB

We will cover more about sharding in the advanced chapters of this book.

Distributed operations and queries

As we have studied, in MongoDB, we can have replication as well as sharding, and we are also aware of their usefulness and advantages. Let us now understand how the read and write operations are performed in these distributed replica sets or sharded clusters.

Read operations on replica sets

Normally, in MongoDB, the clients usually read from the primary replica set, but they may also opt to use the secondary replica set or the nearest member of the replica set to avoid various factors, like the reduction in the latency due to multiple data center locations or sometimes to improve the read performance.

Write operations on replica sets

In MongoDB, all the write operations are done on the primary replica set. Whenever the clients send the write requests to MongoDB, the requests go to the primary replica set. Here, the primary replica set then maintains the operation log, or Oplog. This operation log has a set of sequence of the operations that are performed by the primary replica set. This operation log is then used by the secondary replica sets to reproduce the same sequence of operations in order to sync themselves so that they have the replicated (or duplicate) data of the primary replica set.

Read operations on sharded clusters

As we studied earlier in this chapter, in MongoDB, we can distribute the large data into small data using sharding. So, when we divide the large data in smaller subsets using sharding, it is totally transparent to an application.

Whenever we perform sharding, we specify a sharding key for the MongoDB collections so that the data will be handled in an effective manner. So, whenever the clients send any requests, they should include this sharded key so that the data will be fetched directly from the particular shard (subset of the sharded data). If the clients do not send their query with the shard key, then the read operation will take more time since in this operation every shard has to be involved in the query.

In the sharded clusters, the config database is maintained and is very helpful in routing the queries to the shards. So, if any client sends the query with the sharded key, then, by using the metadata from the config database, the queries are redirected or routed to the particular shard.

Write operations on sharded clusters

Whenever there is a write request from the client for the sharded collections in the sharded cluster, the request goes to the particular shard (subset of the sharded data) which is responsible for that particular data set.

Here, the write operation is performed using the metadata which is in config database and based on this metadata, the redirection or routing is done for the write operation to the particular shard in the sharded cluster.

Conclusion

In this chapter, we studied the intermediate concepts like atomicity and atomicity in MongoDB. We also learned about the consistency and consistency in MongoDB. Later in this chapter, we learned about the concept of replication in MongoDB and we its advantages. We also learned about the concept of sharding in MongoDB and its advantages.

In the last part of this chapter, we learned about the distributed operations and queries and how the read and write operations are handled when we use replication and sharding in MongoDB.

In the next chapter of this book, we will cover the concept of index in MongoDB and its usage. We will also cover the default _id index and how we can create an index in MongoDB. We will also discuss the various types of indexes in MongoDB and will cover the index properties and how we can use the index in MongoDB.

Questions


	What is atomicity in database management systems?

	Explain how MongoDB supports atomicity.

	What is consistency in database management systems?

	Explain how MongoDB supports consistency.

	Explain the concept of replication in MongoDB.

	Explain the concept of sharding in MongoDB.







CHAPTER 12

Introduction to MongoDB Indexes


In the previous chapter, we covered intermediate topics like atomicity and atomicity in MongoDB. We also learned about consistency and consistency in MongoDB. We also covered the basic introduction to replication and why it is useful. And finally, we learned about sharding and why it is useful. This chapter covers the concept of indexing. In this chapter, we will start from the introduction to indexes and their benefits wherein we will learn that indexes are special types of data structures in database management systems, like MongoDB, that store the data in an easy-to-traverse form. We will also give an introduction to the MongoDB default _id index and learn more about its properties. We will then learn how to create an index in MongoDB. Later in this chapter, we will study the different types of indexes that we can create in MongoDB with step-by-step practical examples. We will also study some of the different index properties that we can use in MongoDB while we create an index in MongoDB. We will also study how we can use indexes with other MongoDB methods. We will also learn about the collation and how we can use it with the MongoDB index. In the last part of this chapter, we will cover how we can view the existing indexes and how we can delete the existing indexes from the MongoDB collection. Additionally, we will also learn about some restrictions in MongoDB indexing.

Structure

In this chapter, we will discuss the following topics:


	What are indexes?

	Default _id index

	Creating an index

	Index types in MongoDB

	Index properties

	Using an index

	Indexes and collation

	Viewing index information

	Deleting an index

	Some restrictions in MongoDB index



Objectives

After studying this unit, you should be able to understand about indexing in MongoDB and also about the default _id index in MongoDB. Later in this chapter will learn how to create an index in MongoDB, Understand different types of indexes used in MongoDB, Understand about MongoDB index properties and learn how to use indexes along with some MongoDB methods. We will also learn how to create an index with collation and view existing index information in a MongoDB collection. In the Last Section of this chapter we will learn how to delete the indexes using different MongoDB methods and also understand about some restrictions in MongoDB index.

What are indexes?

Indexes are special types of data structures in database management systems, like MongoDB, that store data in an easy-to-traverse form. These data are related to the MongoDB document's field. In MongoDB, we can create indexes for a single field or on a set of fields. These indexes store the values of these fields in an orderly manner.

Indexing and MongoDB

The following points are specific to the indexing in MongoDB:


	In MongoDB, indexes are defined at the collection level

	MongoDB supports indexing on any field or sub-field of MongoDB collection



We will cover the practical examples in the next sections of this chapter.

Benefits of indexing

Indexing plays an important role in terms of the efficient execution of queries in MongoDB. It improves the performance of the application. If no indexing is done for a collection, then the MongoDB query has to scan the entire documents in a collection to match a query to any document in a collection.

When we define index in the MongoDB collection, the query will limit the scanning of the documents based on the index, and this way, the MongoDB query will not scan the entire documents in the MongoDB collection.

Proper indexing improves the performance and speed of the application running the MongoDB database significantly. We should take care while adding a new index. We should properly plan and check our application queries and analyze whether we really need a new index or not since too many indexes might lead to performance issues in the create, update and delete operations because of the additional data space used by these indexes as well as the additional write operations required by each of these operations due to too many indexes.

Default _id index

Whenever we create a document in a MongoDB collection, the _id index is created automatically with the type ObjectId. ObjectId is a special MongoDB-specific data type that stores the unique key ID. In MongoDB, every document in a collection has a unique ObjectId and every document has the _id field.

The size of the ObjectId is 12 bytes and it is divided into 4 parts, as shown in the following table:











	
Part name


	
Size (bytes)





	
Timestamp


	
4





	
Machine Id


	
3





	
Process Id


	
2





	
Counter


	
3






Table 12.1: Size Division of ObjectId

The _id properties


	In MongoDB, an automatic _id index is created in a collection whenever we create a collection.

	In MongoDB, the _id field is the first field in MongoDB documents.

	In MongoDB, while creating a document, we can specify the _id field and its value.

	In MongoDB, we can have the _id field of any BSON data type except the array. The array data type is not a valid _id type and is not supported by MongoDB.

	In MongoDB, whenever we define the _id type by ourselves and if MongoDB receives any document in which the _id is not defined in the beginning, then MongoDB automatically pushes this _id at the beginning of the document.



Thus, the _id index prevents the insertion of two documents having the same _id value. Also, in MongoDB, we cannot drop the _id index. Before we start creating an index in our collection, let’s populate our new collection with the new data.

In our example, we have created a variable named "BPBBooksBestSelling EditionsWithIndex" and the code for the same is as follows:

Code 1

var BPBBooksBestSellingEditionsWithIndex = [{

'Title': 'Cloud Computing',

'Year': '2019',

'ISBN': '9789388511407',

'Pages': 330,

'Weight': '570gm',

'Dimension': '23x19x1.5cm',

'Tags': ['Cloud Computing', 'Cloud Computing Concepts', 'Non Programming'],

'InStock': [{

'Type': 'Paperback',

'Quantity': 3000

},

{

'Type': 'Hardcover',

'Quantity': 1500

}

],

'SpecialOfferDiscount': '100'

}, {

'Title': 'Introduction to Digital Marketing 101 : Easy to Learn and Implement Hands-on Guide for Digital Marketing',

'Year': '2019',

'ISBN': '9789389328189',

'Pages': 464,

'Tags': ['Digital Marketing', 'Digital Marketing Tips', 'Non Programming'],

'InStock': [{

'Type': 'Paperback',

'Quantity': 4000

},

{

'Type': 'Hardcover',

'Quantity': 2300

}

]

}, {

'Title': 'IOT and Smart Cities: Your Smart City Planning Guide',

'Year': '2019',

'ISBN': '9789388511322',

'Pages': 242,

'Weight': '357gm',

'Dimension': '22.5x15x1.5gm',

'Tags': ['Internet of Things', 'IoT', 'Smart City', 'Planning Guide', 'Non Programming'],

'InStock': [{

'Type': 'Paperback',

'Quantity': 2000

},

{

'Type': 'Hardcover',

'Quantity': 1000

}

] ,

'SpecialOfferDiscount': '200'

}, {

'Title': 'Machine Learning with Python',

'Year': '2018',

'ISBN': '9789386551931',

'Pages': 267,

'Tags': ['Python', 'Machine Learning', 'Python Programming', 'Programming'],

'InStock': [{

'Type': 'Paperback',

'Quantity': 4500

},

{

'Type': 'Hardcover',

'Quantity': 1300

}

]

}, {

'Title': 'Artificial Intelligence Ethics and International Law: An Introduction',

'Year': '2019',

'ISBN': ' 9789388511629',

'Pages': 188,

'Weight': '268gm',

'Tags': ['Artificial Intelligence', 'International Law', 'AI', 'Artificial Intelligence Ethics', 'Non Programming'],

'InStock': [{

'Type': 'Paperback',

'Quantity': 5200

},

{

'Type': 'Hardcover',

'Quantity': 3300

}

]

}, {

'Title': 'A Practical Approach for Machine Learning and Deep Learning Algorithms',

'Year': '2019',

'ISBN': '9789388511131',

'Pages': 280,

'Weight': '424gm',

'Tags': ['Machine Learning', 'Deep Learning', 'Algorithms', 'Programming'],

'InStock': [{

'Type': 'Paperback',

'Quantity': 2800

},

{

'Type': 'Hardcover',

'Quantity': 1250

}

] ,

'SpecialOfferDiscount': '150'

}, {

'_id': '20021111',

'Title': 'Introduction to Database Management',

'Year': '2002',

'ISBN': ' 9788176566384',

'Pages': 342,

'Tags': ['Database Management', 'DBMS', 'Programming'],

'InStock': [{

'Type': 'Paperback',

'Quantity': 4000

},

{

'Type': 'Hardcover',

'Quantity': 3450

}

]

}];

And then, we have used the MongoDB insert() method to create a new documents in the MongoDB collection, BPBOnlineBooksCollectionWithIndex. The code for the same is shown in the following figure:

Code 2

db.BPBOnlineBooksCollectionWithIndex.insert(BPBBooksBestSellingEditionsWithIndex);
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Figure 12.1: Creating a new Collection and Inserting a new Data

Since we are done creating a new collection and inserting new documents in it, let us now create an index to our new collection.

Creating an index

To create an index in MongoDB, we use the following method:


	db.collection.createIndex()



Let us study this method in detail.

db.collection.createIndex() method

This method creates one or more indexes in the MongoDB collection based on the key and value.

Method definition

db.collection.createIndex(<key and index type>, <options>)

In this method:


	Key is the name of the field in MongoDB document

	Index type is the value of the index which is generally 1 or -1. 1 specifies the ascending index in the field while -1 specifies the descending index in the field.

	Options are optional and these are related to the index properties which we will cover later in this chapter.



Therefore, in order to create an index for MongoDB collection, we use the createIndex() method in the following manner:

db.collection.createIndex({key: value})

Example – Creating an index in MongoDB collection

In our example, we have created an index in our collection "BPBOnline BooksCollectionWithIndex" in the field “Title” in the ascending order. The code for the same is shown in the following figure:

Code 1

db.BPBOnlineBooksCollectionWithIndex.createIndex({Title : 1});


[image: ]

Figure 12.2: Creating an Index in a MongoDB Collection using createIndex() Method

In the preceding example, we saw how to create an index using the MongoDB createIndex() method.

Index types in MongoDB

MongoDB supports many types of indexes. These are as follows:

Single field index

These are used to create an index on a single field and can be user-defined.

Example – Creating a single field index in MongoDB collection

In our example, we have created an index in our collection "BPBOnlineBooksCollectionWithIndex" in the field "Year" in the ascending order. The code for the same is shown in the following figure:

Code 1

db.BPBOnlineBooksCollectionWithIndex.createIndex({Year : 1});
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Figure 12.3: Creating a Single Field Index in a MongoDB Collection using createIndex() Method

In the preceding example, we saw how to create a single field index using the MongoDB createIndex() method.

Compound Index

These are user-defined indexes on multiple fields.

Example – Creating a compound index in MongoDB collection

In our example, we have created a compound index in our collection "BPBOnlineBooksCollectionWithIndex" in the field "Title" in the ascending order and "Year" in the descending order. The code for the same is shown in the following figure:

Code 1

db.BPBOnlineBooksCollectionWithIndex.createIndex({Title : 1, Year : -1});


[image: ]

Figure 12.4: Creating a Compound Index in a MongoDB Collection using createIndex() Method

In the preceding example, we saw how to create a compound index using the MongoDB createIndex() method.

Multikey index

MongoDB creates multikey indexes to store arrays. Here, MongoDB creates a separate index for each element of an array and automatically identifies where to create a multikey index if an index contains an array.

Example – Creating a multikey index in a MongoDB collection

In our example, we have created a multikey index in our collection BPBOnlineBooksCollectionWithIndex in the field InStock.Type in the ascending order and InStock.Quantity, also in the ascending order. The code for the same is shown in the following figure:

Code 1

db.BPBOnlineBooksCollectionWithIndex.createIndex({"InStock.Type" : 1, "InStock.Quantity" : 1});
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Figure 12.5: Creating a Multi Key Index in a MongoDB Collection using createIndex() Method

In the preceding example, we saw how to create a multikey index using the MongoDB createIndex() method.

Text index

Text indexes are useful where we want to search and query the text related data in the collection. Text Indexes prevents some language-specific stop words. Following are some of the stop words in English:


	a

	an

	the

	or

	and



Example – Creating a text index in a MongoDB collection

In our example, we have created a text key index in our collection "BPBOnlineBooksCollectionWithIndex" in the field "Title" with the index type as text. The code for the same is shown in the following figure:

Code 1

db.BPBOnlineBooksCollectionWithIndex.createIndex({Title: "text"});
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Figure 12.6: Creating a Text Index in a MongoDB Collection using createIndex() Method

In the preceding example, we saw how to create a text index using the MongoDB createIndex() method.

Special types of index

MongoDB supports few special types of indexes which are as follows:

Geospatial index

These types of indexes are used to support the queries related to the data that are geospatial in nature and are usually in the form of coordinates.

Hashed index

Hashed indexes are used in sharding. Hashed indexes support sharding using the hashed shard keys. We will learn more about sharding in the advanced chapters of this book.

Index properties

In MongoDB, indexes have some properties which we can use while creating one.

Unique index

As the name suggests, if we apply this unique property of the index while creating one for a document field, it will only allow to have unique value for that field and discard any duplicate value.

Example – Creating a unique index in a MongoDB Collection

In our example, we have created a unique index in our collection "BPBOnlineBooksCollectionWithIndex" in the field "ISBN" in the ascending order with "unique" values set to true. The code for the same is as follows:

Code 1

db.BPBOnlineBooksCollectionWithIndex.createIndex(

{ISBN: 1},

{unique: true}

);

Partial index

The partial index property is very useful when we want to index documents based on some criteria. So, the partial index is applied to a document if it meets the specific filter criteria. If we create an index with some conditions, it is a partial index. The partial index takes few resources in terms of space and performance costs.

Example – Creating a partial index in a MongoDB Collection

In our example, we have created a partial index in our collection "BPBOnlineBooksCollectionWithIndex" in the field "Title" in the descending order by giving 2019 as the partial index for "Year". The code for the same is shown in the following figure:

Code 1

db.BPBOnlineBooksCollectionWithIndex.createIndex(

{Title: -1},

{partialFilterExpression: {Year: "2019"}}

);
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Figure 12.7: Creating a Partial Index in a MongoDB Collection using createIndex() Method

In the preceding example, we saw how to create a partial index using the MongoDB createIndex() method.

Sparse index

This is a very interesting property of a MongoDB index. This property ensures that any new document being inserted into the MongoDB collection gets indexed only when it contains an indexed field, otherwise, not.

Example – Creating a sparse index in a MongoDB collection

In our example, we have created a sparse index in our collection "BPBOnlineBooksCollectionWithIndex" in the field "ISBN" in the ascending order along with "sparse" value set to true. The code for the same is shown in the following figure:

Code 1

db.BPBOnlineBooksCollectionWithIndex.createIndex(

{ISBN: 1},

{sparse: true}

);
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Figure 12.8: Creating a Sparse Index in a MongoDB Collection using createIndex() Method

In the preceding example, we saw how to create a sparse index using the MongoDB createIndex() method.

TTL index

This is another very interesting property of a MongoDB index and is very useful. TTL means "time to live", which is in seconds. If we apply the TTL index to any document, these documents will be removed from the MongoDB collection after the defined specific time while applying this index property.

This type of index is very useful in the data management of certain type, like machine logs, events data, session based information, etc.

Example – Creating a TTL index in a MongoDB collection

In our example, we have created a TTL index in our collection BPBOnlineBooksCollectionWithIndex in the field SpecialOfferDiscount in the ascending order along with the TTL parameter expireAfterSeconds value set to 604800 (equals to 7 days). The code for the same is shown in the following figure:

Code 1

db.BPBOnlineBooksCollectionWithIndex.createIndex(

{SpecialOfferDiscount: 1},

{expireAfterSeconds: 604800}

);
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Figure 12.9: Creating a TTL Index in a MongoDB Collection using createIndex() Method

In the preceding example, we saw how to create a TTL index using the MongoDB createIndex() method.

Using an index

We can use an index after we create it on any field. The easiest way to use an index is to use the MongoDB find() method and to query the database with the indexed fields.

Example – Creating and using an index in a MongoDB collection

In our example, we have created an index in our collection "BPBOnlineBooksCollectionWithIndex" in the field "Title" in the ascending order and "Year", also in the ascending order. The codes for the same are shown in the following figure:

Code 1

db.BPBOnlineBooksCollectionWithIndex.createIndex({Title : 1, Year : 1});

Then using the sort() method, we can easily sort the indexed fields in the MongoDB collection.

Code 2

db.BPBOnlineBooksCollectionWithIndex.find().sort({Title : 1, Year : 1}).pretty();
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Figure 12.10: Using an Index in a MongoDB Collection

In the preceding example, we saw how we can use an index in the MongoDB sort() method.

Indexes and collation

Sometimes it is useful to create an index that is helpful to perform the language-specific tasks. Some language contains some special characters and during the search queries, they play significant roles in terms of searching the right set of data strings. So, whenever we have a language-specific need, we can create an index with the collation property of the index.

Following are the fields of the collation property:

collation: {

locale: <string>,

caseLevel: <boolean>,

caseFirst: <string>,

strength: <int>,

numericOrdering: <boolean>,

alternate: <string>,

maxVariable: <string>,

backwards: <boolean>

}

In MongoDB, if you create an index with the collation property, you must specify the "locale" field as it is mandatory. Rest all the other collation fields are optional.

Example – Creating an index with collation in a MongoDB Collection

In our example, we have created an index in our collection "BPBOnlineBooksCollectionWithIndex" in the field "Title" in the ascending order and "Tags" too in the ascending order along with the collation property of the index and the locale set to "en_US", which is for English (United States). The code for the same is shown in the following figure:

Code 1

db.BPBOnlineBooksCollectionWithIndex.createIndex({Title : 1, Tags: 1}, {collation: {locale: "en_US"}});
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Figure 12.11: Creating an Index with Collation in a MongoDB Collection using createIndex() Method

In the preceding example, we saw how to create an index with the collation using the MongoDB createIndex() method.

View index information

Sometimes we need information about the indexes that are already created in the collection. In this case, we can get the list of the index created in the collection by using the following method:


	db.collection.getIndexes()



db.collection.getIndexes() method

This method returns the array of all the indexes with their details that exist in the collection.

Example – Viewing all the Indexes in a MongoDB Collection

In our example, we used the getIndexes() method in our collection "BPBOnlineBooksCollectionWithIndex" to view all the indexes that exist in our collection. The code for the same is shown in the following figure:

Code 1

db.BPBOnlineBooksCollectionWithIndex.getIndexes();
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Figure 12.12: Viewing all the Indexes in a MongoDB Collection using getIndexes() Method – Screen 1



[image: ]

Figure 12.13: Viewing all the Indexes in a MongoDB Collection using getIndexes() Method – Screen 2

In the preceding example, we saw how to view all the indexes in the MongoDB collection using the MongoDB getIndexes() method.

Deleting an index

Sometimes we need to remove one or more indexes from the MongoDB collection, or, in some cases, we need to delete all the indexes from the MongoDB collection. In these cases, we can use the following methods:


	db.collection.dropIndex()

	db.collection.dropIndexes()



Note that we cannot remove the default _id index with any of these methods.

db.collection.dropIndex() method

This method deletes the index from the collection.

Method definition

db.collection.dropIndex(index)

Here, the index can be one of the following:


	Name of the index

	Index specification document



Example 1 – Deleting an index in a MongoDB collection

In the earlier section, we used the getIndexes() method in our collection "BPBOnlineBooksCollectionWithIndex" to view all the indexes that exist in our collection, as earlier shown in figure 12.12 and figure 12.13. If there is a name and key listed, these two values can be used to remove an index from the MongoDB collection.

Now, let us remove the index having the "Index Specification Document" value equal to {Title:1}. The code for the same is shown in the following figure:

Code 1

db.BPBOnlineBooksCollectionWithIndex.dropIndex({Title:1});
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Figure 12.14: Deleting an Index in a MongoDB Collection using dropIndex() Method

In the preceding example, we saw how to delete an index in a MongoDB collection using the MongoDB dropIndex() method.

db.collection.dropIndexes() method

This method deletes the index from the collection.

Method definition

db.collection.dropIndex(indexes)

Here, the indexes’ parameter is optional but it has to be one of the following:


	Name of the index

	Index specification document

	Names of the indexes in an array



If there is no index value specified in the parameter of the method, it will remove all the indexes except the default _id index from the MongoDB collection.

Example 2 – Deleting multiple index in a MongoDB collection

Now, let us remove multiple indexes having "Index Specification Document" values equal to {Title:1, Year:1}. The code for the same is shown in the following figure:

Code 1

db.BPBOnlineBooksCollectionWithIndex.dropIndexes({Title:1, Year:1});
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Figure 12.15: Deleting Multiple Index in a MongoDB Collection using dropIndexes() Method

In the preceding example, we saw how to delete multiple indexes in a MongoDB collection using the MongoDB dropIndexes() method.

Example 3 – Deleting multiple index in a MongoDB collection using the array type values as parameter

Now, let us remove multiple indexes having "Name" values given in an array ["Title_1_Tags_1", "ISBN_1", "SpecialOfferDiscount_1"]. The code for the same is shown in the following figure:

Code 1

db.BPBOnlineBooksCollectionWithIndex.dropIndexes(["Title_1_Tags_1", "ISBN_1", "SpecialOfferDiscount_1"]);
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Figure 12.16: Deleting Multiple Index in a MongoDB Collection using Array TypeValues as Parameter and dropIndexes() Method

In the preceding example, we saw how to delete multiple indexes in a MongoDB collection using the array type values as parameter and the dropIndexes() method.

Example 4 – Deleting all the indexes in a MongoDB collection

To delete all the indexes from the collection, we can use the dropIndexes() method without passing any parameter value. So, let us now remove all the indexes from the MongoDB collection. The code for the same is shown in the following figure:

Code 1

db.BPBOnlineBooksCollectionWithIndex.dropIndexes();
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Figure 12.17: Deleting All Indexes in a MongoDB Collection using dropIndexes() Method

In the preceding example, we saw how to delete all the indexes in a MongoDB collection using the dropIndexes() method.

Some restrictions in MongoDB index

When we do indexing, it takes up the memory space during certain operations, such as insert, update, etc. Following are some of the restrictions in MongoDB indexing:


	In case you don't need to read the collections frequently, try to avoid indexing

	As the MongoDB index uses memory space (RAM), it is recommended that indexing does not exceed the memory limits

	If the index exceeds the memory limits, then MongoDB can remove some of the indexes that can lead to performance issues

	The index name should be less than or equal to 164 characters

	A MongoDB collection cannot have index more than 64

	A compound index cannot have more than 31 fields



Conclusion

In this chapter, we studied the concept of indexing in a detailed manner. We also learned about the indexes and their benefits. We also studied about the MongoDB default _id index and its properties. We learned how to create an index in MongoDB and about the different types of indexes that can be created with the step-by-step practical examples. Further in this chapter, we studied some of the index properties used in MongoDB to create an index. We also studied how we can use indexes with other MongoDB methods. Additionally, we also learned about the collation and how we can use it with the MongoDB index. In the last part of this chapter, we learned how to view and delete the existing indexes from the MongoDB collection. Additionally, we also learned about some of the restrictions in the MongoDB indexing.

In the next chapter, we will cover the data modeling in MongoDB where we will cover the topics like introduction to data modeling, data modeling concepts and design, data model examples, data model patterns, and model relationships between documents.

Points to Remember


	Proper indexing improves the performance and speed of the application running the MongoDB database significantly.

	Whenever we create a document in a MongoDB collection, the _id Index is created automatically with the type ObjectId.

	To create an index in MongoDB, we use the method: db.collection.createIndex()

	If we apply TTL index to the documents, these documents will be removed from the MongoDB collection after the defined specific time while applying the index property. This type of index is very useful in the data management of certain type like machine logs, events data, session based information, etc.

	Whenever we have language-specific needs, we can create an index with the collation property of the index.

	Sometimes we need to remove one or more indexes from the MongoDB collection, or, sometimes, in some cases, we need to delete all the indexes from the MongoDB collection. In these cases, the few methods which we can use are db.collection.dropIndex() and db.collection.dropIndexes()



Multiple choice questions


	The default index _id is of the type:

	String

	Integer

	ObjectId

	None of these



	To create an index in MongoDB, which of the following methods is used:

	db.collection.addIndex()

	db.collection.createIndex()

	db.collection.Index()

	db.collection.newIndex()



	To create an index with the collation property in MongoDB, which of the following methods is used:

	db.collection.Index({Field1 : 1, Field2: 1}, {collation: {locale: "en_US"}});

	db.collection.createIndex({Field1 : 1, Field2: 1}, {collation: 1});

	db.collection.createIndex({Field1 : 1, Field2: 1});

	db.collection.createIndex({Field1 : 1, Field2: 1}, {collation: {locale: "en_US"}});



	To delete all the indexes from the collection, we can use:

	db.collection.dropIndexes();

	db.collection.deleteIndex();

	db.collection.createIndex({Field1 : -1, Field2: -1});

	db.collection.noIndex();





Answer


	c

	b

	d

	a



Questions


	What is indexing and why is it useful?

	Explain the MongoDB default _id index with some of its properties?

	How can we create an index in MongoDB?

	List three different types of MongoDB index.

	List two MongoDB index properties.

	How can we view the existing indexes in a MongoDB collection?

	List the various methods to delete an index in a MongoDB collection.



Key terms


	Indexes: These are the special types of data structures in database management systems, like MongoDB, that store the data in an easy-to-traverse form.

	Default _id index: Whenever we create a document in a MongoDB collection, the _id index is created automatically with the type ObjectId.

	TTL: It means "time to live", which is in seconds.







CHAPTER 13

MongoDB Query Selectors


This chapter covers the MongoDB query selectors. We will start with the basic introduction to the query selectors and why they are useful. Further, we will cover different types of query selectors available in MongoDB and then we will move on to cover these query selectors with step-by-step practical examples..

Structure

In this chapter, we will discuss the following topics:


	Introduction to query selectors

	Examples and use of query selectors



Objectives

After studying this unit, you should be able to:


	Understand query selectors in MongoDB

	Understand different types of query selectors

	Use query selectors with practical examples

	Use projection operators with practical examples



Introduction to query selectors

Whenever we query a MongoDB database, it fetches some data stored in the MongoDB documents from various MongoDB collections. There are different requirements of data throughout the application. Sometimes, we need to use some small portion of data for a specific action in the application, sometimes, we need to update this data based on some criteria, and sometimes, we need to delete some old documents based on some condition. In these situations, we need something which will help us to work on only those documents which are needed for CRUD operations.

So, the query selectors are helpful for the following:


	Fetch the MongoDB documents from the collections based on some conditions

	Modify the multiple documents based on some conditions

	Delete the multiple documents based on some conditions



There are various types of query selectors we can use based on our requirements. In MongoDB, these query selectors are divided into the following types:


	Comparison Selectors

	Logical Selectors

	Element Selectors

	Array Selectors

	Evaluation Selectors

	Geospatial Selectors

	Bitwise Selectors

	Comment Selector



Comparison Selectors

These types of selectors are helpful to perform the CRUD operations based on the comparison. The following table has the list of \comparison selectors:








	
Selector


	
Selector Description


	
Selector Use and Syntax





	
$eq


	
This selector matches the documents that have values equal to the specified value


	
{<document field> : {$eq : <value to match>}}





	
$gt


	
This selector matches the documents that have values greater than the specified value


	
{<document field> : {$gt : <value to match>} }





	
$gte


	
This selector matches the documents that have values greater than or equal to the specified value


	
{<document field> : {$gte : <value to match>} }





	
$in


	
This selector matches the documents that have any of the values specified in an array


	
{<document field> : {$in : [<array value1>, <array value2>, … <array valueN>]}}





	
$lt


	
This selector matches the documents that have values less than the specified value


	
{<document field> : {$lt : <value to match>} }





	
$lte


	
This selector matches the documents that have values less than or equal to the specified value


	
{<document field> : {$lte : <value to match>} }





	
$ne


	
This selector matches the documents that have values not equal to the specified value


	
{<document field> : {$ne : <value to match>}}





	
$nin


	
This selector matches the documents that have none of the values specified in an array


	
{<document field> : {$nin : [<array value1>, <array value2>, … <array valueN>]}}






Table 13.1: Comparison Selectors

Logical Selectors

These types of selectors are helpful to perform the CRUD operations based on the logical conditions. The following table has the list of logical selectors:








	
Selector


	
Description


	
Selector Use and Syntax





	
$and


	
This selector performs the logical AND operation on different expressions and joins both the queries to deliver the combined result by returning all the documents based on the Join


	
se{$and : [{<expression1>}, {<expression2>}, …, {<expressionN>}]}





	
$not


	
This selector performs the logical NOT operation and returns the documents that do not match the expression


	
{<document field> : {$not : {<expression>}}}





	
$or


	
This selector performs the logical OR operation on different expressions and joins both the queries to deliver the combined result by returning all the documents based on the Join


	
{$or : [{<expression1>}, {<expression2>}, …, {<expressionN>}]}





	
$nor


	
This selector performs the logical NOR operation on different expressions and selects all the documents that fail all the query expressions


	
{$nor: [{<expression1>}, {<expression2>}, … {<expressionN>}]}






Table 13.2: Logical Selectors

Element Selectors

These types of selectors are helpful to perform the CRUD operations based on the element-based conditions. The following table has the list of element selectors:








	
Selector


	
Description


	
Selector Use and Syntax





	
$exists


	
This selector matches the documents that have the specified field in the documents. It accepts the Boolean value. If the value is set to "true", it returns all the documents that have the specified field. If the value is set to "false", it returns all the documents that do not contain the specified field.


	
{<document field> : {$exists: <boolean>}}





	
$type


	
This selector matches the documents that have the specified field with a BSON type in the documents. We can query with BSON type to get the results according to the BSON-type field in the documents.


	
{< document field> : {$type: <BSON type>}}






Table 13.3: Element Selectors

Array Selectors

These types of selectors are helpful to perform the CRUD operations based on the array fields conditions. The following table has the list of array selectors:








	
Selector


	
Description


	
Selector Use and Syntax





	
$all


	
This selector matches the documents that contain all the elements in an array type field of a document that contain all the elements specified in the query.


	
{<document field> : {$all : [<array value1>, <array value2> … <array valueN>]}}





	
$elemMatch


	
This selector matches all the documents based on the array type field in the document. It selects the documents if at least one element in the document’s array field matches all the specified conditions given in the query criteria to match the elements.


	
{<document field> : {$elemMatch : {<query1>, <query2>, … <queryN>}}}





	
$size


	
This selector selects all the documents if the array field in the document is of a specific size given in the query.


	
{<document field> : {$size: <number>}}






Table 13.4: Array Selectors

Evaluation Selectors

These types of selectors are helpful to perform the evaluation operations based on the expressions. The following table has the list of evaluation selectors:








	
Selector


	
Description


	
Selector Use and Syntax





	
$expr


	
This selector allows the use of the aggregation expressions. We will learn more about aggregation in the next chapter of this book.


	
{$expr : {<expression>}}





	
$jsonSchema


	
This selector helps to validate the documents with the given JSON schema. The schema will match all the documents that satisfy the valid schema


	
{$jsonSchema : <JSON Schema object>}





	
$mod


	
This selector performs the modulo operation on the value of a field and selects the documents with a specified result.


	
{<document field> : {$mod: [divisor, remainder]}}





	
$regex


	
This selector selects all the documents where values are matched with the specified regular expression. We can use various ways (as shown in the selector use and syntax) to use this selector.


	
{<document field> : {$regex: /pattern/, $options: '<options>'}}

{<document field> : {$regex: 'pattern', $options: '<options>'}}

{<document field> : {$regex: /pattern/<options>}}





	
$text


	
This selector performs the text search and selects all the documents with the searched terms. Here, in the searched terms, we can search it using various ways like "single word search", "multiple word search", "complete phrase", "excludes documents based on the search term"


	
$text : {$search : "<search terms>"}





	
$where


	
This selector performs the matches on the documents that satisfy a JavaScript expression. We can pass the JavaScript expression or the full JavaScript function to query the system. This selector gives us lot of flexibility in terms of querying the database, but, at the same time, it requires the database to process each document with the JavaScript expression or function.


	
$where : function() {

}






Table 13.5: Evaluation Selectors

Geospatial Selectors

These types of selectors are used to perform operations based on the data which is geographical in nature while we select the documents from the database, data like coordinates, address, city, or ZIP code. GIS data are some examples of the data formats which are geospatial in nature.

Bitwise Selectors

These types of selectors are used to perform bitwise operations while we select the documents from the database. The bitwise operations are done at a bit-level, which is the smallest unit of data in the computer system. While we compare the bitwise data, the document field against which we are comparing the data should be numeric type or BinData Type (binary data type).

Comment Selector

The comment selector has only one type of query operator, $comment. It helps to associate comments to the expression while querying. These comments are propagated to the MongoDB profile log.

You might know that profiling is the process to measure and collect the information about the code, program, or, in our case, the database-related queries and operations. Generally, profiling is done to capture various information, such as the query execution time, errors, etc. All this information is stored in the form of logs. These profile logs analyze the application and make it more optimized by performing the required changes after analyzing these profile logs.

In MongoDB, these profile logs are generated by the MongoDB database profiler that collects a detailed information on all the database commands, such as the CRUD operations, configuration commands, as well as the administrative commands. The advantage of using the comment selector is that it makes our profile data easier to understand and therefore, helps in the better tracing of the profile log data.

Selector Use and Syntax

{<query>, $comment : <comment>}

Examples and use of query selectors

In the previous section, we studied about the different types of query selectors. Now, let us see how we can use them with some practical examples. Before we start using the query selectors, let’s populate our new collection with the new data.

In our example, we have created a variable named "BPBBooksBestSellingEditionsQuerySelectors". The code for the same is as follows:

Code 1

var BPBBooksBestSellingEditionsQuerySelectors = [{

'Title': 'Cloud Computing',

'Year': '2019',

'ISBN': '9789388511407',

'Pages': 330,

'Weight': '570gm',

'Dimension': '23x19x1.5cm',

'Tags': ['Cloud Computing', 'Cloud Computing Concepts', 'Non Programming'],

'InStock': [{

'Type': 'Paperback',

'Quantity': 3000

},

{

'Type': 'Hardcover',

'Quantity': 1500

}

],

'SpecialOfferDiscount': '100'

}, {

'Title': 'Introduction to Digital Marketing 101 : Easy to Learn and Implement Hands-on Guide for Digital Marketing',

'Year': '2019',

'ISBN': '9789389328189',

'Pages': 464,

'Tags': ['Digital Marketing', 'Digital Marketing Tips', 'Non Programming'],

'InStock': [{

'Type': 'Paperback',

'Quantity': 4000

},

{

'Type': 'Hardcover',

'Quantity': 2300

}

]

}, {

'Title': 'IOT and Smart Cities: Your Smart City Planning Guide',

'Year': '2019',

'ISBN': '9789388511322',

'Pages': 242,

'Weight': '357gm',

'Dimension': '22.5x15x1.5gm',

'Tags': ['Internet of Things', 'IoT', 'Smart City', 'Planning Guide', 'Non Programming'],

'InStock': [{

'Type': 'Paperback',

'Quantity': 2000

},

{

'Type': 'Hardcover',

'Quantity': 1000

}

] ,

'SpecialOfferDiscount': '200'

}, {

'Title': 'Machine Learning with Python',

'Year': '2018',

'ISBN': '9789386551931',

'Pages': 267,

'Tags': ['Python', 'Machine Learning', 'Python Programming', 'Programming'],

'InStock': [{

'Type': 'Paperback',

'Quantity': 4500

},

{

'Type': 'Hardcover',

'Quantity': 1300

}

]

}, {

'Title': 'Artificial Intelligence Ethics and International Law: An Introduction',

'Year': '2019',

'ISBN': ' 9789388511629',

'Pages': 188,

'Weight': '268gm',

'Tags': ['Artificial Intelligence', 'International Law', 'AI', 'Artificial Intelligence Ethics', 'Non Programming'],

'InStock': [{

'Type': 'Paperback',

'Quantity': 5200

},

{

'Type': 'Hardcover',

'Quantity': 3300

}

]

}, {

'Title': 'A Practical Approach for Machine Learning and Deep Learning Algorithms',

'Year': '2019',

'ISBN': '9789388511131',

'Pages': 280,

'Weight': '424gm',

'Tags': ['Machine Learning', 'Deep Learning', 'Algorithms', 'Programming'],

'InStock': [{

'Type': 'Paperback',

'Quantity': 2800

},

{

'Type': 'Hardcover',

'Quantity': 1250

}

] ,

'SpecialOfferDiscount': '150'

}, {

'_id': '20021111',

'Title': 'Introduction to Database Management',

'Year': '2002',

'ISBN': ' 9788176566384',

'Pages': 342,

'Tags': ['Database Management', 'DBMS', 'Programming'],

'InStock': [{

'Type': 'Paperback',

'Quantity': 4000

},

{

'Type': 'Hardcover',

'Quantity': 3450

}

]

}];

Then, we have used the MongoDB insert() method to create a new document in the MongoDB collection "BPBOnlineBooksCollectionQuerySelectors". The code for the same is shown in the following screenshot:

Code 2

db.BPBOnlineBooksCollectionQuerySelectors.insert(BPBBooksBestSellingEditionsQuerySelectors);
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Figure 13.1: Creating a New Collection and Inserting a New Data

We are done with creating a new collection and inserting new documents in it. Let us now create an index to our new collection.

Examples of comparison selectors

The following are some examples of the comparison selectors. You may run different examples by changing the comparison selectors, fields, and values.

Example 1 - $gt Comparison Selector

In our example, we have used the "$gt" comparison selector in our collection "BPBOnlineBooksCollectionQuerySelectors" in the field "InStock.Quantity" to find all the documents that have their "InStock.Quantity" greater than 2500. The code and the selector details for the same are shown in the following screenshot:

Code 1

db.BPBOnlineBooksCollectionQuerySelectors.find({

"InStock.Quantity": {

$gt: 2500

}

}).pretty();

Selector Details








	
Selector


	
Selector Description


	
Selector Use and Syntax





	
$gt


	
This selector matches the documents that have values greater than the specified value


	
{<document field> : {$gt : <value to match>}}






Table 13.6: Using $gt Comparison Selector - Details
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Figure 13.2: Using $gt Comparison Selector

Example 2 - $lte comparison selector

In our example, we have used the "$lte" comparison selector in our collection "BPBOnlineBooksCollectionQuerySelectors" in the field "InStock.Quantity" to find all the documents that have their "InStock.Quantity" less than or equal to 1300. The code and the selector details for the same are shown in the following screenshot:

Code 1

db.BPBOnlineBooksCollectionQuerySelectors.find({

"InStock.Quantity": {

$lte: 1300

}

}).pretty();

Selector Details








	
Selector


	
Selector Description


	
Selector Use and Syntax





	
$lte


	
This selector matches the documents that have values less than or equal to the specified value.


	
{<document field> : {$lte : <value to match>}}






Table 13.7: Using $lte Comparison Selector - Details
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Figure 13.3: Using $lte Comparison Selector

Example 3 - $in comparison selector

In our example, we have used the "$in" comparison selector in our collection "BPBOnlineBooksCollectionQuerySelectors" in the field "Tags" to find all the documents that have the "Tags" containing the values "Machine Learning" or "DBMS" or "AI". The code and the selector details for the same are shown in the following screenshot:

Code 1

db.BPBOnlineBooksCollectionQuerySelectors.find({

"Tags": {

$in: ["Machine Learning", "DBMS", "AI"]

}

}).pretty();

Selector Details








	
Selector


	
Selector Description


	
Selector Use and Syntax





	
$in


	
This selector matches the documents that have any of the values specified in an array.


	
{<document field> : {$in : [<array value1>, <array value2>, … <array valueN>]}}






Table 13.8: Using $in Comparison Selector - Details
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Figure 13.4: Using $in Comparison Selector

Examples of logical selectors

The following are some examples of the logical selectors. You may run different examples by changing the logical selectors, fields, and values.

Example 1 - $and logical selector

In our example, we have used the "$and" logical selector in our collection "BPBOnlineBooksCollectionQuerySelectors" in the fields "SpecialOfferDiscount" and "Year" to find all the documents that have the "SpecialOfferDiscount" greater than or equal to 150 and "Year" equal to 2019. The code and the selector details for the same are shown in the following screenshot:

Code 1

db.BPBOnlineBooksCollectionQuerySelectors.find({

$and: [{

SpecialOfferDiscount: {

$gte: 150

}

}, {

Year: {

$eq: "2019"

}

}]

}).pretty();

Selector Details








	
Selector


	
Selector Description


	
Selector Use and Syntax





	
$and


	
This selector performs the Logical AND operation on different expressions and joins both the queries to deliver the combined result by returning all the documents based on the join.


	
{$and : [{<expression1>}, {<expression2>}, …, {<expressionN>}]}






Table 13.9: Using $and Logical Selector - Details
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Figure 13.5: Using $and Logical Selector

Example 2 - $not logical selector

In our example, we have used the "$not" logical selector in our collection "BPBOnlineBooksCollectionQuerySelectors" in the field "Year" to find all the documents that have the "Year" not equal to 2019. The code and the selector details for the same are shown in the following screenshot:

Code 1

db.BPBOnlineBooksCollectionQuerySelectors.find({

Year: {

$not: {

$eq: "2019"

}

}

}).pretty();

Selector details








	
Selector


	
Selector Description


	
Selector Use and Syntax





	
$not


	
This selector performs the logical NOT operation and returns the documents that do not match with the expression.


	
{<document field> : {$not : {<expression>}}}






Table 13.10: Using $not Logical Selector - Details
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Figure 13.6: Using $not Logical Selector

Examples of element selectors

The following are some examples of the element selectors. You may run different examples by changing the element selectors, fields, and values.

Example 1 - $exists element selector

In our example, we have used the "$and" element selector in our collection "BPBOnlineBooksCollectionQuerySelectors" in the field "SpecialOffer Discount" to find all the documents that have the "SpecialOfferDiscount" field present. The query will not select the documents that do not have "Special OfferDiscount" field. The code and the selector details for the same are shown in the following screenshot:

Code 1

db.BPBOnlineBooksCollectionQuerySelectors.find({

SpecialOfferDiscount: {

$exists: true

}

}).pretty();

Selector Details








	
Selector


	
Selector Description


	
Selector Use and Syntax





	
$exists


	
This selector matches the documents that have the specified field in the documents. It accepts the Boolean value. If the value is set to "true", it returns all the documents that have the specified field. If the value is set to "false", it returns all the documents that do not contain the specified field.


	
{<document field> : {$exists: <boolean>}}






Table 13.11: Using $exists Element Selector - Details
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Figure 13.7: Using $exists Element Selector

Examples of array selectors

The following are some examples of the array selectors. You may run different examples by changing the array selectors, fields, and values.

Example 1 - $all array selector

In our example, we have used the "$all" array selector in our collection "BPBOnlineBooksCollectionQuerySelectors" in the field "Tags" to find all the documents that have the "Tags" having the values "Machine Learning" as well as "Programming" present in them. The code and the selector details for the same are shown in the following screenshot:

Code 1

db.BPBOnlineBooksCollectionQuerySelectors.find({

Tags: {

$all: ["Machine Learning", "Programming"]

}

}).pretty();

Selector Details








	
Selector


	
Selector Description


	
Selector Use and Syntax





	
$all


	
This selector matches the documents that contain all the elements in an array type field of a document that contains all the elements specified in the query.


	
{<document field> : {$all : [<array value1>, <array value2> … <array valueN>]}}






Table 13.12: Using $all Array Selector - Details
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Figure 13.8: Using $all Array Selector

Examples of evaluation selectors

The following are some examples of the evaluation selectors. You may run different examples by changing the evaluation selectors, fields, and values.

Example 1 - $regex evaluation selector

In our example, we have used the "$regex" evaluation selector in our collection "BPBOnlineBooksCollectionQuerySelectors" in the field "Title" to find all the documents that have the word "Machine" present in the "Title". The code and the selector details for the same are shown in the following screenshot:

Code 1

db.BPBOnlineBooksCollectionQuerySelectors.find({

Title: {

$regex: /Machine/

}

}).pretty();

Selector details








	
Selector


	
Selector Description


	
Selector Use and Syntax





	
$regex


	
This selector selects all the documents where values are matched with the specified regular expression. We can use various ways (as shown in selector use and syntax) to use this selector.


	
{<document field> : {$regex: /pattern/, $options: '<options>'}}

{<document field> : {$regex: 'pattern', $options: '<options>'}}

{<document field> : {$regex: /pattern/<options>}}






Table 13.13: Using $regex Evaluation Selector - Details
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Figure 13.9: Using $regex Evaluation Selector

Conclusion

In this chapter, we studied about the query selectors and their benefits. We studied the various types of query selectors available in MongoDB. We also covered the query selectors with the practical examples.

In the next chapter of this book, we will study about the projection in MongoDB. We will learn about the benefits of using the projection and then, we will learn about the various types of projection operators available in MongoDB. We will also cover the projection operators with step-by-step practical examples.

Questions


	What are the uses of query selectors?

	List the four different types of query selectors.

	What are the logical query selectors? Explain them with some examples.

	Give one example of the element selector.

	Give one example of the array selector.







CHAPTER 14

Projection in MongoDB and Projection Operators


This chapter covers the projection in MongoDB. We will begin with an introduction of the projection and the benefits of using the projection. In this chapter, we will also cover the various types of projection operators available in MongoDB. The last section of this chapter has some step-by-step practical examples of the projection operators.

Structure

In this chapter, we will discuss the following topics:


	Introduction to projection

	Introduction to the projection operators

	Examples and use of the projection operators



Objectives

After studying this unit, you should be able to understand projection in MongoDB and also the benefits of using projection. Later in this chapter you will learn different types of projection operators and how to use projection operators with practical examples.

Introduction to projection

Whenever we select some documents from the collections in MongoDB using queries, it gives us the list of all the fields present in those documents. Most of the times, we do not require all the fields, but only some specific fields. In these cases, projection comes into picture. In MongoDB, projection means to select only the required data rather than selecting the entire data.

Suppose, there is a collection that has many documents of varied sizes in terms of field structure. Some documents have 10 fields, some have 15, etc. However, during our query; we want to fetch only 2 fields. In this case, if we use projection, we will get lesser data from MongoDB which makes good sense in many scenarios during the application development, where projection helps in the query optimization with respect to time, speed, and even memory.

Before we start using projection and the projection operators, let's populate our new collection with new data. In our example, we have created a variable named BPBBooksBestSellingEditionsProjection. The code for the same is as follows:

Code 1

var BPBBooksBestSellingEditionsProjection = [{

'Title': 'Cloud Computing',

'Year': '2019',

'ISBN': '9789388511407',

'Pages': 330,

'Weight': '570gm',

'Dimension': '23x19x1.5cm',

'Tags': ['Cloud Computing', 'Cloud Computing Concepts', 'Non Programming'],

'InStock': [{

'Type': 'Paperback',

'Quantity': 3000

},

{

'Type': 'Hardcover',

'Quantity': 1500

}

],

'SpecialOfferDiscount': '100'

}, {

'Title': 'Introduction to Digital Marketing 101 : Easy to Learn and Implement Hands-on Guide for Digital Marketing',

'Year': '2019',

'ISBN': '9789389328189',

'Pages': 464,

'Tags': ['Digital Marketing', 'Digital Marketing Tips', 'Non Programming'],

'InStock': [{

'Type': 'Paperback',

'Quantity': 4000

},

{

'Type': 'Hardcover',

'Quantity': 2300

}

]

}, {

'Title': 'IOT and Smart Cities: Your Smart City Planning Guide',

'Year': '2019',

'ISBN': '9789388511322',

'Pages': 242,

'Weight': '357gm',

'Dimension': '22.5x15x1.5gm',

'Tags': ['Internet of Things', 'IoT', 'Smart City', 'Planning Guide', 'Non Programming'],

'InStock': [{

'Type': 'Paperback',

'Quantity': 2000

},

{

'Type': 'Hardcover',

'Quantity': 1000

}

] ,

'SpecialOfferDiscount': '200'

}, {

'Title': 'Machine Learning with Python',

'Year': '2018',

'ISBN': '9789386551931',

'Pages': 267,

'Tags': ['Python', 'Machine Learning', 'Python Programming', 'Programming'],

'InStock': [{

'Type': 'Paperback',

'Quantity': 4500

},

{

'Type': 'Hardcover',

'Quantity': 1300

}

]

}, {

'Title': 'Artificial Intelligence Ethics and International Law: An Introduction',

'Year': '2019',

'ISBN': ' 9789388511629',

'Pages': 188,

'Weight': '268gm',

'Tags': ['Artificial Intelligence', 'International Law', 'AI', 'Artificial Intelligence Ethics', 'Non Programming'],

'InStock': [{

'Type': 'Paperback',

'Quantity': 5200

},

{

'Type': 'Hardcover',

'Quantity': 3300

}

]

}, {

'Title': 'A Practical Approach for Machine Learning and Deep Learning Algorithms',

'Year': '2019',

'ISBN': '9789388511131',

'Pages': 280,

'Weight': '424gm',

'Tags': ['Machine Learning', 'Deep Learning', 'Algorithms', 'Programming'],

'InStock': [{

'Type': 'Paperback',

'Quantity': 2800

},

{

'Type': 'Hardcover',

'Quantity': 1250

}

] ,

'SpecialOfferDiscount': '150'

}, {

'_id': '20021111',

'Title': 'Introduction to Database Management',

'Year': '2002',

'ISBN': ' 9788176566384',

'Pages': 342,

'Tags': ['Database Management', 'DBMS', 'Programming'],

'InStock': [{

'Type': 'Paperback',

'Quantity': 4000

},

{

'Type': 'Hardcover',

'Quantity': 3450

}

]

}];

Then, we have used the MongoDB insert() method to create new documents in the MongoDB Collection BPBOnlineBooksCollectionProjection. The code for the same is shown in the following screenshot:

Code 2

db.BPBOnlineBooksCollectionProjection.insert(BPBBooksBestSellingEditionsProjection);
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Figure 14.1: Creating a New Collection and Inserting a New Data

Since we are done with creating a new collection and inserting new documents in it, let us now create an index to our new collection.

How to use projection in MongoDB?

It is very simple to use projection with the MongoDB queries. There is the following two ways to use projection:


	Show Only Specific Fields – In this method, we can specify the fields we would like to display by the query. The fields can be set with a value of 1 or 0, and in this way, after the query, we can specify the field with 1 as an option. Here, 1 means to display those fields only among all the other fields in the document. In this case, only the fields that have 1 as an option will be displayed and the rest of the fields will remain hidden.

	Hide Specific Fields – In this method, we can specify which fields we would like to hide by the query, and in this way, after the query, we can specify the field with 0 as an option. Here, 0 means to hide those fields among all the other fields in the document. In this case, only the fields that have 0 as an option will be hidden and the rest of the fields will be displayed.



Note that we cannot combine and use both of these methods in a single query as this is not permitted in MongoDB and will result in an error. Mixing of 1 and 0 is only allowed to hide the _id field which is always displayed. We will cover all this with the practical examples.

Examples of projection

The following are some examples of how to use projection in MongoDB. You may run different examples by changing the query and the fields.

Example 1 - Show only specific fields

In our example, we have used projection in our collection BPBOnlineBooksCollectionProjection. This query will show all the documents that have their Year as 2019 but will only show 2 Fields, Title and Year, in addition to the _id field which is displayed by default. The code for the same is shown in the following screenshot:

Code 1

db.BPBOnlineBooksCollectionProjection.find({

Year: "2019"

}, {

Title: 1,

Year: 1

}).pretty();
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Figure 14.2: Projection - Show Only Specific Fields

Example 2 - Hide specific fields

In our example, we have used projection in our collection BPBOnlineBooksCollectionProjection. This query will display all the documents that have their Year as 2019, but will not show 2 fields, Tags and InStock. The code for the same is shown in the following screenshot:

Code 1

db.BPBOnlineBooksCollectionProjection.find({

Year: "2019"

}, {

Tags: 0,

InStock: 0

}).pretty();
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Figure 14.3: Projection - Hide Specific Fields

Example 1 - Show only specific fields and hide the _id field

In our example, we have used projection in our collection BPBOnlineBooksCollectionProjection. This query will display all the documents that have their Year as 2019, but will only show 2 fields Title and Year. Here, the _id field will not be displayed, since we will set it to 0. The code for the same is shown in the following screenshot:

Code 1

db.BPBOnlineBooksCollectionProjection.find({

Year: "2019"

}, {

_id: 0,

Title: 1,

Year: 1

});
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Figure 14.4: Show Only Specific Fields and Hide _id Field

Introduction to projection operators

The projection operators help perform the projection operations and implement various logics required in some scenarios. The following table has the list of the projection operators:








	
Operator


	
Operator Description


	
Operator Use and Syntax





	
$


	
This operator projects the first element in the array type field that matches the query condition.


	
{<query>},{<array type field>.$: 1}





	
$elemMatch


	
This operator projects the first element in the array type field that matches the condition given in the $elemMatch


	
{<array type field>: {$elemMatch: {<query>}}}





	
$slice


	
This operator limits the number of elements projected from an array. We can also use skip and limit in this operator.


	
{<array type field>: {$slice: <number of elements>}}






Table 14.1: Projection Operators

Examples of projection operators

The following are some examples of the projection operators. You may run different examples by changing the query, fields, and values.

Example 1 - $ projection operator

In our example, we have used the $ projection operator in our collection BPBOnlineBooksCollectionProjection in the field Tags to find all the documents that have Tags with both the values, Programming and Machine Learning, present in them. Then, we have used the $ projection operator on Tags array type field to project the first element. The code and the operator details for the same as shown in the following screenshot:

Code 1

db.BPBOnlineBooksCollectionProjection.find({

Tags: {

$all: ["Programming", "Machine Learning"]

}

}, {

"Tags.$": 1

}).pretty();

Operator details








	
Operator


	
Operator Description


	
Operator Use and Syntax





	
$


	
This operator projects the first element in the array type field that matches the query condition.


	
{<query>},{<array type field>.$: 1}






Table 14.2: $ Projection Operator - Details
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Figure 14.5: Using $ Projection Operator

Example 2 - $elemMatch projection operator

In our example, we have used the $elemMatch projection operator in our collection BPBOnlineBooksCollectionProjection. We have first used the query to find all the documents that have Year equal to 2019 and then we have used the $elemMatch projection operator on InStock array type field to project the element Quantity having the value equal to 4000. The code and the operator details for the same are shown in the following screenshot:

Code 1

db.BPBOnlineBooksCollectionProjection.find({

Year: "2019"

}, {

InStock: {

$elemMatch: {

Quantity: 4000

}

}

});

Operator details








	
Operator


	
Operator Description


	
Operator Use and Syntax





	
$elemMatch


	
This operator projects the first element in the array type field that matches the condition given in the $elemMatch.


	
{<array type field>: {$elemMatch: {<query>}}}






Table 14.3: $elemMatch Projection Operator - Details
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Figure 14.6: Using $elemMatch Projection Operator

Conclusion

In this chapter, we studied about projection in MongoDB. We also learned the benefits of using projection and the various types of projection operators available in MongoDB. In the last part of this chapter, we covered projection and the projection operators with practical examples.

In the next chapter of this book, we will cover aggregation in MongoDB. We will learn about aggregation and the benefits of using it. We will also cover the map-reduce method of aggregation. Finally, we will also cover the aggregation methods and how to use them with some practical examples.

Questions


	What is projection in MongoDB?

	Explain some benefits of using projection.

	Give two examples of the projection operators.

	How can we use the $ projection operator?

	Give an example of the slice projection operator.







CHAPTER 15

Aggregation in MongoDB


This chapter covers the MongoDB aggregation. We will begin with an introduction to the aggregation in MongoDB and will learn the benefits of using MongoDB aggregation. We will learning about aggregation expression types and will cover it with step-by-step practical examples. Later in this chapter, we will learn Map-reduce in MongoDB and the benefits of using it, with some practical examples. In the last section of this chapter, we will cover the aggregation pipeline and its benefits and the working of aggregation pipeline in MongoDB in a detailed manner. At last, we will use some step-by-step practical examples to understand the aggregation pipeline in an easy-to-understand way.

Structure

In this chapter, we will discuss the following topics:


	Introduction to MongoDB aggregation

	Introduction to aggregation expression types

	Step-by-step practical examples of aggregation expression types

	Introduction to map-reduce

	Step-by-step examples of map-reduce

	Introduction to aggregation pipeline

	Aggregation pipeline in MongoDB

	Step-by-step practical examples of MongoDB aggregation pipeline



Objectives

After studying this unit, you should be able to understand the MongoDB aggregation and the MongoDB aggregation expression types. You will also learn the aggregation expression types. Later in this chapter, you will learn about MongoDB map-reduce and aggregation pipeline and how it works in MongoDB using the step-by-step practical examples.

Introduction to MongoDB aggregation

Aggregation means the gathering of things together. In Computer Science, data aggregation means the grouping of data to prepare combined data sets helpful in generating better information. Aggregation in MongoDB groups the data from various collections and then performs various operations to generate one combined result.

The aggregation method in MongoDB groups the data from various collections, then, in turn, performs some operations, like the total number (sum), average, minimum, maximum, etc. out of the selected groups.

Aggregation method syntax and use

db.collection.aggregate(<AGGREGATE OPERATION>)

We can use the MongoDB aggregate method to perform the aggregate operation on the documents in MongoDB. We will understand this method better with the help of some practical examples. First, let us take a look at various expressions used in the aggregate operation. Following are the expression types used in the MongoDB aggregate operation.








	
Expression type


	
Expression type description


	
Expression type use and syntax





	
$sum


	
Sums up the defined value from all the documents in a collection.


	
db.collection.aggregate([{$group : {_id : $<Field Name>, <Field Label> : {$sum : <Field Name, Number or Operation>}}}])





	
$avg


	
Calculates the average values from all the documents in a collection.


	
db.collection.aggregate([{$group : {_id : $<Field Name>, <Field Label> : {$avg : <Field Name, Number or Operation>}}}])





	
$min


	
Gives the minimum of all the values of documents in a collection.


	
db.collection.aggregate([{$group : {_id : $<Field Name>, <Field Label> : {$min : <Field Name, Number or Operation>}}}])





	
$max


	
Gives the maximum of all the values of documents in a collection.


	
db.collection.aggregate([{$group : {_id : $<Field Name>, <Field Label> : {$max : <Field Name, Number or Operation>}}}])





	
$push


	
Inserts values to an array of the resulting document.


	
db.collection.aggregate([{$group : {_id : $<Field Name>, <Field Label> : {$push : <Field Name>}}}])





	
$addToSet


	
Inserts values to an array of the resulting document, but does not create duplicates in the resulting document.


	
db.collection.aggregate([{$group : {_id : $<Field Name>, <Field Label> : {$addToSet : <Field Name>}}}])





	
$first


	
Gives the first document from the source document.


	
db.collection.aggregate([{$group : {_id : $<Field Name>, <Field Label> : {$first : <Field Name>}}}])





	
$last


	
Gives the last document from the source document.


	
db.collection.aggregate([{$group : {_id : $<Field Name>, <Field Label> : {$last : <Field Name>}}}])






Table 15.1: MongoDB Aggregate Operation – Expression Types

Examples and use of aggregation method

Before we start using aggregation, let's populate our new collection with the new data.

In our example, we have created a variable named BPBBooksBestSelling EditionsAggregation. The code for the same is as follows:

Code 1

var BPBBooksBestSellingEditionsAggregation = [{

'Title': 'Cloud Computing',

'Year': '2019',

'ISBN': '9789388511407',

'Pages': 330,

'Weight': '570gm',

'Dimension': '23x19x1.5cm',

'Tags': ['Cloud Computing', 'Cloud Computing Concepts', 'Non Programming'],

'InStock': [{

'Type': 'Paperback',

'Quantity': 3000

},

{

'Type': 'Hardcover',

'Quantity': 1500

}

],

'SpecialOfferDiscount': '100'

}, {

'Title': 'Introduction to Digital Marketing 101 : Easy to Learn and Implement Hands-on Guide for Digital Marketing',

'Year': '2019',

'ISBN': '9789389328189',

'Pages': 464,

'Tags': ['Digital Marketing', 'Digital Marketing Tips', 'Non Programming'],

'InStock': [{

'Type': 'Paperback',

'Quantity': 4000

},

{

'Type': 'Hardcover',

'Quantity': 2300

}

]

}, {

'Title': 'IOT and Smart Cities: Your Smart City Planning Guide',

'Year': '2019',

'ISBN': '9789388511322',

'Pages': 242,

'Weight': '357gm',

'Dimension': '22.5x15x1.5gm',

'Tags': ['Internet of Things', 'IoT', 'Smart City', 'Planning Guide', 'Non Programming'],

'InStock': [{

'Type': 'Paperback',

'Quantity': 2000

},

{

'Type': 'Hardcover',

'Quantity': 1000

}

] ,

'SpecialOfferDiscount': '200'

}, {

'Title': 'Machine Learning with Python',

'Year': '2018',

'ISBN': '9789386551931',

'Pages': 267,

'Tags': ['Python', 'Machine Learning', 'Python Programming', 'Programming'],

'InStock': [{

'Type': 'Paperback',

'Quantity': 4500

},

{

'Type': 'Hardcover',

'Quantity': 1300

}

]

},{

'Title': 'Programming In Python',

'Year': '2018',

'ISBN': '9789386551276',

'Pages': 267,

'Tags': ['Python', 'Machine Learning', 'Python Programming', 'Programming'],

'InStock': [{

'Type': 'Paperback',

'Quantity': 4000

},

{

'Type': 'Hardcover',

'Quantity': 1500

}

]

}, {

'Title': 'Artificial Intelligence Ethics and International Law: An Introduction',

'Year': '2019',

'ISBN': ' 9789388511629',

'Pages': 188,

'Weight': '268gm',

'Tags': ['Artificial Intelligence', 'International Law', 'AI', 'Artificial Intelligence Ethics', 'Non Programming'],

'InStock': [{

'Type': 'Paperback',

'Quantity': 5200

},

{

'Type': 'Hardcover',

'Quantity': 3300

}

]

}, {

'Title': 'A Practical Approach for Machine Learning and Deep Learning Algorithms',

'Year': '2019',

'ISBN': '9789388511131',

'Pages': 280,

'Weight': '424gm',

'Tags': ['Machine Learning', 'Deep Learning', 'Algorithms', 'Programming'],

'InStock': [{

'Type': 'Paperback',

'Quantity': 2800

},

{

'Type': 'Hardcover',

'Quantity': 1250

}

] ,

'SpecialOfferDiscount': '150'

}, {

'_id': '20021111',

'Title': 'Introduction to Database Management',

'Year': '2002',

'ISBN': ' 9788176566384',

'Pages': 342,

'Tags': ['Database Management', 'DBMS', 'Programming'],

'InStock': [{

'Type': 'Paperback',

'Quantity': 4000

},

{

'Type': 'Hardcover',

'Quantity': 3450

}

]

}];

And then, we have used the MongoDB insert() method to create a new document in the MongoDB collection BPBOnlineBooksCollectionAggregation. The code for the same is shown in the following screenshot:

Code 2

db.BPBOnlineBooksCollectionAggregation.insert(BPBBooksBestSellingEditionsAggregation);
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Figure 15.1: Creating a new Collection and Inserting a new Data

Since we are done with creating a new collection and inserting new documents in it, let us now use aggregation with our new collection.

Examples of aggregation

The following are some examples of aggregation. You may run different examples by changing the expression type, fields, and values.

The MongoDB $group operator

What we are doing by using the aggregation operation is grouping the documents in the collections based on some fields and then using the expression types to output the result performed in the documents by grouping.

We use the MongoDB $group operator in the aggregate method to perform the aggregation operation.

Example 1 - $sum aggregation expression type

In our example, we have used the $sum aggregation expression type in our collection BPBOnlineBooksCollectionAggregation with the help of $group operator in the field Year to group all the documents together by the field Year, and then, output their total sum. The code and the expression type details for the same are shown in the following screenshot:

Code 1

db.BPBOnlineBooksCollectionAggregation.aggregate([{

$group: {

_id: $Year,

Number of Published Books: {

$sum: 1

}

}

}]);

Expression type details








	
Expression type


	
Expression type description


	
Expression type use and syntax





	
$sum


	
Sums up the defined value from all the documents in a collection.


	
db.collection.aggregate([{$group : {_id : $<Field Name>, <Field Label> : {$sum : <Field Name, Number or Operation>}}}])






Table 15.2: $sum aggregation expression type - Details


[image: ]

Figure 15.2: $sum Aggregation Expression Type

In our example, we saw how we can use the $sum aggregate expression type in the MongoDB aggregate() method.

Example 2 - $sum aggregation expression type with operation in group output

In our example, we have used the $sum aggregation expression type in our collection BPBOnlineBooksCollectionAggregation with the help of $group operator in the field Year to group all the documents together by the field Year, and then, output their total sum multiplied by 10. The code and the expression type details for the same is shown in the following screenshot:

Code 1

db.BPBOnlineBooksCollectionAggregation.aggregate([{

$group: {

_id: $Year,

Number of Published Books Multiplied by 10: {

$sum: 1*10

}

}

}]);


[image: ]

Figure 15.3: $sum Aggregation Expression Types with Operation in Group Output

In our example, we saw how we can use the $sum aggregate expression type with the operation in group output using the MongoDB aggregate() method.

Example 3 - $sum aggregation expression type with some other field

In our example, we have used the $sum aggregation expression type in our collection BPBOnlineBooksCollectionAggregation with the help of $group operator in the field Year to group all the documents together by the field Year and then using $Pages as the option to the $sum expression type to output the total number of pages from all the books according to their respective years. The code and the expression type details for the same is as shown in the following screenshot:

Code 1

db.BPBOnlineBooksCollectionAggregation.aggregate([{

$group: {

_id: $Year,

Total Number of Pages Published in all the Books: {

$sum: $Pages

}

}

}]);
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Figure 15.4: $sum Aggregation Expression Type with Some Other Field

In our example, we saw how we can use the $sum aggregate expression type with another field using the MongoDB aggregate() method.

Example 4 - $avg aggregation expression type

In our example, we have used the $avg aggregation expression type in our collection BPBOnlineBooksCollectionAggregation with the help of $group operator in the field Year to group all the documents together by the field Year, and then, using $Pages as the option to the $avg expression type to output the average number of pages from all the books according to their respective years. The code and the expression type details for the same as shown in the following screenshot:

Code 1

db.BPBOnlineBooksCollectionAggregation.aggregate([{

$group: {

_id: $Year,

Average Number of Pages Published in all the Books: {

$sum: $Pages

}

}

}]);

Expression type details








	
Expression type


	
Expression type description


	
Expression type use and syntax





	
$avg


	
Calculates the average values from all the documents in a collection.


	
db.collection.aggregate([{$group : {_id : $<Field Name>, <Field Label> : {$avg : <Field Name, Number or Operation>}}}])






Table 15.3: $avg aggregation expression type - Details
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Figure 15.5: $avg Aggregation Expression Type with Some Other Field

In our example, we saw how we can use the $avg aggregate expression type with some another field using the MongoDB aggregate() method.

Example 5 - $max aggregation expression type

In our example, we have used the $max aggregation expression type in our collection BPBOnlineBooksCollectionAggregation with the help of $group operator in the field Year to group all the documents together by the field Year, and then, using $Pages as the option to the $max expression type to output the maximum pages of a book in the collection with respect to the year. The code and the expression type details for the same is shown in the following screenshot:

Code 1

db.BPBOnlineBooksCollectionAggregation.aggregate([{

$group: {

_id: $Year,

Maximum Pages Published in a Book: {

$max: $Pages

}

}

}]);

Expression type details








	
Expression type


	
Expression type description


	
Expression type use and syntax





	
$max


	
Gives the maximum of all the values of documents in a collection.


	
db.collection.aggregate([{$group : {_id : $<Field Name>, <Field Label> : {$max : <Field Name, Number or Operation>}}}])






Table 15.4: $max aggregation expression type - Details
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Figure 15.6: $max aggregation expression type with some other field

In our example, we saw how we can use the $max aggregate expression type with another field using the MongoDB aggregate() method.

Example 6 - $push aggregation expression type

In our example, we have used the $push aggregation expression type in our collection BPBOnlineBooksCollectionAggregation with the help of $group operator in the field Year to group all the documents together by the field Year, and then, using $Tags as option to the $push expression type to output all the tags used in the books with respect to the year. The code and the expression type details for the same is shown in the following screenshots respectively. We have used the MongoDB pretty() method to make our output look better.

Code 1

db.BPBOnlineBooksCollectionAggregation.aggregate([{

$group: {

_id: $Year,

All the Tags used in the Books: {

$push: $Tags

}

}

}]).pretty();

Expression type details








	
Expression type


	
Expression type description


	
Expression type use and syntax





	
$push


	
Inserts the values to an array of the resulting document.


	
db.collection.aggregate([{$group : {_id : $<Field Name>, <Field Label> : {$push : <Field Name>}}}])






Table 15.5: $push aggregation expression type - Details
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Figure 15.7: $push Aggregation Expression Type with Some Other Field – 1st Screen
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Figure 15.8: $push Aggregation Expression Type with Some Other Field – 2nd Screen

In our example, we saw how we can use the $push aggregate expression type with some another field using the MongoDB aggregate() method.

Example 7 - $last aggregation expression type

In our example, we have used the $last aggregation expression type in our collection BPBOnlineBooksCollectionAggregation with the help of $group operator in the field Year to group all the documents together by the field Year, and then, using $Title as the option to the $last expression type to output the title of the last or the latest published books with respect to the year. The code and the expression type details for the same is shown in the following screenshot:

Code 1

db.BPBOnlineBooksCollectionAggregation.aggregate([{

$group: {

_id: $Year,

Latest Title the Books Published: {

$last: $Title

}

}

}]);

Expression type details








	
Expression type


	
Expression type description


	
Expression type use and syntax





	
$last


	
Gives the last document from the source document.


	
db.collection.aggregate([{$group : {_id : $<Field Name>, <Field Label> : {$last : <Field Name>}}}])






Table 15.6: $last aggregation expression type - Details
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Figure 15.9: $last Aggregation Expression Type

In our example, we saw how we can use the $push aggregate expression type with some another field using the MongoDB aggregate() method.

Introduction to map-reduce

In the previous section, we learned that the aggregation method can group documents and perform various operations that are helpful when we need to filter some information out of the large set of documents and collections.

The basic concept of map-reduce is to first map each document, then reduce or filter these documents by logic or condition. These are usually done using the JavaScript functions.

MongoDB provides the mapReduce() method to use map-reduce.

The mapReduce() method

db.collection.mapReduce(

function() {

emit(key, value);

}, /* Map : Function to Map */

function(key, values) {

return reduceFunctionResult

}, {

/* Reduce : Function to Reduce */

out: < collection or screen > ,

query: < document > ,

sort: < document > ,

limit: < number >

}

);

The following table is for your reference to help you to understand this function better:







	
Property


	
Property Description





	
Map


	
This is the JavaScript function to map a value with a key and also emit a key-value pair with respect to the documents.





	
Reduce


	
This JavaScript function reduces or groups all the documents having the same key with respect to the documents.





	
out


	
This option is used to locate the map-reduce query result. It can create a new collection or print results on the screen.





	
query


	
This option is optional and can be used as selection criteria to select the documents based on some query.





	
sort


	
This option is optional and can be used to sort the documents based on some query.





	
limit


	
This option is optional and can be used to limit the number of documents to be returned based on some query.






Table 15.7: Map-Reduce Method Property Details

How map-reduce function works?


	Step 1 – The map-reduce method first queries the collection

	Step 2 – It then maps the documents with the key-value pairs

	Step 3 – In the last step, the reduction is done based on the keys that have multiple values which group them into the aggregated result.



Let us now use map-reduce with some practical examples. In our example, we have created a variable named BPBBooksBestSellingEditionsMapReduce. The code for the same is as follows:

Code 1

var BPBBooksBestSellingEditionsMapReduce = [{

'Title': 'Cloud Computing',

'Year': '2019',

'ISBN': '9789388511407',

'Pages': 330,

'Weight': '570gm',

'Dimension': '23x19x1.5cm',

'Tags': ['Cloud Computing', 'Cloud Computing Concepts', 'Non Programming'],

'InStock': [{

'Type': 'Paperback',

'Quantity': 3000

},

{

'Type': 'Hardcover',

'Quantity': 1500

}

],

'SpecialOfferDiscount': '100'

}, {

'Title': 'Introduction to Digital Marketing 101 : Easy to Learn and Implement Hands-on Guide for Digital Marketing',

'Year': '2019',

'ISBN': '9789389328189',

'Pages': 464,

'Tags': ['Digital Marketing', 'Digital Marketing Tips', 'Non Programming'],

'InStock': [{

'Type': 'Paperback',

'Quantity': 4000

},

{

'Type': 'Hardcover',

'Quantity': 2300

}

]

}, {

'Title': 'IOT and Smart Cities: Your Smart City Planning Guide',

'Year': '2019',

'ISBN': '9789388511322',

'Pages': 242,

'Weight': '357gm',

'Dimension': '22.5x15x1.5gm',

'Tags': ['Internet of Things', 'IoT', 'Smart City', 'Planning Guide', 'Non Programming'],

'InStock': [{

'Type': 'Paperback',

'Quantity': 2000

},

{

'Type': 'Hardcover',

'Quantity': 1000

}

] ,

'SpecialOfferDiscount': '200'

}, {

'Title': 'Machine Learning with Python',

'Year': '2018',

'ISBN': '9789386551931',

'Pages': 267,

'Tags': ['Python', 'Machine Learning', 'Python Programming', 'Programming'],

'InStock': [{

'Type': 'Paperback',

'Quantity': 4500

},

{

'Type': 'Hardcover',

'Quantity': 1300

}

]

},{

'Title': 'Programming In Python',

'Year': '2018',

'ISBN': '9789386551276',

'Pages': 267,

'Tags': ['Python', 'Machine Learning', 'Python Programming', 'Programming'],

'InStock': [{

'Type': 'Paperback',

'Quantity': 4000

},

{

'Type': 'Hardcover',

'Quantity': 1500

}

]

}, {

'Title': 'Artificial Intelligence Ethics and International Law: An Introduction',

'Year': '2019',

'ISBN': ' 9789388511629',

'Pages': 188,

'Weight': '268gm',

'Tags': ['Artificial Intelligence', 'International Law', 'AI', 'Artificial Intelligence Ethics', 'Non Programming'],

'InStock': [{

'Type': 'Paperback',

'Quantity': 5200

},

{

'Type': 'Hardcover',

'Quantity': 3300

}

]

}, {

'Title': 'A Practical Approach for Machine Learning and Deep Learning Algorithms',

'Year': '2019',

'ISBN': '9789388511131',

'Pages': 280,

'Weight': '424gm',

'Tags': ['Machine Learning', 'Deep Learning', 'Algorithms', 'Programming'],

'InStock': [{

'Type': 'Paperback',

'Quantity': 2800

},

{

'Type': 'Hardcover',

'Quantity': 1250

}

] ,

'SpecialOfferDiscount': '150'

}, {

'_id': '20021111',

'Title': 'Introduction to Database Management',

'Year': '2002',

'ISBN': ' 9788176566384',

'Pages': 342,

'Tags': ['Database Management', 'DBMS', 'Programming'],

'InStock': [{

'Type': 'Paperback',

'Quantity': 4000

},

{

'Type': 'Hardcover',

'Quantity': 3450

}

]

}];

And then, we have used the MongoDB insert() method to create a new document in the MongoDB collection BPBOnlineBooksCollectionMapReduce. The code for the same is shown in the following screenshot:

Code 2

db.BPBOnlineBooksCollectionMapReduce.insert(BPBBooksBestSellingEditionsMapReduce);
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Figure 15.10: Creating a new Collection and Inserting a new Data

Since we are done with creating a new collection and inserting new documents in it, let us now use map-reduce with our new collection.

Example 1 – mapReduce()

In our example, we have used the mapReduce() method in our collection BPBOnlineBooksCollectionMapReduce with the help of the map function to emit the field Year. Then, we have used the reduce function so that the deduction based on the query {Tags:{$in:['Programming']}} reduces the documents having the field named Tagshaving Programming in them. The final output is the sum of all the documents grouped by year. With the out parameter, the output is saved in a new collection named MapReduceCollection.

The code and details for the same is shown in the following screenshots:

Code 1

db.BPBOnlineBooksCollectionMapReduce.mapReduce(

function() {emit(this.Year,1);},

function(key, values) {return Array.sum(values)}, {

query:{Tags:{$in:['Programming']}},

out:MapReduceCollection

};

Let us understand this code with the help of a diagram:


[image: ]

Figure 15.11: Map Reduce Example 1

The output of the mapReduce() method is as follows:
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Figure 15.12: Map Reduce Example 1 – Output

In our example, we saw how we can use map-reduce with the help of MongoDB mapReduce() method.

In the preceding code, the output result is stored in the new collection. If we want to display these results, we can simply use the find() method along with the mapReduce() method. The code for the same is shown in the following screenshot:

Code 2

db.BPBOnlineBooksCollectionMapReduce.mapReduce(

function() {emit(this.Year,1);},

function(key, values) {return Array.sum(values)}, {

query:{Tags:{$in:['Programming']}},

out:MapReduceCollection

}

).find();
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Figure 15.13: mapReduce() Method – Example 2 with find()

In our example, we saw how we can use map-reduce with the help of MongoDB mapReduce() method in conjugation with the find() method. Here, if you check your collections using show collections, you will find that a new collection has been created by the mapReduce() method in your database, as shown in the following screenshot:
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Figure 15.14: New Collection Created - MapReduceCollection created by the out Option of mapReduce() Method

We have verified how a new collection is created using the mapReduce() method. If we don't want the mapReduce() method to create any new collection, there is a way to prevent that. We can use {inline: 1} as a parameter to the out option. The code for the same is shown in the following screenshots:

Code 3

db.BPBOnlineBooksCollectionMapReduce.mapReduce(

function() {emit(this.Year,1);},

function(key, values) {return Array.sum(values)}, {

query:{Tags:{$in:['Programming']}},

out: {inline: 1}

}

).find();

We are running this in steps:


	Show DB

	Show collections in DB

	Drop (or delete) the MapReduceCollection collection

	Run the mapReduce() method – Code 3
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Figure 15.15: Running mapReduce() Method without creating additional collection


	Check the output as printed on the screen

	Verify that no additional collection has been created by the mapReduce() method
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Figure 15.16: Running mapReduce() Method without creating additional collection




We have verified how we can prevent the creation of a new collection using the mapReduce() method by using {inline: 1} as a parameter to the out option.

Let us explore the aggregation pipeline in MongoDB in the next section.

Introduction to aggregation pipeline

MongoDB provides us a better way to filter the complex data, perform some operations on the data, and then, give us the final result out of the data. This process is termed as aggregation pipeline.

What is pipeline?

In computer terminology, the pipeline is a process to execute a sequence of steps where the output of one step is input to the next step. All the steps are executed in the same sequence as defined to produce the final result as output.

The concept of pipeline is used in many ways in IT, like the execution of UNIX commands, wherein the commands are piped and executed in steps, taking the output of the previous steps as input, and giving their outputs to the next steps. We can also see the concept of pipeline in the server deployments, wherein during deployments on the servers or on cloud, the application code is deployed on the servers using the pipeline methods and follows the same concept.

MongoDB aggregation pipeline

In MongoDB, the aggregation pipeline is better and flexible than the MongoDB map-reduce() method. The MongoDB aggregation pipeline is divided in the stages in which the data is projected, matched, manipulated, segregated, and grouped, before the final result is delivered.

The MongoDB aggregation pipeline framework has the following steps or stages, as shown in the following table:







	
Aggregation pipeline operator (step or stage)


	
Description





	
$project


	
This stage is used to select the specific fields from a collection.





	
$match


	
In this stage, a filtering operation is conducted on the documents, which then results in the reduction of the documents.





	
$group


	
In this stage, the aggregation happens and the documents are grouped.





	
$sort


	
This stage sorts the documents.





	
$skip


	
By using this step, it is possible to skip and forward the documents.





	
$limit


	
By using this step, we can limit the number of documents.





	
$unwind


	
We can use this stage to have some documents added again for the next stage. In this stage, we can increase the number of documents for the next stage that are required sometimes to justify some logic.






Table 15.8: MongoDB Aggregate Framework – Step or Stage

Let us understand the MongoDB aggregation pipeline with the help of the following diagram:
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Figure 15.17: MongoDB Aggregation Pipeline Stages

Let us now use the aggregation pipeline with some practical examples.

In our example, we have created a variable named BPBBooksBestSelling EditionsAggregationPipeline. The code for the same is as follows:

Code 1

var BPBBooksBestSellingEditionsAggregationPipeline = [{

'Title': 'Cloud Computing',

'Year': '2019',

'ISBN': '9789388511407',

'Pages': 330,

'Weight': '570gm',

'Dimension': '23x19x1.5cm',

'Tags': ['Cloud Computing', 'Cloud Computing Concepts', 'Non Programming'],

'InStock': [{

'Type': 'Paperback',

'Quantity': 3000

},

{

'Type': 'Hardcover',

'Quantity': 1500

}

],

'SpecialOfferDiscount': '100'

}, {

'Title': 'Introduction to Digital Marketing 101 : Easy to Learn and Implement Hands-on Guide for Digital Marketing',

'Year': '2019',

'ISBN': '9789389328189',

'Pages': 464,

'Tags': ['Digital Marketing', 'Digital Marketing Tips', 'Non Programming'],

'InStock': [{

'Type': 'Paperback',

'Quantity': 4000

},

{

'Type': 'Hardcover',

'Quantity': 2300

}

]

}, {

'Title': 'IOT and Smart Cities: Your Smart City Planning Guide',

'Year': '2019',

'ISBN': '9789388511322',

'Pages': 242,

'Weight': '357gm',

'Dimension': '22.5x15x1.5gm',

'Tags': ['Internet of Things', 'IoT', 'Smart City', 'Planning Guide', 'Non Programming'],

'InStock': [{

'Type': 'Paperback',

'Quantity': 2000

},

{

'Type': 'Hardcover',

'Quantity': 1000

}

] ,

'SpecialOfferDiscount': '200'

}, {

'Title': 'Machine Learning with Python',

'Year': '2018',

'ISBN': '9789386551931',

'Pages': 267,

'Tags': ['Python', 'Machine Learning', 'Python Programming', 'Programming'],

'InStock': [{

'Type': 'Paperback',

'Quantity': 4500

},

{

'Type': 'Hardcover',

'Quantity': 1300

}

]

},{

'Title': 'Programming In Python',

'Year': '2018',

'ISBN': '9789386551276',

'Pages': 267,

'Tags': ['Python', 'Machine Learning', 'Python Programming', 'Programming'],

'InStock': [{

'Type': 'Paperback',

'Quantity': 4000

},

{

'Type': 'Hardcover',

'Quantity': 1500

}

]

}, {

'Title': 'Artificial Intelligence Ethics and International Law: An Introduction',

'Year': '2019',

'ISBN': ' 9789388511629',

'Pages': 188,

'Weight': '268gm',

'Tags': ['Artificial Intelligence', 'International Law', 'AI', 'Artificial Intelligence Ethics', 'Non Programming'],

'InStock': [{

'Type': 'Paperback',

'Quantity': 5200

},

{

'Type': 'Hardcover',

'Quantity': 3300

}

]

}, {

'Title': 'A Practical Approach for Machine Learning and Deep Learning Algorithms',

'Year': '2019',

'ISBN': '9789388511131',

'Pages': 280,

'Weight': '424gm',

'Tags': ['Machine Learning', 'Deep Learning', 'Algorithms', 'Programming'],

'InStock': [{

'Type': 'Paperback',

'Quantity': 2800

},

{

'Type': 'Hardcover',

'Quantity': 1250

}

] ,

'SpecialOfferDiscount': '150'

}, {

'_id': '20021111',

'Title': 'Introduction to Database Management',

'Year': '2002',

'ISBN': ' 9788176566384',

'Pages': 342,

'Tags': ['Database Management', 'DBMS', 'Programming'],

'InStock': [{

'Type': 'Paperback',

'Quantity': 4000

},

{

'Type': 'Hardcover',

'Quantity': 3450

}

]

}];

And then, we have used the MongoDB insert() method to create new documents in the MongoDB collection BPBBooksBestSellingEditionsAggregationPipeline. The code for the same is shown in the following screenshot:

Code 2

db.BPBOnlineBooksCollectionAggregationPipeline.insert(BPBBooksBestSellingEditionsAggregationPipeline);
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Figure 15.18: Creating a new Collection and Inserting a new Data

Since we are done with creating a new collection and inserting new documents in it, let us now use the aggregation pipeline with our new collection.

Example 1 – aggregate()

In our example, we have used the aggregate() method in our collection BPBOnlineBooksCollectionAggregationPipeline. With the help of the $project operator, we will project the Year and Tags fields. Then, with the help of the $match operator, we will match all the documents that have tags field having programming as a value {Tags:{$in:['Programming']}} to reduce the documents. Then, with the help of the $group operator, we will group the documents. Here, with the help of the $sum operator, we will sum up all documents grouped by Year. Then, with the help of the $sort, operator the results will be sorted in descending order. All the results will then be printed on the screen using the pretty() method. So, by running these aggregation pipeline operations, we will print the sum of all the documents that have Programming as value in the tags field grouped by year.

Code 1

db.BPBOnlineBooksCollectionAggregationPipeline.aggregate([

{$project : {Year: 1, Tags: 1}},

{$match : {Tags:{$in:['Programming']}}},

{$group : {_id: '$Year', 'Total Number of Books Having Programming Tag' : {$sum : 1}}},

{$sort : {_id : -1}}

]).pretty()

Let us understand this code with the help of the following diagram:
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Figure 15.19: MongoDB Aggregation Pipeline - Stages

This method will be executed by the following steps:


	Projection stage

	Matching or filtering stage

	Grouping stage

	Sorting stage

	Printing the result or output



The output of the aggregate pipeline method is shown in the following screenshot:
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Figure 15.20: Aggregation Pipeline Example 1 – Output

In our example, we saw how we can use the MongoDB aggregation pipeline with the help of the MongoDB aggregate() method.

In the preceding code, the output result is printed instead of creating any new collection. If we want this operation to create a new collection, we need to add the $out operator in the aggregate() method. The code for the same is shown in the following screenshot:

Example 2 – aggregate() with $out

In our example, we have used the aggregate() method in our collection BPBOnlineBooksCollectionAggregationPipeline. With the help of the $project operator, we will project the Year and Tags fields. Then, with the help of the $match operator, we will match all the documents that have the tags field having programming as a value {Tags:{$in:['Programming']}} to reduce the documents. Then, with the help of the $group operator, we will group the documents. Here, with the help of the $sum operator, we will sum up all the documents grouped by year. Then, with the help of the $sort operator, the results will be sorted in descending order. All the results are stored into the new collection AggregationPipelineCollection.

By running this aggregation pipeline operation, we will print the sum of all the documents that have Programming as value in the tags field grouped by year.

The code and details for the same is shown in the following screenshot:

Code 1

db.BPBOnlineBooksCollectionAggregationPipeline.aggregate([

{$project : {Year: 1, Tags: 1}},

{$match : {Tags:{$in:['Programming']}}},

{$group : {_id: '$Year', 'Total Number of Books Having Programming Tag' : {$sum : 1}}},

{$sort : {_id : -1}},

{$out : 'AggregationPipelineCollection'}

]);

We will do the following steps here:


	Run the aggregation pipeline using the aggregate() method (use the preceding code 1).

	Check for the newly created collection AggregationPipelineCollection using the show collections command.

	Read all the records from the AggregationPipelineCollection collection using the db.AggregationPipelineCollection.find() method.
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Figure 15.21: aggregate() Method with $out Option

We saw in the preceding code that the output result has created a new collection AggregationPipelineCollection with the help of the $out operator in the aggregate() method.

Conclusion

In this chapter, we learned about the MongoDB aggregation and the benefits of using it. We also learned about the aggregation expression types and how to use those using the step-by-step practical examples. We also covered the map-reduce method in MongoDB and the benefits of using map-reduce with the help of practical examples to understand it better. Further in this chapter, we covered the aggregation pipeline and its benefits and learned the working of the aggregation pipeline in MongoDB in a very detailed manner. In the last part of this chapter, we did some step-by-step practical examples to understand the aggregation pipeline in a better way.

In the next chapter of this book, we will learn about the MongoDB compass which is the official GUI client for MongoDB. We will also learn to install the MongoDB compass using step-by-step method and to use the MongoDB compass GUI application to connect to the MongoDB server and perform various database related operations.

Questions


	What is aggregation and why is it useful?

	List any three aggregation expression types in MongoDB.

	How can we use aggregation with the $sum aggregation expression type operator in MongoDB?

	How can we use map-reduce in MongoDB?

	What are the benefits of using map-reduce in MongoDB?

	What are the benefits of the aggregation pipeline?

	How does the aggregation pipeline work in MongoDB? Give an example with the help of the stages in the aggregation pipeline.







CHAPTER 16

MongoDB Data Manipulations Using MongoDB Compass


This chapter covers the MongoDB Compass. We will learn about the MongoDB Compass and the benefits of using it. We will also learn how to install it on our system using step-by-step method. Later in this chapter, we will learn about the usage of MongoDB Compass to connect to the MongoDB server. In the last part of this chapter, we will cover the MongoDB Compass with some step-by-step practical examples to give us more idea on what we can do with the MongoDB Compass.

Structure

In this chapter, we will discuss the following topics:


	Introduction to MongoDB Compass

	Installing MongoDB Compass

	Connecting MongoDB server with MongoDB Compass

	Practical examples with MongoDB Compass



Objectives

After studying this unit, you will should be able to understand about the MongoDB Compass and benefits of MongoDB Compass. We will also learn how to install MongoDB Compass. Later in this chapter we will learn how we can connect MongoDB server using MongoDB Compass. In the last section of this chapter we will learn MongoDB Compass using practical examples.

Introduction to MongoDB Compass

The MongoDB Compass is the GUI (Graphical User Interface) tool to connect to the MongoDB server very easily and do a lot of things using the GUI which are time consuming with the commands or queries. The MongoDB Compass also provides many features to visualize and manipulate the data in the collections. The MongoDB Compass is more than just a visual GUI client or data manipulation tool.

Some of the features that the MongoDB Compass provides are as follows:


	Rich visual GUI interface to connect to the MongoDB server

	Rich visual GUI interface to visualize the MongoDB databases, collections, and documents

	Rich visual GUI interface to manipulate the MongoDB databases, collections, and documents

	Easy interface to create, update as well as delete databases, collections, and documents

	We can easily perform the CRUD operations on the documents with the help of the MongoDB Compass visual editing tools

	With the help of MongoDB Compass, we can optimize our database and application performance using visual graphs to understand how our queries perform

	The MongoDB Compass also helps in the management of indexes. We can easily view the existing indexes and their properties and we can easily add a new index or remove existing index from the collection using the MongoDB Compass

	With the help of MongoDB Compass, we can also validate our data with the help of JSON schema validation rules. For this purpose, MongoDB provides us the editor which auto suggests the field names, BSON data types and more.

	MongoDB Compass is a very good tool for the aggregation pipeline. By using the drag and drop features to add the stages to the MongoDB aggregation pipeline, we can easily check if the aggregation pipeline is working as per the expected behavior and then we can export this code to our application

	The MongoDB Compass has a lot of plugins available so that you can add more features to it and it is extensible as per our needs



Installing MongoDB Compass

MongoDB Compass is available for all the major operating systems, such as Windows, Linux, and MacOS. For this chapter, we will use Windows OS to install and explore MongoDB Compass. If you would like to use the MongoDB Compass for other operating systems like Linux or MacOS, you can follow the same steps. You just need to select the operating system of your choice. The basic interface of the MongoDB Compass is almost similar for every OS.

Let us explore how to download, install, and setup the MongoDB Compass on machines running on the Windows OS.

Installing MongoDB Compass on Windows operating system

We will show you how you can install MongoDB Compass on the Windows operating system. We will use the default installation method to install MongoDB Compass on the machines that run on Windows operating system.

Installation steps

Let us start with the installation of MongoDB on our machine. The steps required to install MongoDB Compass are as follows:

Step 1 – Download MongoDB Compass


	Open the MongoDB Inc. Official Website – https://www.mongodb.com/ in your favorite browser, as shown in the following screenshot:

[image: ]

Figure 16.1: MongoDB Inc. Official Website Home Page


	Click the Software link on the top navigation of the home page and then click Compass from the drop down menu, as shown in the following screenshot:

[image: ]

Figure 16.2: MongoDB Inc. Official Website Home Page – Software Menu > Compass


	This will open the MongoDB Compass page. Click the green button which says Try it now, as shown in the following screenshot:
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Figure 16.3: MongoDB Inc. – MongoDB Compass Page


	This will open the MongoDB Compass download page. This page will auto detect your OS type. You can select any platform according to your OS. For our example, we have chosen Windows 64-bit MSI method, as shown in the following screenshot:
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Figure 16.4: MongoDB Inc. – MongoDB Compass Download Page


	Now, click on the Download button and MongoDB Compass download will start automatically, as shown in the following screenshot:

[image: ]

Figure 16.5: MongoDB Compass Download Page – Download Started


	Once the download starts, you can easily see the download process with the download icon and progress on your browser (this progress shows different in every browser. The screenshot is of Google Chrome. Every browser shows this in different manner). Wait till the download is 100% complete, as shown in the following screenshot:
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Figure 16.6: MongoDB Compass Download Page – Download 100% Complete


	Once the download is 100% complete, follow the next steps, as shown in the following screenshot:



In step 1, we covered how to download MongoDB Compass from the official website. The next steps are related to the installation process covered in step 2 of the MongoDB Compass installation process.

Step 2 – Install MongoDB Compass on your Windows machine

Once the download is complete and the installer file (MSI File) is fully downloaded, it will show a download complete icon, as shown in the following screenshot, and you can proceed further.
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Figure 16.7: MongoDB Compass Download Page – Download 100% Complete – Next Steps


	Now, open this MSI file, which is a Windows installer file (previously known as Microsoft Installer) and it will start MongoDB setup wizard which will guide you to complete the installation of MongoDB Compass in your machine, as shown in the following screenshot:
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Figure 16.8: MongoDB Compass Installation Process – Open MongoDB MSI File.


	Once you click on Open, you will see the startup screen of the installation wizard. You will see a few buttons which are easy to understand and you may cancel or go back to previous steps at any point of time. In order to install MongoDB Compass on your system, press the Next button, as shown in the following screenshot:
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Figure 16.9: MongoDB Compass Installation Wizard – Startup Screen


	Once you click on the Next button, you will see the next screen of the installation wizard which will display the current destination folder where the MongoDB Compass will get installed. You may change the location if you want to or keep this as it is and press the Next button, as shown in the following screenshot:
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Figure 16.10: MongoDB Compass Installation Wizard – Choose Destination Folder


	Once you click on the Next button, you will see the next screen of the installation wizard. Click on the Install button to install MongoDB Compass, as shown in the following screenshot:
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Figure 16.11: MongoDB Compass Installation Wizard – Install


	Once you click on the Install button, you will see a setup wizard which will install the MongoDB Compass related files, as shown in the following screenshot:
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Figure 16.12: MongoDB Compass Installation Wizard – Setup Wizard Installing Files


	Once this installation is 100% complete, it will show you the next screen with a Finish button, as shown in the following screenshot. Once you click on the Finish button, the installation will be finished. Click the Finish button to complete the setup process. Now, MongoDB Compass is installed on your computer.
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Figure 16.13: MongoDB Compass Installation Wizard – Complete Install (Finish Button)




Step 3 – Post installation checks

To make it sure that MongoDB Compass has been correctly installed in your Windows machine, follow these steps:


	Click the search area of your taskbar and type Compass. You will see that compass app will appear along with the details, as shown in the following screenshot:
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Figure 16.14: MongoDB Compass – Post Installation Checks




Connecting MongoDB Server with MongoDB Compass

We have installed MongoDB Compass on our Machine. Now, we can start using the MongoDB Compass. In step 4, we will connect to the MongoDB server using the MongoDB Compass.

Step 4 – Connecting to the MongoDB Server on Windows using MongoDB Compass

Let us now try to connect the MongoDB server using MongoDB Compass from your Windows machine. To connect to the MongoDB server from your Windows machine, follow these steps:


	Click the search area of your taskbar and type Compass. You will see that compass app will appear along with the details. Click Run as administrator. This will open MongoDB Compass with the administrative privileges, as shown in the following screenshot:
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Figure 16.15: MongoDB Compass – Open MongoDB Compass


	After you click on Run as administrator, it will open the MongoDB Compass application. Since we are using this application for the first time, it will show up the slider displaying the features of MongoDB Compass. At this point, you may read these features or may close the slider Window, as shown in the following screenshot:
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Figure 16.16: MongoDB Compass – Application Main Screen


	Before you can start using MongoDB Compass, the application will ask you to decide on the Privacy Settings. These privacy settings are out of the scope of this book and it is up to the user to decide, based on his/her personal or organizational preferences, and it is advisable to read the MongoDB privacy policy by clicking MongoDB Privacy Policy link to get more information on this part. You may check or uncheck all of them, as shown in the following screenshot:
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Figure 16.17: MongoDB Compass – Privacy Settings.


	There are two ways to connect to the MongoDB Server with the MongoDB Compass. The first method is by using the connection string and the second one is by filling the connection fields individually. Let us explore the second method. Click on the link which says, Fill in connection fields individually, as shown in the following screenshot:
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Figure 16.18: MongoDB Compass – Connecting to MongoDB Server - Fill in connection fields individual


	In our example, we have entered the following values:
Hostname: localhost

Port: 27017


	Now click on the CONNECT button to connect the MongoDB Server, which is already running on our local machine on port 27017 (this is the default port for MongoDB Server), as shown in the following screenshot:
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Figure 16.19: MongoDB Compass – Connecting to MongoDB Server – Connecting to Local MongoDB Server


	After we click to connect, we can see the list of databases. Few of the Databases we might see are related to the MongoDB system and these are created by MongoDB by default as listed below: 
admin

config

local


	We will working on the database BPBOnlineBooksDB which we have created in the previous chapters, as shown in the following screenshot:
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Figure 16.20: MongoDB Compass – List of Databases




So far, we have learnt how to connect to the MongoDB Server using MongoDB Compass. In the next section, we will understand MongoDB Compass with some more practical examples.

Practical examples with MongoDB Compass

The following are some practical examples of MongoDB Compass to understand it in a better way:

Example 1 –Browsing the collections in the database

To browse the collections in the database, follow the steps, as shown in the following screenshot:


	Connect to the MongoDB server, as explained in the previous section of this chapter.

	Click on the database of your choice.

	You will get the list of collections present in that particular database.
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Figure 16.21: Example 1 – Browsing the Collections in the Database




In our example, we saw how we can browse the list of MongoDB Collection in the database.

Example 2–Creating new collection in the database

To create a new collection in the database, follow these steps:


	Connect to the MongoDB server, as explained in the previous section of this chapter.

	Click on the database of your choice.

	You will get the list of collections present in that particular database.

	To create a new collection in this database, click the CREATE COLLECTION button on top left of the right part of the screen in which you are browsing your collections, as shown in the following screenshot:

[image: ]

Figure 16.22: Example 2 – Create New Collection – Screen 1


	This will open up the new popup window in which you can enter your Collection's name. After you have entered your collection’s name, click on the CREATE COLLECTION button. This will create a new collection in the database, as shown in the following screenshot:
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Figure 16.23: Example 2 – Create New Collection – Screen 2


	You can browse the list of collections in the database to verify that this collection has been created by the MongoDB Compass, as shown in the following screenshot:
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Figure 16.24: Example 2 – Create New Collection – Screen 3




So, in our example, we saw how to create a new MongoDB collection in the database by using MongoDB Compass.

Example 3–Browsing documents in the database

To browse documents in the database, follow these steps, as shown in the following screenshot:


	Connect to the MongoDB server, as explained in the previous section of this chapter.

	Click on the database of your choice.

	You will get the list of collections that are present in that particular database.

	Click on the collection of your choice.

	Once you select the collection of your choice, you will get the list of documents present in that particular collection.

	Click the expand icon on the left side on the document to see all the data inside the document.
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Figure 16.25: Example 2 – Browsing the Documents in the Database




In our example, we saw how we can browse the list of MongoDB documents in the collection.

Example 4–Performing CRUD operations in documents

There is lot of features available in MongoDB Compass to manipulate the data, as shown in the following screenshot:


	Connect to the MongoDB server, as explained in the previous section of this chapter.

	Click on the database of your choice.

	You will get the list of collections that are present in that particular database.

	Click on the collection of your choice.

	Once you select the collection of your choice you, will get the list of documents that are present in that particular collection.

	On the right side of the document you will see lot of CRUD options, like editing, copying, cloning, and deleting. You can also add a new document by clicking the ADD DATA button.
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Figure 16.26: Example 4 – Performing CRUD Operations in Documents




In our example, we saw how we can perform the CRUD operations in the documents.

Example 5–Editing a document

To edit a document using MongoDB Compass, follow these steps, as shown in the following screenshot:


	Connect to the MongoDB server, as explained in the previous section of this chapter.

	Click on the database of your choice.

	You will get the list of collections that are present in that particular database.

	Click on the collection of your choice.

	Once you select the collection of your choice you, will get the list of documents that are present in that particular collection.

	On the right side of the document you will see lot of CRUD options, like editing, copying, cloning, and deleting. Click on Edit and it will open a new window where you can very easily manipulate or edit your data.

	Click on the UPDATE button to make the changes or on the CANCEL button to ignore.
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Figure 16.27: Example 5 – Editing a Document




In our example, we saw how we can edit or manipulate the documents using MongoDB Compass. We will use MongoDB Compass in our next chapters also where we will learn how to develop applications with MongoDB.

Conclusion

In this chapter, we covered the MongoDB Compass and learned about the benefits of using it. We also learned how to install MongoDB Compass on our machine using step-by-step method. We also learned how we can use MongoDB Compass to connect to the MongoDB server. In the last part of this chapter, we learned more about the MongoDB Compass with some step-by-step practical examples to give us more insights about MongoDB Compass.

In the next chapter of this book, we will cover the managing and administering MongoDB at advanced level which is very helpful to the people who will perform various MongoDB administrative tasks. We will learn about mongod process and how to manage mongod process. We will learn how to monitor and diagnose MongoDB. We will also cover the step-by-step methods to install MongoDB tools on our machine and how to use these tools and various other MongoDB commands to monitor and diagnose MongoDB as well as backup and restore with MongoDB and MongoDB security.

Questions


	What is MongoDB Compass?

	List any four features of MongoDB Compass.

	Can we use MongoDB Compass on Linux or MacOS machines?

	List the steps by which you can connect MongoDB Compass to the MongoDB server.

	How can you create a new collection in the MongoDB database using MongoDB Compass?

	Can we perform CRUD operations with MongoDB Compass?



Points to remember


	MongoDB Compass is the GUI (Graphical User Interface) tool which helps us to connect to the MongoDB server very easily and do a lot of things using GUI which takes lot of time if we do them via commands or queries.

	MongoDB Compass is available for all the major operating systems, such as Windows, Linux, or MacOS.

	Before using MongoDB Compass, make sure that the MongoDB server is running on your machine.



Multiple choice questions


	What is MongoDB Compass?

	Command Line Interface

	Programing Language

	GUI (Graphical User Interface) Tool

	None of these



	MongoDB Compass is available for:

	Windows

	Linux

	Mac OS

	All of the Above



	With MongoDB Compass you can edit and delete:

	Documents

	Collections

	All of the Above

	None of the Above



	Before you connect the MongoDB server using MongoDB Compass, is it required that MongoDB server should be running? 

	Yes

	No

	Not required when you run MongoDB Compass as an administrator

	Sometimes Required





Answer


	c

	d

	c

	a



Key terms


	GUI: Graphical User Interface.

	CRUD: In computer programming, the acronym CRUD stands for create, read, update, and delete.

	MSI: This is the extension used by the installer file for the Windows operating systems and it is called Microsoft installer or later as Windows installer.







CHAPTER 17

Managing and Administering MongoDB (Advanced Level)


This chapter covers the advanced administration topics of MongoDB which is very helpful to the people who will perform various MongoDB administrative tasks. In this chapter, we will learn about mongod process and how to manage mongod process. We will learn how to monitor and diagnose MongoDB. We will cover the step-by-step method to install MongoDB tools on our machine and how to use these MongoDB tools and various other MongoDB commands to monitor and diagnose MongoDB. Later in this chapter, we will learn how to take MongoDB backups and how to restore these backups. In the later sections of this chapter, we will cover how to perform the export and import of the MongoDB data. In the last part of this chapter, we will cover various important points related to MongoDB security which we should take care of so that our MongoDB database and its data will get secured.

Structure

In this chapter, we will discuss the following topics:


	Managing mongod process

	Monitoring and diagnosing MongoDB

	Installing MongoDB tools

	Using MongoDB tools



	Backup and restore with MongoDB

	Export and import with MongoDB

	MongoDB security



Objectives

After studying this unit, you should be able to understand the mongod process and how to manage the mongod process. You should also be able to monitor and diagnose MongoDB. You will learn how to install MongoDB tools and also how to use these tools and commands to monitor and diagnose MongoDB. Later in this chapter, you will learn how to take backups and how to restore backups with MongoDB and perform export and import with MongoDB. In the last section of this chapter, you will understand about the MongoDB security and various important points to implement the MongoDB security.

About mongod process

The mongod process is the "primary process" as well as the "daemon process" for MongoDB. The mongod process runs in the background and that is why it is called daemon process. This MongoDB process is responsible for the following things:


	Handling data requests

	Managing data access

	Performing background management process



mongod is a program which can be run from the command line. In Windows, mongod also runs as the service and by default, when we install MongoDB in Windows, the MongoDB installer automatically creates the service named "MongoDB Server (MongoDB)", which uses mongod for this service.

Managing mongod process

We know when we install MongoDB on Windows; it automatically creates MongoDB service, which is responsible to start the mongod process in the background. Let us now understand how we can check the MongoDB service in Windows.

MongoDB service in Windows

If you want to see the MongoDB service and related settings in Windows, follow these steps:


	Type services in the search box of your Windows. You will see that the Windows Services Manager application icon will appear. Click on Open to open this, as shown in the following screenshot:
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Figure 17.1: Windows Search Box – Opening Windows Services Manager


	This will open the Windows Services Manager. You can now navigate to the MongoDB server (MongoDB) and can see the status of these services. There is an option available to start, stop, or restart these services, as shown in the following screenshot:
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Figure 17.2: Windows Services Manager – MongoDB Server (MongoDB) Service


	Now, to view some more information, right click the MongoDB server (MongoDB) from the Windows services list and then click on the Properties option from the menu, as shown in the following screenshot:
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Figure 17.3: MongoDB Server (MongoDB) Service - Properties


	The previous step will open the service properties window where you will get all the details about the MongoDB service. If you see properly, you will also get the information about the mongod under Path to executable and you will see something similar as the following path, as shown in the following screenshot:
Path to executable: "C:\Program Files\MongoDB\Server\4.4\bin\mongod.exe" --config "C:\Program Files\MongoDB\Server\4.4\bin\mongod.cfg" –service
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Figure 17.4: MongoDB Server (MongoDB) Service – Properties Details

Here, under the "Path to executable", you will see the location of "mongod" and its related configuration file, "mongod.cfg". This file contains the various default configuration options that come pre-configured when you install the MongoDB server on your Windows machine.


	You may open this file in any text editor or code editor, like Visual Studio Code, to view its contents, as shown in the following screenshot:
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Figure 17.5: "mongod.cfg" – Configuration File




Running mongod from command prompt

We can also run "mongod" from the command prompt and we can use multiple options while running mongod from the command line or shell.

The simple way to run MongoDB is to navigate to the bin directory of your MongoDB server installation path and type "mongod". To start mongod from the command prompt, follow these steps:


	Click the Windows start button and type "cmd" in the search box. You will see the Windows Command Shell program. Open this program as an administrator, as shown in the following screenshot:
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Figure 17.6: Opening Command Prompt as an Administrator.


	This will open a command prompt. Here you need to navigate to your MongoDB installation path, as shown in the following screenshot, which could be something like this: C:\Program Files\MongoDB\.
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Figure 17.7: From Command Line – Navigate to MongoDB Installation Directory.


	Now, we need to further navigate to the child directories so that we reach to the "bin" directory under \Server\4.4\bin. The complete path would be something like this: C:\Program Files\MongoDB\Server\4.4\bin, as shown in the following screenshot:
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Figure 17.8: From Command Line – Navigate to MongoDB "bin" Directory.


	Now, we need to run MongoDB using the following command, as shown in the following screenshot:
mongod --port 27017 --dbpath "c:\Program Files\MongoDB\Server\4.4\data\db"

Note that if you haven't created the "db" directory under this path: "c:\Program Files\MongoDB\Server\4.4\data\", you should first create the "db" directory.

This command will try to run MongoDB on the port: 27017 with a DB path:

"c:\Program Files\MongoDB\Server\4.4\data\db"
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Figure 17.9: From Command Line – Navigate to MongoDB "bin" Directory.


	After this command successfully gets completed, MongoDB will start, as shown in the following screenshot:
mongod --port 27017 --dbpath "c:\Program Files\MongoDB\Server\4.4\data\db"

This command will try to run MongoDB on port: 27017 with a DB path: "c:\Program Files\MongoDB\Server\4.4\data\db"

Do not close this window. You can minimize it so that MongoDB will work and the listen to the requests. In case you want to stop it, use Ctrl + C keys to stop it on your Windows machine.
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Figure 17.10: From Command Line – MongoDB Service gets started




Stopping MongoDB services from Windows service manager

If you want to see the MongoDB service and related settings in Windows, follow these steps:


	Type services in the search box of your Windows. You will see that Services Windows Services Manager application icon will appear. Click on Open to open this, as shown in the following screenshot:

[image: ]

Figure 17.11: MongoDB Inc. Official Website Home Page


	This will open the Windows Services Manager. You can then navigate to the MongoDB server (MongoDB) and see the status of these services. There is an option available to start, stop, or restart these services. Click on the Stop button to stop the MongoDB services, as shown in the following screenshot:
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Figure 17.12: Stopping the MongoDB Service from Windows Service Manager




Stopping MongoDB Services from command line – MongoDB Shell method


	Click the Windows start button and type cmd in the search box. You will see the windows command shell program. Open this program as an administrator, as shown in the following screenshot:
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Figure 17.13: Opening Command Prompt as an Administrator.


	This will open a command prompt. Here, you need to navigate to your MongoDB bin directory path, as shown in the following screenshot, which could be something like this: C:\Program Files\MongoDB\Server\4.4\bin.
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Figure 17.14: From Command Line – Navigate to MongoDB Installation Directory.


	Now, login to MongoDB Shell by typing "mongo". It will start the MongoDB Shell prompt, as shown in the following screenshot:
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Figure 17.15: From Command Line – Navigate to MongoDB "bin" directory.


	Now, first select the database admin by issuing the command, use admin, and then, issue the following method to stop the MongoDB server and to gracefully shutdown it, as shown in the following screenshot:
db.shutdownServer()
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Figure 17.16: MongoDB Shell - db.shutdownServer() Method to shut down the MongoDB Server


	Once you do this, MongoDB will try to stop MongoDB gracefully by properly closing all the data files and flushing the data files and then stopping MongoDB. You can exit from the MongoDB Shell and then try to issue the mongo command again. You will see that the MongoDB Shell could not start as the MongoDB server is not running now, as shown in the following screenshot:
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Figure 17.17: mongo Command could connect to MongoDB Server




Monitoring and diagnosing MongoDB

Monitoring and diagnosing MongoDB are one of the advanced level administration tasks for MongoDB. In this, we first try to monitor our MongoDB databases for their proper working by analyzing the logs and other metrics provided by MongoDB when there are query executions and during the input and output of the data. Monitoring gives us the picture of what is happening in our MongoDB instance and helps us to prevent any failure of the MongoDB instance or any other issue related to various factors, like slow query responses, traffics, etc.

We can monitor our MongoDB server at various levels, such as at the MongoDB instance level, the database level, or the collection level, etc. Sometimes we might experience some issue with our MongoDB server. Then, we need to diagnose and quickly understand the issue and take the required action to resolve it, so that it does not get escalated or result in the down time or system failure.

So, analyzing and diagnosing the issue with the help of proper tools and commands help MongoDB administrators to tackle the issues as they come. With the help of proper monitoring and preventive diagnosing, we can have our MongoDB server and related services up and running without any major issues.

In order to monitor and diagnose MongoDB, we need to have some tools that will show us the related data as well as help in diagnosing and troubleshooting the issues. For this, we need to install the MongoDB Reporting Tools from the MongoDB Inc. official website.

Let us first install the MongoDB Reporting Tools and Utilities and then we can further look on how to use these tools.

Installing MongoDB tools and utilities

In order to install the MongoDB Tools, follow these steps:


	Visit the MongoDB Inc. official website home page https://www.mongodb.com/. On the top navigation section, move your mouse pointer to the Software link. This will open the Software menu. Under this menu, click the Community Server, which will open the new page related to the Community Edition of the MongoDB Server, as shown in the following screenshot:
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Figure 17.18: MongoDB Inc. Official Website Home Page


	In the MongoDB Community Edition page, you will see the 3 sections (or cards) on the top. Click the section (or card) which has a title Tools, as shown in the following screenshot:
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Figure 17.19: MongoDB Inc. Official Website – Community Page – Tools Section


	One you click on the Tools, this will open the MongoDB Tools screen which has the MongoDB tools related links at the bottom of the page, as shown in the following screenshot:
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Figure 17.20: MongoDB Inc. Official Website – Tools Screen - MongoDB Database Tools Link


	Click on the MongoDB Database Tools. This will further expand the MongoDB Database Tools screen. Here, you will see the Available Download section at the right side of the page. Select the Package option as MSI (which is a Windows installer file) and click on the Download button, as shown in the following screenshot:
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Figure 17.21: MongoDB Inc. Official Website – MongoDB Database Tools Download Section


	Once you click the Download button, the download process will start, as shown in the following screenshot:
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Figure 17.22: MongoDB Inc. Official Website – MongoDB Database Tools - Download


	After the download is 100% complete, we can now open this Windows installer file so that the installer can install the MongoDB tools, as shown in the following screenshot:
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Figure 17.23: MongoDB Inc. Official Website – MongoDB Database Tools – Download Complete


	After you click on the Open button, the MongoDB tools setup wizard will launch and it will guide you to install the MongoDB tools on your machine. You can click on the Next button to continue. During the MongoDB tools installation process, the setup wizard will ask you to accept the License Agreement or other terms and conditions. It is suggested to go through them, as shown in the following screenshot:
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Figure 17.24: MongoDB Database Tools - Setup


	The MongoDB tools setup wizard will ask you to choose the location to install the MongoDB tools in your local machine. It is recommended to keep the default settings as it is, unless you have some specific reason to choose another location, as shown in the following screenshot:
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Figure 17.25: MongoDB Database Tools – Setup Process


	Once the setup wizard completes the installation of the MongoDB tools, click on the Finish button to complete the installation of MongoDB tools, as shown in the following screenshot:
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Figure 17.26: MongoDB Database Tools – Setup Process Complete




Verifying the installation of MongoDB tools and utilities

In order to verify the installation of the MongoDB Tools, follow these steps:


	Open the command prompt and navigate to the directory where you have installed MongoDB, which is, C:\Program Files\MongoDB\Tools, in our case, as shown in the following screenshot:
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Figure 17.27: Command Prompt - Verifying the Installation of MongoDB Tools and Utilities


	Now, further navigate to the bin directory which is under the version directory of the MongoDB tools, which is, C:\Program Files\MongoDB\Tools\100\bin, in our case, as shown in the following screenshot:
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Figure 17.28: Command Prompt - Verifying the Installation of MongoDB Tools and Utilities – Navigating to "bin" Directory


	Now, to list the contents of this directory, type dir command which will print the contents of this directory and you will see a lot of .exe (windows executable) files in the bin directory. Each of these files are helpful and together, these are a bundle of MongoDB tools and utilities, as shown in the following screenshot:
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Figure 17.29: Command Prompt - Verifying the Installation of MongoDB Tools and Utilities – Viewing the contents of "bin" Directory

Working with MongoDB tools and utilities

mongostat

This MongoDB tool helps to view the database operations. It gives the statistics of the database operations, like insert, query, update, delete, etc. To use this tool, navigate to the bin directory under the MongoDB tools installation parent directory and type mongostat and press the enter key to execute this tool. Once this tool executes, it will continuously give you all the data related to the MongoDB database operations, as shown in the following screenshot:
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Figure 17.30: Working with MongoDB Tools and Utilities - mongostat

You can see that there is no activity related to any database operations as of now and all the operations counts can be seen with zero count (0). Now, let’s open the MongoDB Compass and try to view some MongoDB collections and keep on running the mongostat in the command prompt. As we do this, we can see that there is an increase under the database operations query counts, as shown in the following screenshot:
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Figure 17.31: Working with MongoDB Tools and Utilities – mongostat – Increase in "query" counts

If you do any other database operations, like insert, update, or delete, then mongostat will show this to you. We have seen that mongostat is a very helpful tool to monitor the MongoDB server database operations and we can use this tool in our day-to-day MongoDB monitoring purposes.

mongotop

This MongoDB tool helps to view the read and write activities of the MongoDB instances at collection level. It gives the statistics of the collection level activity which are the total number of reads and writes per collection.

To use this tool, navigate to the bin directory under the MongoDB tools installation parent directory and type mongotop and press the enter key to execute this tool. Once this tool executes, it will continuously give you all the data related to the MongoDB collections read and write activities, as shown in the following screenshot:
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Figure 17.32: Working with MongoDB Tools and Utilities – mongotop

You can see that there is no read or write activity related to any collection as of now, and all the activities counts can be seen with the zero count (0). Now, let’s open the MongoDB Compass and try to view some MongoDB collections and keep on running mongotop in the command prompt. As we do this, we can see that there is an increase under the collection activity read counts, as shown in the following screenshot:
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Figure 17.33: Working with MongoDB Tools and Utilities – mongotop – Increase in collection activity "read" counts

If you do any other database operations, like insert, update or delete, then mongotop will show the increase in write counts due to the write activities. So, we have seen that mongotop is a very helpful tool to monitor the MongoDB server collection related activities and we can use this tool in our day-to-day MongoDB collection monitoring purposes.

There are some other ways to monitor MongoDB by using the MongoDB Shell commands and methods. To use these commands, we first need to log into the MongoDB Shell, as shown in the following screenshot:
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Figure 17.34: Working with MongoDB Tools and Utilities – log into MongoDB Shell

serverStatus

This MongoDB Shell command returns the state of the MongoDB instance in a document form. When you run this command, it will return the state information of the MongoDB instance. To run the command, type the following command in your MongoDB Shell, as shown in the following screenshot:

db.runCommand({serverStatus: 1})
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Figure 17.35: Working with MongoDB Tools and Utilities – MongoDB Shell - serverStatus

Thus, by using this command, you will be able to see all the related details which are very helpful in gathering the current state of the MongoDB instance.

dbStats

This MongoDB Shell command returns the storage details of the MongoDB database. When you run this command, it will return the storage information of the given MongoDB database. To run the command, first select the database for which you would like to get the information and then type the following command in your MongoDB Shell, as shown in the following screenshot:

db.runCommand({dbStats: 1})
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Figure 17.36: Working with MongoDB Tools and Utilities – MongoDB Shell - dbStats

Thus, by using this command, you will be able to see all the related storage details of the MongoDB database.

collStats

This MongoDB Shell command returns the storage details of the MongoDB collection. When you run this command, it will return the storage information of the given MongoDB collection. To run the command, first select the database for which you would like to get the information and then type the following command in your MongoDB Shell, as shown in the following screenshot:

db.runCommand({collStats: "<collection-name>"})

Here, the <collection-name> is the name of the collection.

In our example, we are using the Database as BPBCatalogDB and the collection as BPBCatalogCollection. First, we need to select the DB with the following command:

use BPBCatalogDB

Then, we need to run the following command:

db.runCommand({collStats: "BPBCatalogCollection"})
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Figure 17.37: Working with MongoDB Tools and Utilities – MongoDB Shell - collStats

Thus, by using this command, you will be able to see all the storage related details of the MongoDB collections in a database.

buildInfo

This MongoDB Shell command returns the details of the current build of mongod. You can run the following command to get the details about the mongod build, as shown in the following screenshot:

db.runCommand({buildInfo: 1})


[image: ]

Figure 17.38: Working with MongoDB Tools and Utilities – MongoDB Shell – buildInfo

Thus, by using this command, you will be able to see all the build related details of "mongod".

hostInfo

This MongoDB Shell command returns the system information of mongod or mongos (in case of sharding, where we have sharded cluster). You can run the following command to get the details about the system information, as shown in the following screenshot:

db.hostInfo()

or

db.adminCommand({"hostInfo" : 1})
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Figure 17.39: Working with MongoDB Tools and Utilities – MongoDB Shell – hostInfo

Thus, by using this command, you will be able to see all the system information of "mongod" or "mongos".

listCommands

This MongoDB Shell command returns the list of all the database related commands that are supported by the current version of mongod or mongos (in case of sharding, where we have sharded clusters), as shown in the following screenshot:

db.runCommand({listCommands: 1})
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Figure 17.40: Working with MongoDB Tools and Utilities – MongoDB Shell – listCommands

Thus, by using this command, you will get a long list of all the database related commands with their details, as shown in the following screenshot:
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Figure 17.41: Working with MongoDB Tools and Utilities – MongoDB Shell – listCommands (Specific Command Information)

ping

This MongoDB Shell command is very helpful to diagnosing whether the server is responding to the commands or not. This command even works when the server is write-locked, as shown in the following screenshot:

db.runCommand({ping: 1})
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Figure 17.42: Working with MongoDB Tools and Utilities – MongoDB Shell – ping

Thus, by using this command, you can diagnose the server whether it is responding to the other database commands or not.

getLog

This MongoDB Shell command is very helpful in the administrative command which will print the list of the latest 1024 logs logged by mongod events. This command takes one of the three values described, as shown in the following screenshot:

db.adminCommand({getLog: "<value>"})

Here, <value> can have any one of the following three types:


	*– All the available values which we can use with the getLog command, as shown in figure 17.43.

	global – It will print all recent log entries, as shown in figure 17.44

	startupWarnings – It will print the log entries that contain the warnings or error occurred during the "mongod" startup, if any. In case of no warnings or errors, this will print an empty array, as shown in the following screenshot:
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Figure 17.43: Working with MongoDB Tools and Utilities – MongoDB Shell – getLog - {getLog: "*"}

Thus, by using db.adminCommand({getLog: "*"}), we can get the details of the available values that we can use with the getLog command. Using the db.adminCommand({getLog: "global"}), we will get the list of all the latest log entries, as shown in the following screenshot:
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Figure 17.44: Working with MongoDB Tools and Utilities – MongoDB Shell – getLog - {getLog: "global"}

Using the db.adminCommand({getLog: "startupWarnings"}), we will get the list of all the log entries which are logged during the startup of the mongod due to any warnings or errors, as shown in the following screenshot:
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Figure 17.45: Working with MongoDB Tools and Utilities – MongoDB Shell – getLog - {getLog: "startupWarnings"}

Backup and restore with MongoDB

The MongoDB tools provide ways to take the backup of your MongoDB databases and restore them whenever they are required to be restored. In general, every organization (or a database administrator) must have a solid database backup policy in place according to your requirements. Database backups play a very important role. In case of any disastrous situation, if we have a database backup, we can easily restore them using the MongoDB tools.

So, keeping this in mind, we must always create database backups from time-to-time so that we can restore it, in case there is a need to do that.

Taking a MongoDB backup using mongodump

By using the mongodump tool (utility), we can very easily take backups of our MongoDB database. We can use the mongodump with the following options:

Simple method

mongodump --host=<hostname> --port=<port-number> --db=<db-name> --collection=<collection-name>out=<output-path>

With access control

mongodump--host=<hostname> --port=<port-number>--db=<db-name> --collection=<collection-name>--username=<user> --authenticationDatabase=admin --out=<output-path>

Where:


	<hostname>: Hostname of MongoDB, where the MongoDB instance is hosted. localhost, in our case.

	<port-number>: Port of the MongoDB server. Generally, it is, by default 27017. 27017, in our case.

	<db-name>: Name of the database for which you need to take the dump.

	<collection-name>: Name of the collection for which you need to take the dump. This is optional and if you don't give, mongodump will take the dump of all the collections in the database.

	<user>: MongoDB database user, in case of access control.

	<output-path>: The output location, where mongodump will dump or save the database backup.



Starting from version 4.4, "mongodump" is released separately. Earlier, it used to bundle with the MongoDB server and in the old releases of MongoDB, it can be found in the MongoDB bin directory. But now, it is released with the MongoDB tools.

To take the backup, follow these steps:


	Navigate to the bin directory which is under the version directory of the MongoDB tools, which is, C:\Program Files\MongoDB\Tools\100\bin, in our case, as shown in the following screenshot:
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Figure 17.46: Navigating to MongoDB Tools "bin" Directory


	Now, give the following command to take the database backup. Note that we are using the BPBCatalogDB database in our example, which is a sample database that contains the catalog of BPB publication house latest books. In our case, we can take this backup at any location. In our system, it is something like D:\Manu\bpb-db-dump. You can change the location as well as the database according to your system, as shown in the following screenshot:
mongodump --host=localhost --port=27017 --db=BPBCatalogDB --out="D:\Manu\bpb-db-dump"

As we haven't specified the collection name, in our case, it will take the dump of all the collections in the database.
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Figure 17.47: Running "mongodump" Command


	We can verify if mongodump has successfully created the dump files by browsing the folder's content of our output directory that we have specified during the mongodump command with the --out option. It is D:\Manu\bpb-db-dump in our case. To do this, open this folder on our machine to view its content, as shown in the following screenshot:
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Figure 17.48: Verifying the "mongodump" Command – Viewing the Output Directory


	You can now see that mongodump has successfully created the folder named as BPBCatalogDB inside our output directory, which is the same as our database. We can further open this folder to see its content, in which we will see the files related to the dump (or backups) of all the collections in the database, as shown in the following screenshot:
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Figure 17.49: Verifying the "mongodump" Command – Viewing the Output Backup Files




Restoring a MongoDB database using mongorestore

By using the mongorestore tool (utility), we can very easily restore the backups of our MongoDB database. We can use mongorestore with the following options:

Simple method

mongorestore --host=<hostname> --port=<port-number> --db=<db-name><db-dump-path>

With access control

mongorestore --host=<hostname> --port=<port-number> --db=<db-name> --username=<user> --authenticationDatabase=admin <db-dump-path>

Where:


	<hostname>: Hostname of MongoDB, where the MongoDB instance is hosted. localhost, in our case.

	<port-number>: Port of the MongoDB server. Generally, it is, by default, 27017. 27017, in our case.

	<db-name>: Name of the database for which you need to take the dump.

	<user>: MongoDB database user, in case of access control.

	<db-dump-path>: The Location where the MongoDB database dump is present.



Starting from version 4.4, mongorestore is released separately. Earlier, it used to bundle with the MongoDB server, and in the old releases of MongoDB, it can be found in the MongoDB bin directory. But now, it is released with the MongoDB tools.

To restore the backup, follow these steps:


	Navigate to the bin directory which is under the version directory of the MongoDB tools, which is, C:\Program Files\MongoDB\Tools\100\bin, in our case, as shown in the following screenshot:
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Figure 17.50: Navigating to MongoDB Tools "bin" Directory


	Now, give the following command to restore the database backup. Note that we are using the BPBCatalogDB-Backup database in our example, and in our case, we can take this backup from the location on our system, which is something like D:\Manu\bpb-db-dump. You can change the location as well as the database according to your system and requirements, as shown in the following screenshot:
mongorestore --host=localhost --port=27017 --db=BPBCatalogDB-Backup "D:\Manu\bpb-db-dump"
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Figure 17.51: Running "mongorestore" Command


	To verify if the mongorestore command has successfully restored our database, open the MongoDB Compass and check for the newly created database, which is BPBCatalogDB-Backup in our case, and also view the collections and documents inside this database, as shown in the following screenshot:
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Figure 17.52: Verifying the "mongorestore" command - Vewing the restored Database and Collection data using MongoDB Compass




Import and export with MongoDB

Sometimes, we want to use some methods which allow us to export or import the data into various formats. The MongoDB tools also provide ways by which we can export and import our MongoDB data to and from various formats, like JSON and CSV.

Exporting a MongoDB data using mongoexport

By using the mongoexport tool (utility), we can very easily export our MongoDB data to the formats, like JSON and CSV. We can use mongoexport with the following options:

Simple method

mongoexport --host=<hostname> --port=<port-number> --db=<db-name> --collection=<collection-name>--type=<output-type>out=<output-path>

With access control

mongoexport --host=<hostname> --port=<port-number> --db=<db-name> --collection=<collection-name>--username=<user> --authenticationDatabase=admin –type=<output-type> --out=<output-path>

Where:


	<hostname>: Hostname of MongoDB, where the MongoDB instance is hosted. localhost, in our case.

	<port-number>: Port of the MongoDB server. Generally, it is, by default, 27017. 27017, in our case.

	<db-name>: Name of the database for which you need to take the dump.

	<collection-name>: Name of the collection for which you need to take the dump. This is optional and if you don't give, then mongoexport will take the dump of all the collections in the database.

	<user>: MongoDB database user, in case of access control.

	<output-type>: The output type, JSON or CSV

	<output-path>: The output location where the mongoexport will dump or save the database export. You must also specify the filename with the location.



Note: that starting from version 4.4, mongoexport is released separately. Earlier, it used to bundle with the MongoDB server, and in the old releases of MongoDB, it can be found in the MongoDB bin directory. But now, it is released with the MongoDB tools.

Follow the below steps to learn how we can use mongoexport:


	Navigate to the bin directory, which is under the version directory of the MongoDB tools, which is C:\Program Files\MongoDB\Tools\100\bin, in our case, as shown in the following screenshot:
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Figure 17.53: Navigating to MongoDB Tools "bin" Directory


	Now, give the following command to export the collection. Note that we are using the BPBCatalogDB database in our example, which is a sample database that contains the catalog of BPB Publication house latest books, and in our case, we can take the export of this database collection BPBCatalogCollection at any location. In our system, it is something like D:\Manu\bpb-db-export. You can change the location as well as the database and collection according to your system, as shown in the following screenshot:
mongoexport --host=localhost --port=27017 --db=BPBCatalogDB --collection=BPBCatalogCollection--type=json --out="D:\Manu\bpb-db-export\BPBCatalogCollection.json"
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Figure 17.54: Running "mongoexport" Command


	We can verify if mongoexport has successfully created the JSON file by browsing the folder's content of our output directory that we have specified during the mongoexport command with the --out option, and it is D:\Manu\bpb-db-export (excluding JSON file name), in our case. To do this, open this folder on our machine to view its content, as shown in the following screenshot:
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Figure 17.55: Verifying the "mongoexport" Command – Viewing the Contents of the Output Folder


	You can also view the contents of this file easily by opening this file in any text editor or IDE of your choice, such as Microsoft Visual Studio Code, as shown in the following screenshot:
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Figure 17.56: Opening the JSON File in the Microsoft Visual Studio Code – Viewing the contents of the exported JSON file




Importing a MongoDB data using mongoimport

By using the mongoimport tool (utility), we can very easily import our MongoDB data to the formats, like JSON and CSV. We can use mongoimport with the following options:

Simple method

mongoimport --host=<hostname> --port=<port-number> --db=<db-name> --collection=<collection-name><file-path>

With access control

mongoimport --host=<hostname> --port=<port-number> --db=<db-name> --collection=<collection-name>--username=<user> --authenticationDatabase =admin –type=<file-type><file-path>

Where:


	<hostname>: Hostname of MongoDB, where the MongoDB instance is hosted. localhost, in our case.

	<port-number>: Port of the MongoDB server. Generally, it is, by default, 27017. 27017, in our case.

	<db-name>: Name of the database for which you need to take the dump.

	<collection-name>: Name of the collection for which you need to take the dump. This is optional and if you don't give, mongoimport will take the dump of all the collections in the database.

	<user>: MongoDB database user, in case of access control.

	<file-type>: File type, JSON or CSV.

	<file-path>: The location where mongoimport will get the file. You must also specify the filename with the location.



Note: that starting from version 4.4, mongoimport is released separately. Earlier, it used to bundle with the MongoDB server, and in the old releases of MongoDB, it can be found in the MongoDB bin directory. But now, it is released with the MongoDB tools.

To take the backup follow the following steps:


	Navigate to the bin directory, which is under the version directory of the MongoDB tools, which is C:\Program Files\MongoDB\Tools\100\bin, in our case as shown in the following screenshot:
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Figure 17.57: Navigating to MongoDB Tools "bin" Directory


	Now, give the following command to import the collection. Note that we are using BPBCatalogDB-Import database in our example and BPBCatalogCollection. Our import file path is D:\Manu\bpb-db-export\BPBCatalogCollection.json, which contains the JSON file that we have earlier exported using mongoexport. You can change the location as well as the database and collection according to your system, as shown in the following screenshot:
mongoimport --host=localhost --port=27017 --db=BPBCatalogDB-Import --collection=BPBCatalogCollection--type=json "D:\Manu\bpb-db-export\BPBCatalogCollection.json"
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Figure 17.58: Running "mongoimport" Command


	To verify if the mongoimport command has successfully imported our database and collection, we can open the MongoDB Compass and check for the newly created database and collection, which is BPBCatalogDB-Import, and we can see the collection and its documents, as shown in the following screenshot:
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Figure 17.59: Verifying the "mongoimport" command - Vewing the restored Collection data using MongoDB Compass




We have seen how we can use various MongoDB tools to take and restore backups with the help of mongodump, mongorestore, mongoexport and mongoimport.

MongoDB security

Information and data security is very important for any organization and every organization must have good security policies and practices in place, which also include regular security related audits. There are many factors that we can consider to make our database secure. In this section, we will study some important points that any database administrator should be aware of and plan according to their corporate or company environments. This section doesn't include any practical demonstration as it is not possible to practically cover all these points in a single chapter and it is out of the scope of this book. But we will study some important points that we can take care of during the production level implementation of MongoDB in our organization.

Enable authentication

MongoDB provides the authentication methods so that when any client tries to connect to the MongoDB database, it should authenticate itself using the valid username and password.

If the authentication is enabled in MongoDB, we have to use the mongo command-line authentication options, such as --username, --password, and –authenticationDatabase, while connecting to mongod or mongos (in case of sharding, where the sharded clusters are used).

Use role-based authorization (role-based access control)

It is always recommended to have a role-based access control in place so that each person has limited access to the data. Every organization must have a strong role-based policy in place through the departments and organizational structure so that a person can only be able to see the data which is intended to be seen or modified by him/her.

MongoDB provides in-build as well as user defined roles and we can use the MongoDB "User Management" and "Role Management" commands, such as createUser and createRole, to create the user and allocate the right type of roles to a particular user and group.

Take a note that "not every user is a super user or administrator". So, we should always take care of giving limited access to the users according to their job profiles. This will make sure that our data is always protected and the sensitive information of an organization is not available to anyone who is not authorized for that data or information.

Encrypt the communication channels and connections

Encryption plays a very important role in protecting the data from the evil hands. Make sure your connections are secure and encrypted. It is recommended to configure your MongoDB to use TLS (Transport Layer Security)/SSL (Secure Sockets Layer).

If we have TLS/SSL in place, then any communication between MongoDB and the applications which are connected to it always flows in a secure and encrypted channel.

Encrypt your MongoDB data

Like the network or communication channel encryption, data encryption is also very important. If your data is encrypted, it is very difficult to decode it, even if it reaches into the wrong hands. Staring from version 3.2, MongoDB provides the method to encrypt the MongoDB data with the WiredTiger storage engine's native "Encryption at Rest".

We should always make sure that all the MongoDB data, which includes data files, logs files, configuration files, audit files, or any other key files, are encrypted at the storage level.

Use firewalls and restrict all the incoming and outgoing traffic

Make sure that your network, where your MongoDB server resides, is properly protected with firewalls, and only the applications that are allowed to use the MongoDB database or instance has the permission, and no other applications can access the MongoDB instances.

Regularly perform security audits

As an organization or network administrator, you should regularly perform the network and security audits. At every regular interval, make sure your MongoDB database has the correct roles and users and correct application servers who has the right to access your MongoDB instance. If you find any breach, first restrict the access, and then take the appropriate organization level action.

Conclusion

In this chapter, we covered the advanced administration topics of MongoDB which is very helpful to the people who will perform various MongoDB administrative tasks. In this chapter, we learned about the mongod process and how to manage it. We also learned how to monitor and diagnose MongoDB. We covered the step-by-step method to install the MongoDB tools in our machine and how to use these MongoDB tools and various other MongoDB commands to monitor and diagnose MongoDB. Later in this chapter, we learned how to take MongoDB backups and how to restore these backups. We also covered how to perform the export and import of the MongoDB data. In the last part of this chapter, we covered various important points related to MongoDB security which we should take care of, so that our MongoDB database and its data are secured.

Questions


	What do you understand by mongod? Explain in detail.

	What is the daemon or background process?

	How can we start MongoDB from the command line?

	Why should we monitor our MongoDB instance at regular intervals? What are the benefits of doing so?

	List any seven MongoDB tools and commands helpful for monitoring and diagnosing MongoDB?

	How can you take MongoDB backups?

	What are the two main formats we can use during mongoexport?

	List three ways to make your MongoDB instance secure?







CHAPTER 18

Replication in MongoDB


This chapter covers the replication part of MongoDB. In this chapter, we will learn about the replication and replica set in a quick recap. We will also learn about the MongoDB heartbeats and how the heartbeats play an important role in the replicated environment. We will also learn how the election of the new primary member takes place. Later in this chapter, we will cover the pre-configuration steps before we start with the practical step-by-step method to create the replicated environment with the MongoDB primary and secondary instances. We will then learn how to setup the replicated MongoDB environment with the step-by-step method. In the last part of this chapter, we will learn how to verify the replication setup if it has been configured correctly with the help of the data.

Structure

In this chapter, we will discuss the following topics:


	Basic introduction to replication – quick recap

	Basic introduction to the MongoDB replication

	Replica sets



	MongoDB heartbeats

	Election of the new primary member

	Pre-configuration steps for replication

	Starting with the MongoDB replication on Windows machine

	Verifying the MongoDB replication using data



Objectives

After studying this unit, you should be able to get an introduction to the MongoDB replication in a quick recap and also get introduced to the replica sets. You should be able to understand MongoDB heartbeats and how the election of the new primary member takes place. You should be able to learn the pre-configuration steps before you start with the practical step-by-step configuration process. You should also be able to learn and understand how to perform the MongoDB replication on Windows machine and also understand how to verify the MongoDB replication using data.

Basic introduction to replication – quick recap

Let us quickly recap the replication process. We have already covered the basic introduction in our previous chapter. In this chapter, we will learn how we can practically do the replication on our machine using MongoDB.

Replication is a process of duplicating the same set of databases so that we have multiple copies of the same data available to us on different servers because of which we have redundancy and high availability of data.

Following are some benefits of replication:


	Replication helps in the fail-over recovery, in case one server fails, or the hardware fails, or in case of any other service interruptions.

	Replication also helps in the increased performance because the clients are able to send their requests to different servers.

	Replication helps in delivering the data to the distributed applications from various data center locations across the globe.



Replica sets

Replica sets are the groups of MongoDB processes or instances which host the same data set. There is one primary and many secondary nodes that form a group to create replica sets, as shown in the following figure:
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Figure 18.1: Replication in MongoDB

MongoDB heartbeats

In the MongoDB replication environment, the replica group members send the "Heartbeats" or pings every 2 seconds to communicate with each other. This ensures that the replication is actually happening between the servers, as shown in the following figure: If any of the member does not respond to the others within 10 seconds, in that case, it is treated as inaccessible.
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Figure 18.2: MongoDB Heartbeats

Automatic election of the new primary member

In case there is no communication taking place between the primary server and the secondary server, and when the primary server is not able to send heartbeats or pings for more than 10 seconds to the secondary server in the replica sets, the election of a new primary automatically takes place between the secondary server and the new primary is elected among the secondary members of the replica sets.
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Figure 18.3: MongoDB Election of a new Primary

Pre-configuration steps

In order to perform the replication on our machine, let us first understand the steps we need to take to correctly setup a replication environment on our machine using MongoDB.

To start the replication process, we need to follow these steps:


	We will use Windows Operating System that already has MongoDB installed in it

	We will stop the existing MongoDB service on our Windows machine

	We will create a replica set of 3 MongoDB nodes that will form a group of replica sets

	We will create one MongoDB instance which will act like a primary server or a node of the replica set

	We will create two MongoDB instances which will act like secondary servers or nodes of the replica set

	So, basically, we will form a group of replica sets having one primary and two secondary servers

	We will create a new database and collection and will then confirm that the replication is taking place on these two secondary servers and we can view this database and collection on our secondary servers too.



The diagram of our MongoDB replica sets group on our Windows machine is shown in the following figure:
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Figure 18.4: MongoDB Replication on Windows

Starting with the MongoDB replication on Windows machine

The step-by-step process to do the replication of MongoDB is as follows:


	In the search box of your Windows, type services and open the Windows Service Manager, as shown in the the following figure:
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Figure 18.5: Open Windows Services Manager


	Now, in the Windows Service Manager, navigate to the MongoDB service and right click on the service. This will open up a service-related menu which has the Stop option. Click this option to stop the MongoDB service, as shown in the the following figure:
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Figure 18.6: Windows Service Manager – Stop MongoDB Service


	Now, as the MongoDB service will stop, you will see that the running status is blank. Now you can close the Windows Service Manager, as shown in the following figure:
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Figure 18.7: Windows Service Manager – MongoDB Service has been Stopped


	Now, open the location of the folder where you have installed MongoDB. In our case, it is, C:\Program Files\MongoDB\Server\4.4. You will see the data and log directories under this folder location, as shown in the following figure:
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Figure 18.8: MongoDB Installation Folder Location


	We need to create a few folders under both the data and the log directories as follows: 
Under the data directory (or folder), we need to create three new folders which will contain the MongoDB data files:


	C:\Program Files\MongoDB\Server\4.4\data\BPBOnlineDBPS (Data Directory for our Primary Server or Instance)

	C:\Program Files\MongoDB\Server\4.4\data\BPBOnlineDBSS1 (Data Directory for our Secondary Server 1)

	C:\Program Files\MongoDB\Server\4.4\data\BPBOnlineDBSS2 (Data Directory for our Secondary Server 2)


Under the log directory (or folder), we need to create three new folders which will contain the MongoDB log files:


	C:\Program Files\MongoDB\Server\4.4\log\BPBOnlineDBPS (Log Directory for our Primary Server or Instance)

	C:\Program Files\MongoDB\Server\4.4\log\BPBOnlineDBSS1 (Log Directory for our Secondary Server 1)

	C:\Program Files\MongoDB\Server\4.4\log\BPBOnlineDBSS2 (Log Directory for our Secondary Server 2)



	Let us first create new folders under the data directory (or folder), as shown in the the following figure:
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Figure 18.9: MongoDB Installation "data" Directory Location – Creating new Folders


	After you have created new folders under the "data" directory (or folder), these should look similar to the screenshot, as shown in the the following figure:
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Figure 18.10: MongoDB Installation Folder Location


	Let us now create new folders under the log directory (or folder), as shown in the the following figure:
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Figure 18.11: MongoDB Installation "log" Directory Location – Creating new Folders


	After you create new folders under the log directory (or folder), these should look similar to the screenshot, as shown in the the following figure:
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Figure 18.12: MongoDB Installation Folder Location


	Now, we need to create few files with the name mongod.log under each of our newly created folders under the parent directory log, as follows: 

	C:\Program Files\MongoDB\Server\4.4\log\BPBOnlineDBPS\mongod.log (Log file for our primary server or instance)

	C:\Program Files\MongoDB\Server\4.4\log\BPBOnlineDBSS1\mongod.log (Log file for our secondary server 1)

	C:\Program Files\MongoDB\Server\4.4\log\BPBOnlineDBSS2\mongod.log (Log file for our secondary server 2)


To do this, we need to open any text editor like windows Notepad in the administrative mode. Or we can also use IDE like Microsoft Visual Studio Code in the administrative mode. In this step, we will use Visual Studio Code in the administrative mode to create three blank files with the name mongod.log in the location mentioned earlier.


	Open Visual Studio Code in the administrative mode, as shown in the following figure:
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Figure 18.13: Opening Visual Studio Code with Administrative Mode


	Open the location of your MongoDB installation path in the Visual Studio from the Add Folder button, as shown in the following figure:
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Figure 18.14: Opening the Folder Location of your MongoDB Installation in Visual Studio Code


	Now you can create the new files under the sub-folders of log created in the previous steps. You need create a new blank file named mongod.log under each of these folders, as shown in the following figure:
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Figure 18.15: Creating the "mongod.log" Files under Sub-Folders of "log"


	After you have successfully created these three blank mongod.log files in each of these folders, you will see something similar the screenshot, as shown in the following figure. You should close the Visual Studio Code after creating the blank mongod.log files. 

[image: ]

Figure 18.16: Creating the "mongod.log" Files under Sub-Folders of "log"


	Now we will start our first server with the help of mongod command with the few parameters as follows:
mongod --dbpath "C:\Program Files\MongoDB\Server\4.4\data\BPBOnlineDBPS" --logpath "C:\Program Files\MongoDB\Server\4.4\log\BPBOnlineDBPS\mongod.log" --port 27017 –storageEngine wiredTiger --journal --replSet BPBOnlineReplicaSet

This command needs to be run from the command prompt opened in the administrator mode. Here, the parameters given in the mongod command are described as follows:


	--dbpath: Path of our DB directory location

	--logpath: Path of our DB log file location

	--port: For primary server, we will use 27017

	--storageEngine: We will use "wiredTiger"

	--journal: This will enable the MongoDB journaling

	--replSet: In our case, we will use BPBOnlineReplicaSet, which is common for all the three member nodes or instances in the replica set.



	Now, open the command prompt in the administrator mode and navigate to the bin directory of your MongoDB installation path, which is, C:\Program Files\MongoDB\Server\4.4\bin, in our case, as shown in the following figure:
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Figure 18.17: Opening Command Prompt with Administrator Mode and navigating to MongoDB "bin" directory


	Type the following command with all the parameters that will start our first server in the replica set as primary server as follows:
mongod --dbpath "C:\Program Files\MongoDB\Server\4.4\data\BPBOnlineDBPS" --logpath "C:\Program Files\MongoDB\Server\4.4\log\BPBOnlineDBPS\mongod.log" --port 27017 –storageEngine wiredTiger --journal --replSet BPBOnlineReplicaSet

Once you enter this command, you will get a response something similar to the screenshot, as shown in the following figure:
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Figure 18.18: Starting the "mongod" with Replication parameters


	Now open another command prompt in the administrator mode and navigate to the bin directory of your MongoDB installation path, which is, C:\Program Files\MongoDB\Server\4.4\bin, in our case, and then type the following command: 
mongo --host localhost --port 27017

This command will connect us to the MongoDB Shell, as shown in the following figure.

Note that you should not close the another command prompt. Keep it open so that the mongod instance will keep on running on the port 27017:
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Figure 18.19: Connected to the MongoDB Shell


	After we get connected to the MongoDB Shell, try to run any MongoDB Shell command like the following: 
show dbs

You will see that the MongoDB Shell will return the error, as shown in the following figure. At this point, we haven't initiated the replica set and we need to give some MongoDB Shell commands to initiate the replication process:
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Figure 18.20: "show dbs" returned error in MongoDB Shell


	Now, we need to initiate the replication process and for this we need to add our first member which will act as the primary member in the replica set. To do this, first create a variable with the details of the members of the replica set. In our case, we will create a variable with the name replicaSetConfig having the _id same as of our replica set, which is BPBOnlineReplicaSet and the members details will have the _id as 0 (for the first member in the replica set) and their host value which is the host and port values and it is localhost:2701, in our case:
replicaSetConfig = {

_id: "BPBOnlineReplicaSet",

members: [{

_id: 0,

host: "localhost:27017"

}]

}

Enter the preceding code in the MongoDB Shell and you will get the result similar to the screenshot, as shown in the following figure:
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Figure 18.21: "show dbs" returned error in MongoDB Shell


	Now, we can use this variable replicaSetConfig during the initialization command for the replica set creation. Type the following command to initiate the replication process:
rs.initiate(replicaSetConfig)

Enter the preceding command in the MongoDB Shell and you will get the result similar to the screenshot, as shown in the following figure:
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Figure 18.22: Initializing the Replication with "rs.initiate()" Command in MongoDB Shell


	If you see carefully in our MongoDB Shell, you will find that our MongoDB prompt has changed to BPBOnlineReplicaSet:SECONDARY>:
Just press the Enter key without typing anything and this will change the prompt to BPBOnlineReplicaSet:PRIMARY> and you will get the result similar to the screenshot, as shown in the following figure:
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Figure 18.23: Changing the MongoDB Shell from SECONDARY to PRIMARY with a Enter key


	We can now verify the status of our replica set using the following command:
rs.status()

Just enter the aforementioned command in your MongoDB Shell of the primary instance and you will get the result similar to the following screenshot. You will get the information about the replica set members and the status, which is OK in our case, as shown in the following figure:
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Figure 18.24: "rs.status()" – Checking the status of the Replica Set


	Now we can add new members to this replica set. But before we do so, we need to start the secondary members (these members will run the MongoDB instances in different ports) and add them after these secondary instances will start. To do this, we should start our first secondary member with the help of the mongod command similar to what we have used at the beginning of our primary member of the replica set.
To do this, open another command prompt in the administrative mode without closing any other command prompts that are already open. Navigate to the bin directory of the MongoDB installation and type the following command, as shown in the following figure:

mongod --dbpath "C:\Program Files\MongoDB\Server\4.4\data\BPBOnlineDBSS1" --logpath "C:\Program Files\MongoDB\Server\4.4\log\BPBOnlineDBSS1\mongod.log" --port 27018 –storageEngine wiredTiger --journal --replSet BPBOnlineReplicaSet

Here, the parameters given in the mongod command are described as follows:


	--dbpath: Path of our DB directory location

	--logpath: Path of our DB log file location

	--port: For our first secondary server, we will use 27018

	--storageEngine: We will use "wiredTiger"

	--journal: This will enable the MongoDB journaling

	--replSet: In our case, we will use BPBOnlineReplicaSet, which is common for all the three member nodes or instances in the replica set.
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Figure 18.25: Starting the Secondary Server Instance using "mongod"


	Now, as the first secondary instance has started successfully on the port number 27018, we can add this instance to our replica set. To do this, open the existing shell window of the primary instance and type the following command in the Shell prompt of the primary instance:
rs.add("localhost:27018")

After you enter the preceding command in your MongoDB Shell of the primary instance, you will get the result similar to the following screenshot. You will see that in our case, the status is OK, as shown in the following figure:
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Figure 18.26: "rs.add()" – Adding new Secondary Members to the Replica Set


	Now we can add our third member to this replica set. But before we do so, we need to start the third instance on a different port. To do this, we need to start our second secondary member with the help of the mongod command which is similar to what we used during the starting of our first and second member of the replica set.
To do this, open another command prompt in the administrative mode without closing any other command prompt that are already open. Navigate to the bin directory of the MongoDB installation and type the following command, as shown in the following figure:

mongod --dbpath "C:\Program Files\MongoDB\Server\4.4\data\BPBOnlineDBSS2" --logpath "C:\Program Files\MongoDB\Server\4.4\log\BPBOnlineDBSS2\mongod.log" --port 27019 –storageEngine wiredTiger --journal --replSet BPBOnlineReplicaSet

Here, the parameters that are given in the mongod command are described as follows:


	--dbpath: Path of our DB directory location

	--logpath: Path of our DB log file location

	--port: For our first secondary server, we will use 27019

	--storageEngine: We will use "wiredTiger"

	--journal: This will enable the MongoDB journaling

	--replSet: In our case, we will use BPBOnlineReplicaSet, which is common for all the three member nodes or instances in the replica set.
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Figure 18.27: Starting the Secondary Server Instance using "mongod"


	Now, as the second secondary instance has started successfully on the port number 27019, we can add this instance into our replica set. To do this, open the existing shell window of the primary instance and type the following command in the Shell prompt of the primary instance:
rs.add("localhost:27019")

Once you enter the preceding command in your MongoDB Shell of the primary instance, you will get the result similar to the following screenshot. You will see that in our case the status is OK, as shown in the following figure:
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Figure 18.28: "rs.add()" – Adding new Secondary Members to the Replica Set


	We can again verify the status of our replica set using the following command: 
rs.status()

Just enter the preceding command in your MongoDB Shell of the primary instance and you will get the result similar to the following screenshot. You will get the information about the replica set members and the status for which is OK, in our case, as shown in the following figure:
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Figure 18.29: "rs.status()" – Checking the status of the Replica Set


	We can run one more command that will give the status of our primary replica set, Ether the following command in the MongoDB Shell of the primary instance:
rs.isMaster()

Just enter the preceding command in your MongoDB Shell of the primary instance. You will get the result similar to the following screenshot. You will get the information about the primary server and you will see that it has the value true, in our case, as shown in the following figure:
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Figure 18.30: "rs.isMaster()" – Checking the status of the Primary Member of Replica Set




Now, we have successfully created the replica set with three members. But to check whether the replication is happening correctly or not, we need to verify with the help of some process. Let us verify this with some MongoDB database and collection and create new documents under the MongoDB collection.

Verifying the MongoDB replication using data

For the verification process, we need to follow these steps:


	Go to the MongoDB Shell of the primary instance and create a new database and collection and insert some documents. We will run the following command in the MongoDB Shell of our primary server, as shown in the following figure:
use BPBOnlineRepliationDB

db. BPBOnlineRepliationCollection.insert({"booktitle":"Docker Demystified"})

db. BPBOnlineRepliationCollection.insert({"booktitle":"Hardware Description Language Demystified"})

db.BPBOnlineRepliationCollection.find().pretty()
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Figure 18.31: Running few Data Related commands on the MongoDB Shell of Primary Server


	Now, open the MongoDB Shell of our secondary server in the replica set using the new command prompt in the administrative mode and run the following command. It will then open the MongoDB Shell prompt of our secondary server in the replica set. Please keep all the earlier command prompts open, as shown in the following figure:
mongo --host localhost --port 27018
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Figure 18.32: Opening MongoDB Shell of the Secondary Server


	In the same MongoDB Shell (secondary server), type the following command to verify if the replication has taken place and you will be able to see the documents under the collection created by us from our primary server Shell:
use BPBOnlineRepliationDB

db.BPBOnlineRepliationCollection.find().pretty()

Once you run the preceding commands from the secondary server first time, it will give you an error as some configuration needs to take place from our secondary servers Shell, as shown in the following figure:
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Figure 18.33: Secondary Server giving error on db.collection.find()


	In order to resolve this issue, we need to run the following command on the MongoDB Shell of both of our secondary servers, as shown in the following figure:
rs.secondaryOk()

rs.status()
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Figure 18.34: Secondary Server – Resolving the Issues


	Now go back to the MongoDB Shell prompt of the primary server and add one more document in the same collection by giving the following command, as shown in the following figure:
db.BPBOnlineRepliationCollection.insert({"booktitle":"MongoDB Replication"})
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Figure 18.35: Primary Server adding one more record to the document


	Now, in the MongoDB Shell of any of the secondary servers, type the following command to verify if the replication has taken place. You will be able to see the documents including the newly created document under the collection created by us from our primary server Shell:
use BPBOnlineRepliationDB

db.BPBOnlineRepliationCollection.find().pretty()

Once you run the preceding command from the both of the secondary servers for the first time, it will show you all the documents present in the collection, and thus, we can verify now that the replication is taking place correctly on the replica set created by us, as shown in the following figure:
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Figure 18.36: Secondary Server displaying documents with db.collection.find()




Conclusion

In this chapter, we covered the replication part of MongoDB. We learned about the replication and the replica sets in a quick recap. We also learned about the MongoDB heartbeats and how the heartbeats play an important role in the replicated environment. We also learned how the election of the new primary member takes place and when this election process starts. Later in this chapter, we covered the pre-configuration steps before we started with the practical step-by-step method to create the replicated environment with the MongoDB primary and secondary instances. We also learned how to setup the replicated MongoDB environment with the step-by-step method. In the last part of this chapter, we learned how to verify the replication setup if it has been configured correctly with the help of the data.

Questions


	What do you understand by replication?

	What is a replica set?

	What do you understand by the MongoDB heartbeats?

	How does the election of the primary member take place and when does it happen usually between the other members of the replica set?

	Explain the process of creating the replicated environment in your Windows machine?

	Name the command by which we can check the status of the replica set.

	Explain the process of verifying the replicated environment you created with the step-by-step method explained in this chapter.







CHAPTER 19

Sharding in MongoDB


This chapter covers the sharding part of MongoDB. In this chapter, we will learn about sharding and shaded clusters in a quick recap. We will also learn the importance of the config database in a sharded environment. We will also learn about the shard keys. Later in this chapter, we will cover the pre-configuration steps before we start with the practical step-by-step method to create a sharded environment with the MongoDB replica sets. We will then also learn how to setup the MongoDB sharded environment. We will learn the complete the step-by-step process of sharding in an easy-to-understand 8 steps.

Structure

In this chapter, we will discuss the following topics:


	Basic introduction to sharding – quick recap

	Sharded clusters

	Read and write operations and the importance of config database

	Shard key

	Pre-configuration steps

	Starting with MongoDB sharding on Windows machine

	The complete step-by-step process of sharding

	Step 1 – Stop the existing MongoDB services on Windows machine

	Step 2 – Create the first replica set (our first shard)

	Step 3 – Create the second replica set (our second shard)

	Step 4 – Create the third replica set (our third shard)

	Step 5 – Create the replica set of the config servers in a sharded environment

	Step 6 - Start MongoDB in sharded environment as "mongos"

	Step 7 - Add MongoDB in shard keys

	Step 8 - Verify MongoDB sharding using data





Objectives

After studying this unit, you should be able to get a quick recap and introduction to the process of sharding and sharded clusters. You will also understand the read and write operations in sharding and the importance of config database. You will also learn about the shard keys. Later in this chapter, you will learn the pre-configuration steps to setup the sharded environment and also learn how we can setup MongoDB sharding on Windows machine. Major part of this chapter is focused on the step-by-step process of sharding in an easy-to-understand 8 steps to give you the practical knowledge on this topic.

Basic introduction to sharding – quick recap

Sharding is a process of distributing the large data across multiple machines or servers. There are cases where the applications have large sets of data which cannot be served by a single machine or server due to its hardware limits. These limits can be due to the CPU capacities or sometimes due to the memory capacities like RAM or disk drives.

In this case, MongoDB provides the feature of sharding where we can distribute our large data across different machines or servers. By doing this, we can serve this large data easily by an increased computational power we gained by using more machines or servers instead of a single machine or server.

Some of the benefits of sharding are as follows:


	An increase in the computational power due to the use of multiple machines or servers.

	Lower costs because instead of increasing the computational capacities of one machine, which also has a limitation, we increase the computational capacities by involving multiple machines which can together create a lot of computational power and is a cheaper option.

	MongoDB supports horizontal scaling by using sharding which is a more effective solution. Many a times, it is not practically possible to increase the CPU and memory capacities of a single machine as it has a maximum limit and is expensive. Increasing the computational capacity of a single machine is also termed as vertical scaling. So, it is always a better and cheaper option to increase the computational power by using multiple machines. This is called horizontal scaling.



Sharded clusters

In simple terms, sharded clusters are groups of MongoDB instances used to serve large data. Here, the data is served to the applications by splitting the large data into the multiple sharded clusters, as shown in the following figure:


[image: ]

Figure 19.1: Sharding in MongoDB

Read and write operations and importance of config database

As we studied earlier in this chapter, in MongoDB, we can distribute the large data into small data using sharding. So, when we divide the larger data into smaller subsets using sharding, it is totally transparent to an application.

Whenever we perform sharding, we specify a sharding key for the MongoDB collections so that the data can be handled in an effective manner. So, whenever the clients send any requests, they should include this sharded key so that the data can be fetched directly from the particular shard (subset of the sharded data). If the client does not send its query with the shard key, then the read operation will take more time since every shard has to be involved in the query.

In the sharded clusters, the config database is maintained and is very helpful in routing the queries to the shards. So, if any client sends the query with the sharded key, then by using the metadata from the config database, the queries are redirected or routed to a particular shard.

Whenever there is a write request from the client for the sharded collections in the sharded cluster, the request goes to the particular shard (subset of the sharded data) which is responsible for that particular data set.

Here, the write operation is performed using the metadata which is in the config database. Based on this metadata, the redirection or routing is done for the write operation to the particular shard in the sharded cluster. The write operations are done only on the primary nodes of the sharded cluster.

Shard key

In a MongoDB sharded environment, the shard key plays an important role in distributing the MongoDB collection data to different shards. Shard key is an indexed field or indexed compound field of a collection. We need to specify the shard key during the implementation of the sharded environment.

During any read or write request from the client in a shaded environment, the query router redirects the requests to the related shard based on these shard keys, as shown in the following figure:
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Figure 19.2: Shard Key in MongoDB

Pre-configuration steps

In order to perform sharding on our machine, let us first understand the steps we need to take to correctly setup a replication environment on our machine using MongoDB.

To start the sharding process, we need to follow these steps:


	We will use Windows operating system having MongoDB installed

	We will stop the existing MongoDB service on our Windows machine

	We will create 3 replica sets which has 3 MongoDB nodes to form a group of replica sets

	In each of the 3 replica sets, we will create one MongoDB instance which will act as the primary server or node of the replica set

	In each of the 3 replica sets, we will create two MongoDB instances which will act like the secondary servers or nodes of the replica set

	So, basically we will form 3 groups of replica sets having one primary and two secondary servers

	We will then create a set of 3 configuration servers

	After that, we will create a sharding server with a sharded key on a collection.

	We will now insert a few documents in the sharded collection to check if it is working properly.



The following diagram depicts our MongoDB replica sets grouped with sharded environment on our Windows machine:
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Figure 19.3: Sharding in MongoDB on Windows Machine

Starting with MongoDB sharding on Windows machine

Note that here we will create MongoDB instances (cluster nodes) with the help of Windows service option of mongod. Instead of starting mongod from the command prompt and keep that running, we do this to prevent opening of so many command prompt windows so that our system won't get messy as we need to create 12 MongoDB instances on our Windows machine and then we need to start mongos (MongoDB sharing environment) from the Windows command prompt.

Following is the step-by-step process to do the sharding of MongoDB:

Step 1 –Stop the existing MongoDB services on Windows machine


	In the Search Box of your Windows, type services and open Windows service manager, as shown in the following screenshot:
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Figure 19.4: Open Windows Services Manager


	Now, in the Windows service manager, navigate to MongoDB service, then right click on the Service. This will open up a service related Menu which has the Stop option. Click this option to stop the MongoDB service, as shown in the following screenshot:
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Figure 19.5: Windows Service Manager – Stop MongoDB Service


	Now, as the MongoDB service will stop, you will see that the running status is blank. Now, you can close the Windows service manager, as shown in the following screenshot:
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Figure 19.6: Windows Service Manager – MongoDB Service has been stopped




Step 2 – Create the first replica set (our first shard)

Let us create the first replica set for the MongoDB sharded environment. To do this, we need to perform the following steps:


	We need to create few folders to keep the MongoDB instances data and log files. Now, instead of doing it manually one-by-one, we will create these folders with the help of the following commands which will automatically create these folders:
For MongoDB data files:

mkdir "c:\MongoDB-Sharding\data\BPBOnlineShard1\BPBOnlineReplica Set1\BPBOnlineDBS1" "c:\MongoDB-Sharding\data\BPBOnlineShard1\BPBOnlineReplicaSet1\BPBOnlineDBS2" "c:\MongoDB-Sharding\data\BPBOnlineShard1\BPBOnlineReplicaSet1\BPBOnlineDBS3"

For MongoDB log files:

mkdir "c:\MongoDB-Sharding\log\BPBOnlineShard1\BPBOnlineReplicaSet1\BPBOnlineDBS1" "c:\MongoDB-Sharding\log\BPBOnlineShard1\BPBOnlineReplicaSet1\BPBOnlineDBS2" "c:\MongoDB-Sharding\log\BPBOnlineShard1\BPBOnlineReplicaSet1\BPBOnlineDBS3"

If you look this closely, you will find that our main directory is MongoDB-Sharding under the c: drive on your Windows machine (you may change the name and the directory according to your wish).

Then, under the "ongoDB-Sharding directory, there will be 2 child directories, data, which will keep the MongoDB data files, and log, which will keep the MongoDB log files.

So, till now, the structure will be as follows:


	c:\MongoDB-Sharding\data

	c:\MongoDB-Sharding\log


Then, in both the data and log directories, we will have two common types of directories, BPBOnlineShard1 (which is the name of our first shard), and under this directory there would be another directory, BPBOnlineReplicaSet1 (which is the name of our first replica set).

At last, under the BPBOnlineReplicaSet1 directory, we will have 3 different directories which will cater to each one of the 3 MongoDB instances in the replica set for these directories as follows:

For MongoDB data files (complete path):


	<Main Directory>\data\BPBOnlineShard1\BPBOnlineReplicaSet1\BPBOnlineDBS1

	<Main Directory>\data\BPBOnlineShard1\BPBOnlineReplicaSet1\BPBOnlineDBS2

	<Main Directory>\data\BPBOnlineShard1\BPBOnlineReplicaSet1\BPBOnlineDBS3


For MongoDB log files (complete path):


	<Main Directory>\log\BPBOnlineShard1\BPBOnlineReplicaSet1\BPBOnlineDBS1

	<Main Directory>\log\BPBOnlineShard1\BPBOnlineReplicaSet1\BPBOnlineDBS2

	<Main Directory>\log\BPBOnlineShard1\BPBOnlineReplicaSet1\BPBOnlineDBS3


Here:


	<Main Directory> = c:\MongoDB-Sharding\

	"BPBOnlineDBS1", "BPBOnlineDBS2" and "BPBOnlineDBS3" are the names of the database server directories


If you closely look at the directory structure, it looks perfect to create the first replica set in the sharded environment.


	Let us first create new directories which will be the data directories for our MongoDB instances. To do this, open the Windows command prompt in the administrator mode and then enter the following command, as shown in the following screenshot:
mkdir "c:\MongoDB-Sharding\data\BPBOnlineShard1\BPBOnlineReplicaSet1\BPBOnlineDBS1" "c:\MongoDB-Sharding\data\BPBOnlineShard1\BPBOnlineReplicaSet1\BPBOnlineDBS2" "c:\MongoDB-Sharding\data\BPBOnlineShard1\BPBOnlineReplicaSet1\BPBOnlineDBS3"
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Figure 19.7: MongoDB Data Folders - Creating new Folders


	After you have created the new directories, you should see them under the c: drive, similar to what is shown in the following screenshot:
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Figure 19.8: MongoDB Data Folders – New Folders gets created


	Now, let's first create the new directories which would be the log directories for our MongoDB instances. To do this, open the Windows command prompt in the administrator mode and then enter the following command, as shown in the following screenshot:
mkdir "c:\MongoDB-Sharding\log\BPBOnlineShard1\BPBOnlineReplicaSet1\BPBOnlineDBS1" "c:\MongoDB-Sharding\log\BPBOnlineShard1\BPBOnlineReplicaSet1\BPBOnlineDBS2" "c:\MongoDB-Sharding\log\BPBOnlineShard1\BPBOnlineReplicaSet1\BPBOnlineDBS3"
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Figure 19.9: MongoDB Log Folders - Creating new Folders


	After you have created new directories, you should see them under the c: drive, similar to what is shown in the following screenshot:
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Figure 19.10: MongoDB Log Folders – New Folders gets created


	Now, we will start our first server with the help of mongod command by giving few parameters as follows (note that here, we will run this as Windows service as explained in the previous section of this chapter):
mongod --replSet BPBOnlineReplicaSet1 --dbpath "c:\MongoDB-Sharding\data\BPBOnlineShard1\BPBOnlineReplicaSet1\BPBOnlineDBS1" --logpath "c:\MongoDB-Sharding\log\BPBOnlineShard1\BPBOnlineReplicaSet1\BPBOnlineDBS1\mongod.log" --port 37017 --shardsvr --install --serviceName "BPBOnlineSharding MongoDB 37017" --serviceDisplayName "BPBOnlineSharding MongoDB 37017" --serviceDescription "MongoDB on Port 37017 BPBOnlineShard1-BPBOnlineReplicaSet1-BPBOnlineDBS1"

This command needs to run in the command prompt in the administrator mode. Here, the parameters given in the mongod command are described as follows:

--dbpath= Path of our DB Directory Location

--logpath= Path of our DB Log File Location

--port = Port Number for MongoDB Instance, in our case we will use "37017"

--replSet= In our case we will be using "BPBOnlineReplicaSet1", which is common for all 3 Member Nodes or Instances in the Replica Set 1 under the MongoDB Sharded Environment 1 "BPBOnlineShard1".

--shardsvr = MongoDB Option for Sharding (Sharded Environment)

--install = To Install the MongoDB as Service

--serviceName= Name of the Windows Service, in our case we will be using "BPBOnlineSharding MongoDB 37017"

--serviceDisplayName= Display Name of the Windows Service, in our case we will be using "BPBOnlineSharding MongoDB 37017"

--serviceDescription= Description of the Windows Service, in our case we will be using"MongoDB on Port 37017 BPBOnlineShard1-BPBOnlineReplicaSet1-BPBOnlineDBS1"


	Now, open the command prompt in the administrator mode and navigate to the bin directory of your MongoDB installation path, which is C:\Program Files\MongoDB\Server\4.4\bin, in our case, as shown in the following screenshot:
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Figure 19.11: Opening Command Prompt with Administrator Mode and navigating to MongoDB "bin" directory


	Now, type the following command with all the parameters that we will create Windows service for our first server in the replica set as follows:
mongod --replSet BPBOnlineReplicaSet1 --dbpath "c:\MongoDB-Sharding\data\BPBOnlineShard1\BPBOnlineReplicaSet1\BPBOnlineDBS1" --logpath "c:\MongoDB-Sharding\log\BPBOnlineShard1\BPBOnlineReplicaSet1\BPBOnlineDBS1\mongod.log" --port 37017 --shardsvr --install --serviceName "BPBOnlineSharding MongoDB 37017" --serviceDisplayName "BPBOnlineSharding MongoDB 37017" --serviceDescription "MongoDB on Port 37017 BPBOnlineShard1-BPBOnlineReplicaSet1-BPBOnlineDBS1"

Once you enter this command, you will get a response something similar to the screenshot shown in the following screenshot:
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Figure 19.12: Adding the new MongoDB Windows Service - "mongod" with Replication parameters


	Now, type the following command to start this Windows service from your command prompt which is already open in the administrative mode, as shown in the following screenshot:
net start "<Name of the Windows Service>"

In our case, it is as follows:

net start "BPBOnlineSharding MongoDB 37017"
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Figure 19.13: Starting the new MongoDB Windows Service


	Now, we will start our second server with the help of mongod command by giving few parameters as follows (note that here, we will run this as Windows service as explained in the previous section of this chapter):
mongod --replSet BPBOnlineReplicaSet1 --dbpath "c:\MongoDB-Sharding\data\BPBOnlineShard1\BPBOnlineReplicaSet1\BPBOnlineDBS2" --logpath "c:\MongoDB-Sharding\log\BPBOnlineShard1\BPBOnlineReplicaSet1\BPBOnlineDBS2\mongod.log" --port 37018 --shardsvr --install --serviceName "BPBOnlineSharding MongoDB 37018" --serviceDisplayName "BPBOnlineSharding MongoDB 37018" --serviceDescription "MongoDB on Port 37018 BPBOnlineShard1-BPBOnlineReplicaSet1-BPBOnlineDBS2"

This command needs to run in the command prompt open in the administrator mode. Here, the parameters given in the mongod command are described as follows:

--dbpath= Path of our DB Directory Location

--logpath= Path of our DB Log File Location

--port = Port Number for MongoDB Instance, in our case we will use "37018"

--replSet= In our case we will be using "BPBOnlineReplicaSet1", which is common for all 3 Member Nodes or Instances in the Replica Set 1 under the MongoDB Sharded Environment 1 "BPBOnlineShard1".

--shardsvr = MongoDB Option for Sharding (Sharded Environment)

--install = To Install the MongoDB as Service

--serviceName= Name of the Windows Service, in our case we will be using "BPBOnlineSharding MongoDB 37018"

--serviceDisplayName= Display Name of the Windows Service, in our case we will be using "BPBOnlineSharding MongoDB 37018"

--serviceDescription= Description of the Windows Service, in our case we will be using "MongoDB on Port 37018 BPBOnlineShard1-BPBOnlineReplicaSet1-BPBOnlineDBS2"


	Now, open the command prompt in the administrator mode and navigate to the bin directory of your MongoDB installation path, which is C:\Program Files\MongoDB\Server\4.4\bin, in our case, as shown in the following screenshot:
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Figure 19.14: Opening Command Prompt with Administrator Mode and navigating to MongoDB "bin" directory


	Now, type the following command with all the parameters that we will create Windows service for our second server in the replica set as follows:
mongod --replSet BPBOnlineReplicaSet1 --dbpath "c:\MongoDB-Sharding\data\BPBOnlineShard1\BPBOnlineReplicaSet1\BPBOnlineDBS2" --logpath "c:\MongoDB-Sharding\log\BPBOnlineShard1\BPBOnlineReplicaSet1\BPBOnlineDBS2\mongod.log" --port 37018 --shardsvr --install --serviceName "BPBOnlineSharding MongoDB 37018" --serviceDisplayName "BPBOnlineSharding MongoDB 37018" --serviceDescription "MongoDB on Port 37018 BPBOnlineShard1-BPBOnlineReplicaSet1-BPBOnlineDBS2"

After you enter this command, you will get a response something similar to the screenshot shown in the following screenshot:
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Figure 19.15: Adding the new MongoDB Windows Service - "mongod" with Replication parameters


	Now, type the following command to start this Windows service from your command prompt already open in the administrative mode, as shown in the following screenshot:
net start "<Name of the Windows Service>"

In our case, it is as follows:

net start "BPBOnlineSharding MongoDB 37018"
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Figure 19.16: Starting the new MongoDB Windows Service


	Now, we will start our third server with the help of the mongod command by giving few parameters as follows (note that here, we will run this as Windows service as explained in the previous section of this chapter):
mongod --replSet BPBOnlineReplicaSet1 --dbpath "c:\MongoDB-Sharding\data\BPBOnlineShard1\BPBOnlineReplicaSet1\BPBOnlineDBS3" --logpath "c:\MongoDB-Sharding\log\BPBOnlineShard1\BPBOnlineReplicaSet1\BPBOnlineDBS3\mongod.log" --port 37019 --shardsvr --install --serviceName "BPBOnlineSharding MongoDB 37019" --serviceDisplayName "BPBOnlineSharding MongoDB 37019" --serviceDescription "MongoDB on Port 37019 BPBOnlineShard1-BPBOnlineReplicaSet1-BPBOnlineDBS3"

This command needs to run in the command prompt in the administrator mode. Here, the parameters given in the mongod command are described as follows:

--dbpath= Path of our DB Directory Location

--logpath= Path of our DB Log File Location

--port = Port Number for MongoDB Instance, in our case we will use "37019"

--replSet= In our case we will be using "BPBOnlineReplicaSet1", which is common for all 3 Member Nodes or Instances in the Replica Set 1 under the MongoDB Sharded Environment 1 "BPBOnlineShard1".

--shardsvr = MongoDB Option for Sharding (Sharded Environment)

--install = To Install the MongoDB as Service

--serviceName= Name of the Windows Service, in our case we will be using "BPBOnlineSharding MongoDB 37019"

--serviceDisplayName= Display Name of the Windows Service, in our case we will be using "BPBOnlineSharding MongoDB 37019"

--serviceDescription= Description of the Windows Service, in our case we will be using"MongoDB on Port 37019 BPBOnlineShard1-BPBOnlineReplicaSet1-BPBOnlineDBS3"


	Now, open the command prompt in the administrator mode and navigate to the bin directory of your MongoDB installation path, which is C:\Program Files\MongoDB\Server\4.4\bin, in our case, as shown in the following screenshot:
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Figure 19.17: Opening Command Prompt with Administrator Mode and navigating to MongoDB "bin" directory


	Now, type the following command with all the parameters that we will create Windows service for our third server in the replica set as follows:
mongod --replSet BPBOnlineReplicaSet1 --dbpath "c:\MongoDB-Sharding\data\BPBOnlineShard1\BPBOnlineReplicaSet1\BPBOnlineDBS3" --logpath "c:\MongoDB-Sharding\log\BPBOnlineShard1\BPBOnlineReplicaSet1\BPBOnlineDBS3\mongod.log" --port 37019 --shardsvr --install --serviceName "BPBOnlineSharding MongoDB 37019" --serviceDisplayName "BPBOnlineSharding MongoDB 37019" --serviceDescription "MongoDB on Port 37019 BPBOnlineShard1-BPBOnlineReplicaSet1-BPBOnlineDBS3"

After you enter this command, you will get a response something similar to the screenshot shown in the following screenshot:
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Figure 19.18: Adding the new MongoDB Windows Service - "mongod" with Replication parameters


	Now, type the following command to start this Windows service from your command prompt already open in the administrative mode, as shown in the following screenshot:
net start "<Name of the Windows Service>"

In our case, it is as follows:

net start "BPBOnlineSharding MongoDB 37019"


[image: ]

Figure 19.19: Starting the new MongoDB Windows Service


	Now, as our all the three MongoDB server mongod instances have successfully started, we can open the Windows Service Manager (as explained in the previous step of this chapter, where we have explained the process of opening the Windows service manager using the Windows search box) and then navigate to the service named, BPBOnlineSharding MongoDB<Port Number>. You will see that all the MongoDB instances are created in the background and their status should be Running, as shown in the following screenshot:
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Figure 19.20: Windows Service Manager – MongoDB Replica Set Instances (Running in Background)


	Now, open the existing command prompt (which is already open in the administrator mode). If you are not already in the bin directory of your MongoDB installation path, first navigate to it, which is C:\Program Files\MongoDB\Server\4.4\bin, in our case, and then type the following command:
mongo --port 37017

This command will connect us to the MongoDB Shell, as shown in the following screenshot:
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Figure 19.21: Connected to the MongoDB Shell


	Now, we need to initiate the replication process, and for this, we need to add all the member details with their host and port. In our case, we will create a variable named BPBOnlineReplicaSet1Config with the _id same as our replica set, which is BPBOnlineReplicaSet1, and the member details have the _id 0, 1, and 2 (for the first, second, and third members in the replica set), and their host and port values, which are localhost:37017, localhost:37018, and localhost:37019 (for the first, second, and third members in the replica set). In our case, it is as follows.
BPBOnlineReplicaSet1Config = {

_id: "BPBOnlineReplicaSet1",

members: [{

_id: 0,

host: "localhost:37017"

},

{

_id: 1,

host: "localhost:37018"

},

{

_id: 2,

host: "localhost:37019"

}

]

};

Enter the preceding code in the MongoDB Shell and you will get the result similar to the screenshot shown in the following screenshot:
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Figure 19.22: MongoDB Shell – Replication Config Variable


	Now, we can use the variable BPBOnlineReplicaSet1Config during the initialization command for the replica set creation. Type the following command to initiate the replication process:
rs.initiate(BPBOnlineReplicaSet1Config)

Enter the preceding command in the MongoDB Shell and you will get the result similar to the screenshot shown in the following screenshot:
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Figure 19.23: Initializing the Replication with "rs.initiate()" Command in MongoDB Shell


	If you see carefully in our MongoDB Shell, you will find that your MongoDB prompt has changed to BPBOnlineReplicaSet1:SECONDARY>.
Usually, it takes some time to decide for the primary and it can be any member chosen to be the primary member of the replica set. But usually, the first member in the configuration file becomes the Primary Member. This process can take a few seconds. So, if you just press the Enter key without typing anything, this could change the prompt to BPBOnlineReplicaSet1:PRIMARY> and you can get the result similar to the screenshot shown in the following screenshot:


[image: ]

Figure 19.24: Changing the MongoDB Shell from SECONDARY to PRIMARY with an Enter key


	We can verify the status of our replica set using the following command:
rs.status()

Just enter the preceding command in your MongoDB Shell of the primary instance and you will get the result similar to the following screenshot. You will get the information about the replica set members and their status, which is O", in our case, as shown in the following screenshot:
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Figure 19.25: "rs.status()" – Checking the status of the Replica Set




So, we have successfully created our first shard with the replica set of three members. Now, let us repeat this entire process to create the other two shards having the replica set of three members each.

Step 3 – Create the second replica set (our second shard)

Let us create the second replica set for the MongoDB sharded environment. To do this, we need to perform the following steps:


	We need to create few folders to keep the MongoDB instances data and log files. Now, instead of doing it manually one-by-one, we will create these folders with the help of few commands which will automatically create these folders:
For MongoDB data files:

mkdir "c:\MongoDB-Sharding\data\BPBOnlineShard2\BPBOnlineReplicaSet2\BPBOnlineDBS1" "c:\MongoDB-Sharding\data\BPBOnlineShard2\BPBOnlineReplicaSet2\BPBOnlineDBS2" "c:\MongoDB-Sharding\data\BPBOnlineShard2\BPBOnlineReplicaSet2\BPBOnlineDBS3"

For MongoDB log files:

mkdir "c:\MongoDB-Sharding\log\BPBOnlineShard2\BPBOnlineReplicaSet2\BPBOnlineDBS1" "c:\MongoDB-Sharding\log\BPBOnlineShard2\BPBOnlineReplicaSet2\BPBOnlineDBS2" "c:\MongoDB-Sharding\log\BPBOnlineShard2\BPBOnlineReplicaSet2\BPBOnlineDBS3"

If you look this closely, you will find that here, our main directory is MongoDB-Sharding under the c: drive of your Windows machine (you may change the name and directory according to your wish).

Then, under the MongoDB-Sharding directory, there would be 2 child directories, data, which will keep the MongoDB data files, and log, which will keep the MongoDB log files.

So, till now, the structure will be as follows:


	c:\MongoDB-Sharding\data

	c:\MongoDB-Sharding\log


In both the data and log directories we will have two common types of directories, which would be BPBOnlineShard2 (which is the name of our second shard), and under this directory there would be another directory, BPBOnlineReplicaSet2 (which is the name of our second replica set). At last, under the BPBOnlineReplicaSet2 directory, we will have 3 different directories which will cater to each one of the 3 MongoDB instances in the replica set in these directories as follows:

For MongoDB data files (complete path):


	<Main Directory>\data\BPBOnlineShard2\BPBOnlineReplicaSet2\BPBOnlineDBS1

	<Main Directory>\data\BPBOnlineShard2\BPBOnlineReplicaSet2\BPBOnlineDBS2

	<Main Directory>\data\BPBOnlineShard2\BPBOnlineReplicaSet2\BPBOnlineDBS3


For MongoDB log files (complete path):


	<Main Directory>\log\BPBOnlineShard2\BPBOnlineReplicaSet2\BPBOnlineDBS1

	<Main Directory>\log\BPBOnlineShard2\BPBOnlineReplicaSet2\BPBOnlineDBS2

	<Main Directory>\log\BPBOnlineShard2\BPBOnlineReplicaSet2\BPBOnlineDBS3


Here:


	<Main Directory> = c:\MongoDB-Sharding\

	"BPBOnlineDBS1", "BPBOnlineDBS2" and "BPBOnlineDBS3" are the names of the Database Server Directories


If you closely look at the directory structure, it looks perfect to create a second replica set in the sharded environment.


	Let us first create the new directories which will be the data directory for our MongoDB instances. To do this, first open the Windows command prompt in the administrator mode and then enter the following command, as shown in the following screenshot:
mkdir "c:\MongoDB-Sharding\data\BPBOnlineShard2\BPBOnlineReplicaSet2\BPBOnlineDBS1" "c:\MongoDB-Sharding\data\BPBOnlineShard2\BPBOnlineReplicaSet2\BPBOnlineDBS2" "c:\MongoDB-Sharding\data\BPBOnlineShard2\BPBOnlineReplicaSet2\BPBOnlineDBS3"
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Figure 19.26: MongoDB Data Folders - Creating new Folders


	After you have created new directories, you should see them under the "c:" drive, similar to the screenshot, as shown in the following screenshot:
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Figure 19.27: MongoDB Data Folders – New Folders gets created


	Now, let us first create the new directories which would be the log directories for our MongoDB instances. To do this, first open the Windows command prompt in the administrator mode and then enter the following command, as shown in the following screenshot:
mkdir "c:\MongoDB-Sharding\log\BPBOnlineShard2\BPBOnlineReplicaSet2\BPBOnlineDBS1" "c:\MongoDB-Sharding\log\BPBOnlineShard2\BPBOnlineReplicaSet2\BPBOnlineDBS2" "c:\MongoDB-Sharding\log\BPBOnlineShard2\BPBOnlineReplicaSet2\BPBOnlineDBS3"
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Figure 19.28: MongoDB Log Folders - Creating new Folders


	After you created new directories, you should see them under the c: drive, similar to the screenshot shown in the following screenshot:
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Figure 19.29: MongoDB Log Folders – New Folders gets created


	Now, we will start our first server with the help of mongod command by giving few parameters as follows (note that here, we will run this as Windows service as explained in the previous section of this chapter):
mongod --replSet BPBOnlineReplicaSet2 --dbpath "c:\MongoDB-Sharding\data\BPBOnlineShard2\BPBOnlineReplicaSet2\BPBOnlineDBS1" --logpath "c:\MongoDB-Sharding\log\BPBOnlineShard2\BPBOnlineReplicaSet2\BPBOnlineDBS1\mongod.log" --port 47017 --shardsvr --install --serviceName "BPBOnlineSharding MongoDB 47017" --serviceDisplayName "BPBOnlineSharding MongoDB 47017" --serviceDescription "MongoDB on Port 47017 BPBOnlineShard2-BPBOnlineReplicaSet2-BPBOnlineDBS1"

This command needs to run in the command prompt open in the administrator mode. Here, the parameters given in the mongod command are as follows:

--dbpath= Path of our DB Directory Location

--logpath= Path of our DB Log File Location

--port = Port Number for MongoDB Instance, in our case we will use "47017"

--replSet= In our case we will be using "BPBOnlineReplicaSet2", which is common for all 3 Member Nodes or Instances in the Replica Set 2 under the MongoDB Sharded Environment 2 "BPBOnlineShard2".

--shardsvr = MongoDB Option for Sharding (Sharded Environment)

--install = To Install the MongoDB as Service

--serviceName= Name of the Windows Service, in our case we will be using "BPBOnlineSharding MongoDB 47017"

--serviceDisplayName= Display Name of the Windows Service, in our case we will be using "BPBOnlineSharding MongoDB 47017"

--serviceDescription= Description of the Windows Service, in our case we will be using "MongoDB on Port 47017 BPBOnlineShard1-BPBOnlineReplicaSet1-BPBOnlineDBS1"


	Now, open the command prompt in the administrator mode and navigate to the bin directory of your MongoDB installation path, which is C:\Program Files\MongoDB\Server\4.4\bin, in our case, as shown in the following screenshot:
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Figure 19.30: Opening Command Prompt with Administrator Mode and navigating to MongoDB "bin" directory


	Now type the following command with all the parameters that we will create Windows service for our first server in the replica set as follows:
mongod --replSet BPBOnlineReplicaSet1 --dbpath "c:\MongoDB-Sharding\data\BPBOnlineShard1\BPBOnlineReplicaSet1\BPBOnlineDBS1" --logpath "c:\MongoDB-Sharding\log\BPBOnlineShard1\BPBOnlineReplicaSet1\BPBOnlineDBS1\mongod.log" --port 37017 --shardsvr --install --serviceName "BPBOnlineSharding MongoDB 37017" --serviceDisplayName "BPBOnlineSharding MongoDB 37017" --serviceDescription "MongoDB on Port 37017 BPBOnlineShard1-BPBOnlineReplicaSet1-BPBOnlineDBS1"

Once you enter this command, you will get a response something similar to the screenshot shown in the following screenshot:
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Figure 19.31: Adding the new MongoDB Windows Service - "mongod" with Replication parameters


	Now, type the following command to start this Windows service from your command prompt which is already open in the administrative mode, as shown in the following screenshot:
net start "<Name of the Windows Service>"

In our case, it is as follows:

net start "BPBOnlineSharding MongoDB 47017"
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Figure 19.32: Starting the new MongoDB Windows Service


	Now, we will start our second server with the help of mongod command by giving few parameters as follows (note that here, we will run this as Windows service as explained in the previous section of this chapter):
mongod --replSet BPBOnlineReplicaSet2 --dbpath "c:\MongoDB-Sharding\data\BPBOnlineShard2\BPBOnlineReplicaSet2\BPBOnlineDBS2" --logpath "c:\MongoDB-Sharding\log\BPBOnlineShard2\BPBOnlineReplicaSet2\BPBOnlineDBS2\mongod.log" --port 47018 --shardsvr --install --serviceName "BPBOnlineSharding MongoDB 47018" --serviceDisplayName "BPBOnlineSharding MongoDB 47018" --serviceDescription "MongoDB on Port 47018 BPBOnlineShard2-BPBOnlineReplicaSet2-BPBOnlineDBS2"

This command needs to run in the command prompt open in the administrator mode. Here, the parameters given in the mongod command are as follows:

--dbpath= Path of our DB Directory Location

--logpath= Path of our DB Log File Location

--port = Port Number for MongoDB Instance, in our case we will use "47018"

--replSet= In our case we will be using "BPBOnlineReplicaSet2", which is common for all 3 Member Nodes or Instances in the Replica Set 2 under the MongoDB Sharded Environment 2 "BPBOnlineShard2".

--shardsvr = MongoDB Option for Sharding (Sharded Environment)

--install = To Install the MongoDB as Service

--serviceName= Name of the Windows Service, in our case we will be using "BPBOnlineSharding MongoDB 47018"

--serviceDisplayName= Display Name of the Windows Service, in our case we will be using "BPBOnlineSharding MongoDB 47018"

--serviceDescription= Description of the Windows Service, in our case we will be using "MongoDB on Port 47018 BPBOnlineShard2-BPBOnlineReplicaSet2-BPBOnlineDBS2"


	Now, open the command prompt in the administrator mode and navigate to the bin directory of your MongoDB installation path, which is C:\Program Files\MongoDB\Server\4.4\bin, in our case, as shown in the following screenshot:
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Figure 19.33: Opening Command Prompt with Administrator Mode and navigating to MongoDB "bin" directory


	Now, type the following command with all the parameters that we will create Windows service for our second server in the replica set as follows:
mongod --replSet BPBOnlineReplicaSet2 --dbpath "c:\MongoDB-Sharding\data\BPBOnlineShard2\BPBOnlineReplicaSet2\BPBOnlineDBS2" --logpath "c:\MongoDB-Sharding\log\BPBOnlineShard2\BPBOnlineReplicaSet2\BPBOnlineDBS2\mongod.log" --port 47018 --shardsvr --install --serviceName "BPBOnlineSharding MongoDB 47018" --serviceDisplayName "BPBOnlineSharding MongoDB 47018" --serviceDescription "MongoDB on Port 47018 BPBOnlineShard2-BPBOnlineReplicaSet2-BPBOnlineDBS2"

Once you enter this command, you will get a response something similar to the screenshot shown in the following screenshot:
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Figure 19.34: Adding the new MongoDB Windows Service - "mongod" with Replication parameters


	Now, type the following command to start this Windows service from your command prompt which is already open in the administrative mode, as shown in the following screenshot:
net start "<Name of the Windows Service>"

In our case, it is as follows:

net start "BPBOnlineSharding MongoDB 47018"
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Figure 19.35: Starting the new MongoDB Windows Service


	Now, we will start our third server with the help of mongod command by giving few parameters as follows (note that here, we will run this as Windows service as explained in the previous section of this chapter):
mongod --replSet BPBOnlineReplicaSet2 --dbpath "c:\MongoDB-Sharding\data\BPBOnlineShard2\BPBOnlineReplicaSet2\BPBOnlineDBS3" --logpath "c:\MongoDB-Sharding\log\BPBOnlineShard2\BPBOnlineReplicaSet2\BPBOnlineDBS3\mongod.log" --port 47019 --shardsvr --install --serviceName "BPBOnlineSharding MongoDB 47019" --serviceDisplayName "BPBOnlineSharding MongoDB 47019" --serviceDescription "MongoDB on Port 47019 BPBOnlineShard2-BPBOnlineReplicaSet2-BPBOnlineDBS3"

This command needs to run in the command prompt open in the administrator mode. Here, the parameters given in the mongod command are as follows:

--dbpath= Path of our DB Directory Location

--logpath= Path of our DB Log File Location

--port = Port Number for MongoDB Instance, in our case we will use "47019"

--replSet= In our case we will be using "BPBOnlineReplicaSet2", which is common for all 3 Member Nodes or Instances in the Replica Set 2 under the MongoDB Sharded Environment 2 "BPBOnlineShard2".

--shardsvr = MongoDB Option for Sharding (Sharded Environment)

--install = To Install the MongoDB as Service

--serviceName= Name of the Windows Service, in our case we will be using "BPBOnlineSharding MongoDB 47019"

--serviceDisplayName= Display Name of the Windows Service, in our case we will be using "BPBOnlineSharding MongoDB 47019"

--serviceDescription= Description of the Windows Service, in our case we will be using"MongoDB on Port 47019 BPBOnlineShard2-BPBOnlineReplicaSet2-BPBOnlineDBS3"


	Now, open the command prompt in the administrator mode and navigate to the bin directory of your MongoDB installation path, which is C:\Program Files\MongoDB\Server\4.4\bin, in our case, as shown in the following screenshot:
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Figure 19.36: Opening Command Prompt with Administrator Mode and navigating to MongoDB "bin" directory


	Now, type the following command with all the parameters that we will create a Windows service for our third server in the replica set as follows:
mongod --replSet BPBOnlineReplicaSet2 --dbpath "c:\MongoDB-Sharding\data\BPBOnlineShard2\BPBOnlineReplicaSet2\BPBOnlineDBS3" --logpath "c:\MongoDB-Sharding\log\BPBOnlineShard2\BPBOnlineReplicaSet2\BPBOnlineDBS3\mongod.log" --port 47019 --shardsvr --install --serviceName "BPBOnlineSharding MongoDB 47019" --serviceDisplayName "BPBOnlineSharding MongoDB 47019" --serviceDescription "MongoDB on Port 47019 BPBOnlineShard2-BPBOnlineReplicaSet2-BPBOnlineDBS3"

Once you enter this command, you will get a response something similar to the screenshot, as shown in the following screenshot:
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Figure 19.37: Adding the new MongoDB Windows Service - "mongod" with Replication parameters


	Now, type the following command to start this Windows service from your command prompt already open in the administrative mode, as shown in the following screenshot:
net start "<Name of the Windows Service>"

In our case, it is as follows:

net start "BPBOnlineSharding MongoDB 47019"
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Figure 19.38: Starting the new MongoDB Windows Service


	Now, as all our three MongoDB server mongod instances have successfully started, we can open the Windows Service Manager (as explained in the previous step of this chapter where we have explained the process of opening the Windows service manager using the Windows search box), and then navigate to the services named BPBOnlineSharding MongoDB<Port Number>. You will see that all the MongoDB instances are created in background and their status should be Running, as shown in the following screenshot:
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Figure 19.39: Windows Service Manager – MongoDB Replica Set Instances (Running in Background)


	Now, open the existing command prompt (which is already open in the administrator mode). If you are not already in the bin directory of your MongoDB installation path, first navigate to it, which is C:\Program Files\MongoDB\Server\4.4\bin, in our case and then type the following command: 
mongo --port 47017

This command will connect us to the MongoDB Shell, as shown in the following screenshot:
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Figure 19.40: Connected to the MongoDB Shell


	Now, we need to initiate the replication process. For this, we need to add all the member details with their host and port. In our case, we will create a variable named BPBOnlineReplicaSet2Config with the _id same as our replica set, which is BPBOnlineReplicaSet2, and the member details have the _id 0, 1, and 2 (for the first, second, and third members in the replica set) and their host and port values which are localhost:47017, localhost:47018, and localhost:47019 (for the first, second, and third members in the replica set). In our case, it is as follows:
BPBOnlineReplicaSet2Config = {

_id: "BPBOnlineReplicaSet2",

members: [{

_id: 0,

host: "localhost:47017"

},

{

_id: 1,

host: "localhost:47018"

},

{

_id: 2,

host: "localhost:47019"

}

]

};

Enter the preceding code in the MongoDB Shell and you will get the result similar to the screenshot shown in the following screenshot:
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Figure 19.41: MongoDB Shell – Replication Config Variable


	Now, we can use the variable BPBOnlineReplicaSet2Config during the initialization command for the replica set creation. Type the following command to initiate the replication process:
rs.initiate(BPBOnlineReplicaSet2Config)

Enter the preceding command in the MongoDB Shell and you will get the result similar to the screenshot shown in the following screenshot:
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Figure 19.42: Initializing the Replication with "rs.initiate()" Command in MongoDB Shell


	If you see carefully in our MongoDB Shell, you will find that your MongoDB prompt has changed to BPBOnlineReplicaSet2:SECONDARY>.
Usually, it takes some time to decide for the primary and it could be any member chosen to be the primary member of the replica set. But usually, the first member in the configuration file becomes the Primary Member. This process can take a few seconds. So, if you just press the Enter key without typing anything, this could change the prompt to BPBOnlineReplicaSet2:PRIMARY> and you can get the result similar to the screenshot shown in the following screenshot:
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Figure 19.43: Changing the MongoDB Shell from SECONDARY to PRIMARY with an Enter key


	We can verify the status of our replica set using the following command: 
rs.status()

Just enter the preceding command in your MongoDB Shell of the primary instance and you will get the result similar to the following screenshot. You will get the information about the replica set members and their status, which is OK, in our case, as shown in the following screenshot:
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Figure 19.44: "rs.status()" – Checking the status of the Replica Set




So, we have successfully created our second shard with the replica set of three members. Now, let us repeat this entire process to create the third shard having the replica set of three members.

Step 4 – Create the third replica set (our third shard)

Let us create the third replica set for the MongoDB sharded environment. To do this, we need to perform the following steps:


	We need to create few folders which will keep the MongoDB instances data and log files. Now, instead of doing it manually one-by-one, we will create these folders with the help of few commands which will automatically create these folders:
For MongoDB data files:

mkdir "c:\MongoDB-Sharding\data\BPBOnlineShard3\BPBOnlineReplicaSet3\BPBOnlineDBS1" "c:\MongoDB-Sharding\data\BPBOnlineShard3\BPBOnlineReplicaSet3\BPBOnlineDBS2" "c:\MongoDB-Sharding\data\BPBOnlineShard3\BPBOnlineReplicaSet3\BPBOnlineDBS3"

For MongoDB log files:

mkdir "c:\MongoDB-Sharding\log\BPBOnlineShard3\BPBOnlineReplicaSet3\BPBOnlineDBS1" "c:\MongoDB-Sharding\log\BPBOnlineShard3\BPBOnlineReplicaSet3\BPBOnlineDBS2" "c:\MongoDB-Sharding\log\BPBOnlineShard3\BPBOnlineReplicaSet3\BPBOnlineDBS3"

If you look this closely, you can find that here our main directory is MongoDB-Sharding under the c: drive of your Windows machine (you may change the name and directory according to your wish).

Then, under the MongoDB-Sharding directory, there would be 2 child directories, data, which will keep the MongoDB data files, and log which will keep the MongoDB log files. So, till now, the structure will be as follows:


	c:\MongoDB-Sharding\data

	c:\MongoDB-Sharding\log


Then, in both the data and log directories, we will have two common types of directories which would be, BPBOnlineShard3 (which is the name of our third shard), and under this directory, there would be another directory, BPBOnlineReplicaSet1 (which is the name of our third replica set).

At last, under the BPBOnlineReplicaSet3 directory, we will have 3 different directories which will cater to each one of the 3 MongoDB instances in the replica set in these directories as follows:

For MongoDB data files (complete path):


	<Main Directory>\data\BPBOnlineShard3\BPBOnlineReplicaSet3\BPBOnlineDBS1

	<Main Directory>\data\BPBOnlineShard3\BPBOnlineReplicaSet3\BPBOnlineDBS2

	<Main Directory>\data\BPBOnlineShard3\BPBOnlineReplicaSet3\BPBOnlineDBS3


For MongoDB log files (complete path):


	<Main Directory>\log\BPBOnlineShard3\BPBOnlineReplicaSet3\BPBOnlineDBS1

	<Main Directory>\log\BPBOnlineShard3\BPBOnlineReplicaSet3\BPBOnlineDBS2

	<Main Directory>\log\BPBOnlineShard3\BPBOnlineReplicaSet3\BPBOnlineDBS3


Here:


	<Main Directory> = c:\MongoDB-Sharding\

	"BPBOnlineDBS1", "BPBOnlineDBS2" and "BPBOnlineDBS3" are the names of the Database Server Directories


If you closely look at the directory structure, it looks perfect to create a third replica set in the sharded environment.


	Let us first create the new directories which will be the data directory for our MongoDB instances. To do this, first open the Windows command prompt in the administrator mode and then enter the following command, as shown in the following screenshot:
mkdir "c:\MongoDB-Sharding\data\BPBOnlineShard3\BPBOnlineReplica Set3\BPBOnlineDBS1" "c:\MongoDB-Sharding\data\BPBOnlineShard3\BPBOnlineReplicaSet3\BPBOnlineDBS2" "c:\MongoDB-Sharding\data\BPBOnlineShard3\BPBOnlineReplicaSet3\BPBOnlineDBS3"
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Figure 19.45: MongoDB Data Folders - Creating new Folders


	After you have created new directories, you should see them under the c: drive, similar to the screenshot shown in the following screenshot:
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Figure 19.46: MongoDB Data Folders – New Folders gets created


	Now, let us first create the new directories which would be the log directories for our MongoDB instances. To do this, first open the Windows command prompt in the administrator mode and then enter the following command, as shown in the following screenshot:
mkdir "c:\MongoDB-Sharding\log\BPBOnlineShard3\BPBOnlineReplica Set3\BPBOnlineDBS1" "c:\MongoDB-Sharding\log\BPBOnlineShard3\BPBOnlineReplicaSet3\BPBOnlineDBS2" "c:\MongoDB-Sharding\log\BPBOnlineShard3\BPBOnlineReplicaSet3\BPBOnlineDBS3"
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Figure 19.47: MongoDB Log Folders - Creating new Folders


	After you have created new directories, you should see them under the c: drive, similar to the screenshot shown in the following screenshot:
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Figure 19.48: MongoDB Log Folders – New Folders gets created


	Now, we will start our first server with the help of mongod command by giving few parameters as follows (note that here, we will run this as Windows service as explained in the previous section of this chapter):
mongod --replSet BPBOnlineReplicaSet3 --dbpath "c:\MongoDB-Sharding\data\BPBOnlineShard3\BPBOnlineReplicaSet3\BPBOnlineDBS1" --logpath "c:\MongoDB-Sharding\log\BPBOnlineShard3\BPBOnlineReplicaSet3\BPBOnlineDBS1\mongod.log" --port 57017 --shardsvr --install --serviceName "BPBOnlineSharding MongoDB 57017" --serviceDisplayName "BPBOnlineSharding MongoDB 57017" --serviceDescription "MongoDB on Port 57017 BPBOnlineShard3-BPBOnlineReplicaSet3-BPBOnlineDBS1"

This command needs to run in the command prompt open in the administrator mode. Here, the parameters given in the mongod command are as follows:

--dbpath= Path of our DB Directory Location

--logpath= Path of our DB Log File Location

--port = Port Number for MongoDB Instance, in our case we will use "57017"

--replSet= In our case we will be using "BPBOnlineReplicaSet3", which is common for all 3 Member Nodes or Instances in the Replica Set 3 under the MongoDB Sharded Environment 3 "BPBOnlineShard3".

--shardsvr = MongoDB Option for Sharding (Sharded Environment)

--install = To Install the MongoDB as Service

--serviceName= Name of the Windows Service, in our case we will be using "BPBOnlineSharding MongoDB 57017"

--serviceDisplayName= Display Name of the Windows Service, in our case we will be using "BPBOnlineSharding MongoDB 57017"

--serviceDescription= Description of the Windows Service, in our case we will be using "MongoDB on Port 57017 BPBOnlineShard1-BPBOnlineReplicaSet1-BPBOnlineDBS1"


	Now, open the command prompt in the administrator mode and navigate to the bin directory of your MongoDB installation path, which is C:\Program Files\MongoDB\Server\4.4\bin, in our case, as shown in the following screenshot:
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Figure 19.49: Opening Command Prompt with Administrator Mode and navigating to MongoDB "bin" directory


	Now, type the following command with all the parameters that we will create a Windows service for our first server in the replica set as follows:
mongod --replSet BPBOnlineReplicaSet3 --dbpath "c:\MongoDB-Sharding\data\BPBOnlineShard3\BPBOnlineReplicaSet3\BPBOnlineDBS1" --logpath "c:\MongoDB-Sharding\log\BPBOnlineShard3\BPBOnlineReplicaSet3\BPBOnlineDBS1\mongod.log" --port 57017 --shardsvr --install --serviceName "BPBOnlineSharding MongoDB 57017" --serviceDisplayName "BPBOnlineSharding MongoDB 57017" --serviceDescription "MongoDB on Port 57017 BPBOnlineShard3-BPBOnlineReplicaSet3-BPBOnlineDBS1"

Once you enter this command, you will get a response something similar to the screenshot shown in the following screenshot:
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Figure 19.50: Adding the new MongoDB Windows Service - "mongod" with Replication parameters


	Now, type the following command to start this Windows service from your command prompt already open in the administrative mode, as shown in the following screenshot:
net start "<Name of the Windows Service>"

In our case, it is as follows:

net start "BPBOnlineSharding MongoDB 57017"
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Figure 19.51: Starting the new MongoDB Windows Service


	Now, we will start our second server with the help of mongod command by giving few parameters as follows (note that here, we will run this as Windows service as explained in the previous section of this chapter):
mongod --replSet BPBOnlineReplicaSet3 --dbpath "c:\MongoDB-Sharding\data\BPBOnlineShard3\BPBOnlineReplicaSet3\BPBOnlineDBS2" --logpath "c:\MongoDB-Sharding\log\BPBOnlineShard3\BPBOnlineReplicaSet3\BPBOnlineDBS2\mongod.log" --port 57018 --shardsvr --install --serviceName "BPBOnlineSharding MongoDB 57018" --serviceDisplayName "BPBOnlineSharding MongoDB 57018" --serviceDescription "MongoDB on Port 57018 BPBOnlineShard3-BPBOnlineReplicaSet3-BPBOnlineDBS2"

This command needs to run in the command prompt open in the administrator mode. Here, the parameters given in the mongod command are as follows:

--dbpath= Path of our DB Directory Location

--logpath= Path of our DB Log File Location

--port = Port Number for MongoDB Instance, in our case we will use "57018"

--replSet= In our case we will be using "BPBOnlineReplicaSet3", which is common for all 3 Member Nodes or Instances in the Replica Set 3 under the MongoDB Sharded Environment 3 "BPBOnlineShard3".

--shardsvr = MongoDB Option for Sharding (Sharded Environment)

--install = To Install the MongoDB as Service

--serviceName= Name of the Windows Service, in our case we will be using "BPBOnlineSharding MongoDB 57018"

--serviceDisplayName= Display Name of the Windows Service, in our case we will be using "BPBOnlineSharding MongoDB 57018"

--serviceDescription= Description of the Windows Service, in our case we will be using "MongoDB on Port 57018 BPBOnlineShard3-BPBOnlineReplicaSet3-BPBOnlineDBS2"


	Now, open the command prompt in the administrator mode and navigate to the bin directory of your MongoDB installation path, which is C:\Program Files\MongoDB\Server\4.4\bin, in our case, as shown in the following screenshot:
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Figure 19.52: Opening Command Prompt with Administrator Mode and navigating to MongoDB "bin" directory


	Now, type the following command with all the parameters that we will create a Windows service for our second server in the replica set as follows:
mongod --replSet BPBOnlineReplicaSet3 --dbpath "c:\MongoDB-Sharding\data\BPBOnlineShard3\BPBOnlineReplicaSet3\BPBOnlineDBS2" --logpath "c:\MongoDB-Sharding\log\BPBOnlineShard3\BPBOnlineReplicaSet3\BPBOnlineDBS2\mongod.log" --port 57018 --shardsvr --install --serviceName "BPBOnlineSharding MongoDB 57018" --serviceDisplayName "BPBOnlineSharding MongoDB 57018" --serviceDescription "MongoDB on Port 57018 BPBOnlineShard3-BPBOnlineReplicaSet3-BPBOnlineDBS2"

After you enter this command, you will get a response something similar to the screenshot shown in the following screenshot:
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Figure 19.53: Adding the new MongoDB Windows Service - "mongod" with Replication parameters


	Now, type the following command to start this Windows service from your command prompt already open in the administrative mode, as shown in the following screenshot:
net start "<Name of the Windows Service>"

In our case, it is as follows:

net start "BPBOnlineSharding MongoDB 57018"
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Figure 19.54: Starting the new MongoDB Windows Service


	Now, we will start our third server with the help of mongod command by giving few parameters as follows (note that here, we will run this as a Windows service as explained in the previous section of this chapter):
mongod --replSet BPBOnlineReplicaSet3 --dbpath "c:\MongoDB-Sharding\data\BPBOnlineShard3\BPBOnlineReplicaSet3\BPBOnlineDBS3" --logpath "c:\MongoDB-Sharding\log\BPBOnlineShard3\BPBOnlineReplicaSet3\BPBOnlineDBS3\mongod.log" --port 57019 --shardsvr --install --serviceName "BPBOnlineSharding MongoDB 57019" --serviceDisplayName "BPBOnlineSharding MongoDB 57019" --serviceDescription "MongoDB on Port 57019 BPBOnlineShard3-BPBOnlineReplicaSet3-BPBOnlineDBS3"

This command needs to run in the command prompt open in the administrator mode. Here, the parameters given in the mongod command are as follows:

--dbpath= Path of our DB Directory Location

--logpath= Path of our DB Log File Location

--port = Port Number for MongoDB Instance, in our case we will use "57019"

--replSet= In our case we will be using "BPBOnlineReplicaSet3", which is common for all 3 Member Nodes or Instances in the Replica Set 3 under the MongoDB Sharded Environment 3 "BPBOnlineShard3".

--shardsvr = MongoDB Option for Sharding (Sharded Environment)

--install = To Install the MongoDB as Service

--serviceName= Name of the Windows Service, in our case we will be using "BPBOnlineSharding MongoDB 57019"

--serviceDisplayName= Display Name of the Windows Service, in our case we will be using "BPBOnlineSharding MongoDB 57019"

--serviceDescription= Description of the Windows Service, in our case we will be using"MongoDB on Port 57019 BPBOnlineShard3-BPBOnlineReplicaSet3-BPBOnlineDBS3"


	Now, open the command prompt in the administrator mode and navigate to the bin directory of your MongoDB installation path, which is C:\Program Files\MongoDB\Server\4.4\bin, in our case, as shown in the following screenshot:
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Figure 19.55: Opening Command Prompt with Administrator Mode and navigating to MongoDB "bin" directory


	Now, type the following command with all the parameters that we will create Windows service for our third server in the replica set as follows:
mongod --replSet BPBOnlineReplicaSet3 --dbpath "c:\MongoDB-Sharding\data\BPBOnlineShard3\BPBOnlineReplicaSet3\BPBOnlineDBS3" --logpath "c:\MongoDB-Sharding\log\BPBOnlineShard3\BPBOnlineReplicaSet3\BPBOnlineDBS3\mongod.log" --port 57019 --shardsvr --install --serviceName "BPBOnlineSharding MongoDB 57019" --serviceDisplayName "BPBOnlineSharding MongoDB 57019" --serviceDescription "MongoDB on Port 57019 BPBOnlineShard3-BPBOnlineReplicaSet3-BPBOnlineDBS3"

Once you enter this command, you will get a response something similar to the screenshot shown in the following screenshot:
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Figure 19.56: Adding the new MongoDB Windows Service - "mongod" with Replication parameters


	Now, type the following command to start this Windows service from your command prompt already open in the administrative mode, as shown in the following screenshot:
net start "<Name of the Windows Service>"

In our case, it is as follows:

net start "BPBOnlineSharding MongoDB 57019"
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Figure 19.57: Starting the new MongoDB Windows Service


	Now, as all our three MongoDB server mongod instances have successfully started, we can open the "Windows Service Manager"(as explained in the previous step of this chapter where we have explained the process of opening the Windows service manager using the Windows search box), and then navigate to the service named BPBOnlineSharding MongoDB<Port Number>. You will see that all the MongoDB instances are created in the background and their status should be Running, as shown in the following screenshot:
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Figure 19.58: Windows Service Manager – MongoDB Replica Set Instances (Running in Background)


	Now, open the existing command prompt (which is already open in the administrator mode). If you are not already in the bin directory of your MongoDB installation path, first navigate to it, which is C:\Program Files\MongoDB\Server\4.4\bin, in our case and then type the following command: 
mongo --port 57017

This command will connect us to the MongoDB Shell, as shown in the following screenshot:
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Figure 19.59: Connected to the MongoDB Shell


	Now, we need to initiate the replication process. For this, we need to add all the member details with their host and port. In our case, we will create a variable named BPBOnlineReplicaSet3Config with the _id same as our replica set, which is BPBOnlineReplicaSet3, and the member details have the _id 0, 1, and 2 (for the first, second, and third members in the replica set), and their host and port values which are localhost:57017, localhost:57018, and localhost:57019 (for the first, second, and third members in the replica set). In our case, it is as follows:
BPBOnlineReplicaSet3Config = {

_id: "BPBOnlineReplicaSet3",

members: [{

_id: 0,

host: "localhost:57017"

},

{

_id: 1,

host: "localhost:57018"

},

{

_id: 2,

host: "localhost:57019"

}

]

};

Enter the preceding code in the MongoDB Shell and you will get the result similar to the screenshot shown in the following screenshot:
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Figure 19.60: MongoDB Shell – Replication Config Variable


	Now, we can use the variable BPBOnlineReplicaSet3Config during the initialization command for the replica set creation. Type the following command to initiate the replication process:
rs.initiate(BPBOnlineReplicaSet3Config)

Enter the preceding command in the MongoDB Shell and you will get the result similar to the screenshot shown in the following screenshot:
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Figure 19.61: Initializing the Replication with "rs.initiate()" Command in MongoDB Shell


	If you see carefully in our MongoDB Shell, you will find that your MongoDB prompt has changed to BPBOnlineReplicaSet3:SECONDARY>.
Usually, it takes some time to decide for the primary and it could be any member which is chosen to be the primary member of the replica set. But usually, the first member in the configuration file becomes the Primary Member. This process can take a few seconds. So, if you just press the Enter key without typing anything, this could change the prompt to BPBOnlineReplicaSet3:PRIMARY> and you can get the result similar to the screenshot shown in the following screenshot:
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Figure 19.62: Changing the MongoDB Shell from SECONDARY to PRIMARY with an Enter key


	We can verify the status of our replica set using the following command:
rs.status()

Just enter the preceding command in your MongoDB Shell of the primary instance and you will get the result similar to the following screenshot. You will get the information about the replica set members and their status, which is OK, in our case, as shown in the following screenshot:
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Figure 19.63: "rs.status()" – Checking the status of the Replica Set




So, we have successfully created the third shard with the replica set of three members. Now, let us setup our replica set of the config servers with the three members.

Step 5 – Create the replica set of config servers in the sharded environment

Let us create the replica set for the config servers in the MongoDB sharded environment. To do this, we need to perform the following steps:


	We need to create few folders to keep the MongoDB instances data and log files. Now, instead of doing it manually one-by-one, we will create these folders with the help of a few commands which will automatically create these folders: 
For MongoDB data files:

mkdir "c:\MongoDB-Sharding\data\ BPBOnlineConfigServer\BPBOn lineDBS1" "c:\MongoDB-Sharding \data\BPBOnline ConfigServer\BPBOnlineDBS2" "c:\MongoDB-Sharding\data\BPBOnlineConfigServer\BPBOnlineDBS3"

For MongoDB log files:

mkdir "c:\MongoDB-Sharding\log\BPBOnlineConfigServer\BPBOnlineDBS1" "c:\MongoDB-Sharding\log\BPBOnlineConfigServer\BPBOnlineDBS2" "c:\MongoDB-Sharding\log\BPBOnlineConfigServer\BPBOnlineDBS3"

If you look this closely, you can find that here our main directory would be MongoDB-Sharding under the c: drive of our Windows machine (you may change the name and directory according to your wish).

Then, under the MongoDB-Sharding directory, there would be 2 child directories, data, which will keep the MongoDB data files, and log, which will keep the MongoDB log files.

So, till now, the structure will be as follows:


	c:\MongoDB-Sharding\data

	c:\MongoDB-Sharding\log


Then, in both the data and log directories, we will have one common type of directory which would be BPBOnlineConfigServer (which is the name of our config server).

At last, under the BPBOnlineConfigServer directory, we will have 3 different directories which will cater to each one of the 3 MongoDB instances in the replica set in these directories as follows:

For MongoDB data files (complete path):


	<Main Directory>\data\BPBOnlineConfigServer\BPBOnlineDBS1

	<Main Directory>\data\BPBOnlineConfigServer\BPBOnlineDBS2

	<Main Directory>\data\BPBOnlineConfigServer\BPBOnlineDBS3


For MongoDB log files (complete path):


	<Main Directory>\log\BPBOnlineConfigServer\BPBOnlineDBS1

	<Main Directory\log\BPBOnlineConfigServer\BPBOnlineDBS2

	<Main Directory>\log\BPBOnlineConfigServer\BPBOnlineDBS3


Here:


	<Main Directory> = c:\MongoDB-Sharding\

	"BPBOnlineDBS1", "BPBOnlineDBS2" and "BPBOnlineDBS3" are the names of the Database Server Directories


If you closely look at the directory structure, it looks perfect to create a config replica set in the sharded environment.


	Let us first create the new directories which will be the data directories for our MongoDB config instances. to do this, first open the Windows command prompt in the administrator mode and then enter the following command, as shown in the following screenshot:
mkdir "c:\MongoDB-Sharding\data\BPBOnlineConfigServer\BPBOnlineDBS1" "c:\MongoDB-Sharding\data\BPBOnlineConfigServer\BPBOnlineDBS2" "c:\MongoDB-Sharding\data\BPBOnlineConfigServer\BPBOnlineDBS3"
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Figure 19.64: MongoDB Data Folders - Creating new Folders


	After you have created new directories, you should see them under the c: drive, similar to the screenshot shown in the following screenshot:
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Figure 19.65: MongoDB Data Folders – New Folders gets created


	Now, let us first create the new directories which would be the log directories for our MongoDB config instances. To do this, first open the Windows command prompt in the administrator mode and then enter the following command, as shown in the following screenshot:
mkdir "c:\MongoDB-Sharding\log\BPBOnlineConfigServer\BPBOnlineDBS1" "c:\MongoDB-Sharding\log\BPBOnlineConfigServer\BPBOnlineDBS2" "c:\MongoDB-Sharding\log\BPBOnlineConfigServer\BPBOnlineDBS3"
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Figure 19.66: MongoDB Log Folders - Creating new Folders


	After you have created the new directories, you should see them under the c: drive, similar to the screenshot shown in the following screenshot:
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Figure 19.67: MongoDB Log Folders – New Folders gets created


	Now, we will start our first config server with the help of mongod command by giving few parameters as follows (note that here, we will run this as Windows service as explained in the previous section of this chapter):
mongod –replSet BPBOnlineConfReplicaSet --dbpath "c:\MongoDB-Sharding\data\BPBOnlineConfigServer\BPBOnlineDBS1" --logpath "c:\MongoDB-Sharding\log\BPBOnlineConfigServer\BPBOnlineDBS1\config.log" --port 27040 --configsvr --install --serviceName "BPBOnlineSharding MongoDB 27040" --serviceDisplayName "BPBOnlineSharding MongoDB 27040" --serviceDescription "MongoDB on Port 27040 BPBOnlineConfigServer-BPBOnlineDBS1"

This command needs to run in the command prompt open in the administrator mode. Here, the parameters given in the mongod command are as follows:

--dbpath= Path of our DB Directory Location

--logpath= Path of our DB Log File Location

--port = Port Number for MongoDB Instance, in our case we will use "27040"

--replSet= Replica Set ID for our Instances which is "BPBOnlineConfReplicaSet" in our case

--configsvr= MongoDB Option for Config Server (Sharded Environment)

--install = To Install the MongoDB as Service

--serviceName= Name of the Windows Service, in our case we will be using "BPBOnlineSharding MongoDB 27040"

--serviceDisplayName= Display Name of the Windows Service, in our case we will be using "BPBOnlineSharding MongoDB 27040"

--serviceDescription= Description of the Windows Service, in our case we will be using "MongoDB on Port 27040 BPBOnlineConfigServer-BPBOnlineDBS1"


	Now, open the command prompt in the administrator mode and navigate to the bin directory of your MongoDB installation path, which is C:\Program Files\MongoDB\Server\4.4\bin, in our case, as shown in the following screenshot:
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Figure 19.68: Opening Command Prompt with Administrator Mode and navigating to MongoDB "bin" directory


	Now, type the following command with all the parameters that we will create Windows service for our first server in the replica set as follows:
mongod –replSet BPBOnlineConfReplicaSet --dbpath "c:\MongoDB-Sharding\data\BPBOnlineConfigServer\BPBOnlineDBS1" --logpath "c:\MongoDB-Sharding\log\BPBOnlineConfigServer\BPBOnlineDBS1\config.log" --port 27040 --configsvr --install --serviceName "BPBOnlineSharding MongoDB 27040" --serviceDisplayName "BPBOnlineSharding MongoDB 27040" --serviceDescription "MongoDB on Port 27040 BPBOnlineConfigServer-BPBOnlineDBS1"

After you enter this command, you will get a response something similar to the screenshot shown in the following screenshot:
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Figure 19.69: Adding the new MongoDB Windows Service - "mongod" with Replication parameters


	Now, type the following command to start this Windows service from your command prompt already open in the administrative mode, as shown in the following screenshot:
net start "<Name of the Windows Service>"

In our case, it is as follows:

net start "BPBOnlineSharding MongoDB 27040"
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Figure 19.70: Starting the new MongoDB Windows Service


	Now, we will start our second config server with the help of mongod command by giving few parameters as follows (note that here, we will run this as Windows service as explained in the previous section of this chapter):
mongod --replSet BPBOnlineConfReplicaSet --dbpath "c:\MongoDB-Sharding\data\BPBOnlineConfigServer\BPBOnlineDBS2" --logpath "c:\MongoDB-Sharding\log\BPBOnlineConfigServer\BPBOnlineDBS2\config.log" --port 27041 --configsvr --install --serviceName "BPBOnlineSharding MongoDB 27041" --serviceDisplayName "BPBOnlineSharding MongoDB 27041" --serviceDescription "MongoDB on Port 27041 BPBOnlineConfigServer-BPBOnlineDBS2"

This command needs to run in the command prompt open in the administrator mode. Here, the parameters given in the mongod command are as follows:

--dbpath= Path of our DB Directory Location

--logpath= Path of our DB Log File Location

--port = Port Number for MongoDB Instance, in our case we will use "27041"

--replSet= Replica Set ID for our Config Servers, which is "BPBOnlineConfReplicaSet" in our case.

--configsvr= MongoDB Option for Config Server (Sharded Environment)

--install = To Install the MongoDB as Service

--serviceName= Name of the Windows Service, in our case we will be using "BPBOnlineSharding MongoDB 27041"

--serviceDisplayName= Display Name of the Windows Service, in our case we will be using "BPBOnlineSharding MongoDB 27041"

--serviceDescription= Description of the Windows Service, in our case we will be using "MongoDB on Port 27041 BPBOnlineConfigServer-BPBOnlineDBS2"


	Now, open the Command Prompt in the administrator mode and navigate to the bin directory of your MongoDB installation path, which is C:\Program Files\MongoDB\Server\4.4\bin, in our case, as shown in the following screenshot:
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Figure 19.71: Opening Command Prompt with Administrator Mode and navigating to MongoDB "bin" directory


	Now, type the following command with all the parameters that we will create a Windows service for our second server in the replica set as follows:
mongod --replSet BPBOnlineConfReplicaSet --dbpath "c:\MongoDB-Sharding\data\BPBOnlineConfigServer\BPBOnlineDBS2" --logpath "c:\MongoDB-Sharding\log\BPBOnlineConfigServer\BPBOnlineDBS2\config.log" --port 27041 --configsvr --install --serviceName "BPBOnlineSharding MongoDB 27041" --serviceDisplayName "BPBOnlineSharding MongoDB 27041" --serviceDescription "MongoDB on Port 27041 BPBOnlineConfigServer-BPBOnlineDBS2"

After you enter this command, you will get a response something similar to the screenshot shown in the following screenshot:


[image: ]

Figure 19.72: Adding the new MongoDB Windows Service - "mongod" with Replication parameter


	Now, type the following command to start this Windows service from your command prompt already open in the administrative mode, as shown in the following screenshot:
net start "<Name of the Windows Service>"

In our case, it is as follows:

net start "BPBOnlineSharding MongoDB 27041"
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Figure 19.73: Connected to the MongoDB Shell


	Now, we will start our third config server with the help of mongod command by giving few parameters as follows (note that here, we will run this as Windows service as explained in the previous section of this chapter):
mongod --replSet BPBOnlineConfReplicaSet --dbpath "c:\MongoDB-Sharding\data\BPBOnlineConfigServer\BPBOnlineDBS3" --logpath "c:\MongoDB-Sharding\log\BPBOnlineConfigServer\BPBOnlineDBS3\config.log" --port 27042 --configsvr --install --serviceName "BPBOnlineSharding MongoDB 27042" --serviceDisplayName "BPBOnlineSharding MongoDB 27042" --serviceDescription "MongoDB on Port 27042 BPBOnlineConfigServer-BPBOnlineDBS3"

This command needs to run in the command prompt open in the administrator mode. Here, the parameters given in the mongod command are as follows:

--dbpath= Path of our DB Directory Location

--logpath= Path of our DB Log File Location

--port = Port Number for MongoDB Instance, in our case we will use "27042"

--configsvr= MongoDB Option for Config Server (Sharded Environment)

--replSet= Replica Set ID for our Config Servers, which is "BPBOnlineConfReplicaSet" in our case.

--install = To Install the MongoDB as Service

--serviceName= Name of the Windows Service, in our case we will be using "BPBOnlineSharding MongoDB 27042"

--serviceDisplayName= Display Name of the Windows Service, in our case we will be using "BPBOnlineSharding MongoDB 27042"

--serviceDescription= Description of the Windows Service, in our case we will be using "MongoDB on Port 27042 BPBOnlineConfigServer-BPBOnlineDBS3"


	Now, open the command prompt in the administrator mode and navigate to the bin directory of your MongoDB installation path, which is C:\Program Files\MongoDB\Server\4.4\bin, in our case, as shown in the following screenshot:
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Figure 19.74: Opening Command Prompt with Administrator Mode and navigating to MongoDB "bin" directory


	Now, type the following command with all the parameters that we will create a Windows service for our third server in the replica set as follows:
mongod --replSet BPBOnlineConfReplicaSet --dbpath "c:\MongoDB-Sharding\data\BPBOnlineConfigServer\BPBOnlineDBS3" --logpath "c:\MongoDB-Sharding\log\BPBOnlineConfigServer\BPBOnlineDBS3\config.log" --port 27042 --configsvr --install --serviceName "BPBOnlineSharding MongoDB 27042" --serviceDisplayName "BPBOnlineSharding MongoDB 27042" --serviceDescription "MongoDB on Port 27042 BPBOnlineConfigServer-BPBOnlineDBS3"

After you enter this command, you will get a response something similar to the screenshot shown in the following screenshot:
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Figure 19.75: Adding the new MongoDB Windows Service - "mongod" with Replication parameters


	Now, type the following command to start this Windows service from your command prompt already open in the administrative mode, as shown in the following screenshot:
net start "<Name of the Windows Service>"

In our case, it is as follows:

net start "BPBOnlineSharding MongoDB 27042"
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Figure 19.76: Starting the new MongoDB Windows Service


	Now, as our all three MongoDB server mongod instances have successfully started, we can open the Windows Service Manager (as explained in the previous step of this chapter where we have explained the process of opening the Windows service manager using the Windows search box), and then navigate to the service named BPBOnlineSharding MongoDB<Port Number>. You will see that all the MongoDB instances are created in the background and their status should be Running, as shown in the following screenshot:
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Figure 19.77: Windows Service Manager – MongoDB Replica Set Instances (Running in Background)


	Now, open the existing command prompt (which is already open in the administrator mode). If you are not already in the bin directory of your MongoDB installation path, first navigate to it, which is C:\Program Files\MongoDB\Server\4.4\bin, in our case, and then type the following command: 
mongo --port 27040

This command will connect us to the MongoDB Shell, as shown in the following screenshot:
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Figure 19.78: Connected to the MongoDB Shell


	Now, we need to initiate the replication process and for this we need to add our all the member details with their host and port. In our case, we will create a variable named BPBOnlineConfReplicaSetConfig with the _id same as our replica set, which is BPBOnlineConfReplicaSet and the member details have the _id 0, 1, and 2 (for the first, second, and third members in the replica set) and their host and port values which are localhost:27040, localhost:27041, and localhost:27042 (for the first, second, and third members in the replica set). In our case, it is as follows:
BPBOnlineConfReplicaSetConfig = {

_id: "BPBOnlineConfReplicaSet",

members: [{

_id: 0,

host: "localhost:27040"

},

{

_id: 1,

host: "localhost:27041"

},

{

_id: 2,

host: "localhost:27042"

}

]

};

Enter the preceding code in the MongoDB Shell and you will get the result similar to the screenshot shown in the following screenshot:
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Figure 19.79: MongoDB Shell – Replication Config Variable


	Now, we can use the variable BPBOnlineConfReplicaSetConfig during the initialization command for the replica set creation. Type the following command to initiate the replication process:
s.initiate(BPBOnlineConfReplicaSetConfig)

Enter the preceding command in the MongoDB Shell and you will get the result similar to the screenshot shown in the following screenshot:
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Figure 19.80: Initializing the Replication with "rs.initiate()" Command in MongoDB Shell


	If you see carefully in your MongoDB Shell, you will find that your MongoDB prompt has changed to BPBOnlineConfReplicaSet:SECONDARY>.
Usually, it takes some time to decide for the primary and it could be any member chosen to be the primary member of the replica set. But usually, the first member in the configuration file becomes the Primary Member. This process can take a few seconds. So, if you just press the Enter key without typing anything, this could change the prompt to BPBOnlineConfReplicaSet:PRIMARY> and you can get the result similar to the screenshot shown in the following screenshot:
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Figure 19.81: Changing the MongoDB Shell from SECONDARY to PRIMARY with an Enter key


	We can verify the status of our replica set using the following command: 
rs.status()

Just enter the preceding command in your MongoDB Shell of the primary instance and you will get the result similar to the following screenshot. You will get the information about the replica set members and their status, which is OK, in our case, as shown in the following screenshot:
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Figure 19.82: "rs.status()" – Checking the status of the Replica Set




So, we have successfully created the config servers with the replica set of three members. Now, let us start our MongoDB in the sharded environment as mongos.

Step 6 - Starting MongoDB in the sharded environment as "mongos"

To start MongoDB in the sharded environment, we need to follow these steps:


	Open the existing command prompt (which is already open in the administrator mode). If you are not already in the bin directory of your MongoDB installation path, first navigate to it, which is C:\Program Files\MongoDB\Server\4.4\bin, in our case, and then type the following command: 
mongos --logpath "c:\MongoDB-Sharding\mongos.log" --configdb BPBOnlineConfReplicaSet/localhost:27040,localhost:27041,localhost:27042 --port 27043

Note that in –configdb, you must specify the replica set ID for your config servers.

This will start MongoDB in the sharded environment mongos on the port 27043 and will take few seconds to start, as shown in the following screenshot:
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Figure 19.83: Starting MongoDB in Sharded Environment "mongos"


	Now, open the new command prompt (in the administrator mode) and navigate to the bin directory of your MongoDB installation path, which is C:\Program Files\MongoDB\Server\4.4\bin, in our case, and then type the following command:
mongo --port 27043

The preceding command will start the MongoDB Shell and you can now see that the Shell prompt will come as mongos, as shown in the following screenshot:
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Figure 19.84: Connected to the MongoDB Shell "mongos"




Step 7 – Adding MongoDB in the shard keys

As in the preceding step, you have logged into the MongoDB Shell (sharding) mongos (MongoDB sharded environment running at mongo --port 27043), keep that open and you need to follow these instructions mentioned:


	In this MongoDB Shell mongos, we need to add shards which are the primary members of our replica sets that we have created. To do this, type the following commands:
db.adminCommand({addshard : "BPBOnlineReplicaSet1/"+"localhost:37017"});

db.adminCommand({addshard : "BPBOnlineReplicaSet2/"+"localhost:47017"});

db.adminCommand({addshard : "BPBOnlineReplicaSet3/"+"localhost:57017"});

Here, the db.adminCommand() method takes the parameter with the addshard key and the value is the string with the Name Space of the replica set ID that we have created earlier. Then it is concatenated with the host and the IP address of the primary member of the replica set. We can also write the preceding command without concatenation as follows:

db.adminCommand({addshard : "BPBOnlineReplicaSet1/localhost:37017"});

The preceding command will add the primary members of each of the replica sets that we have created earlier in the sharded environment. Once each replica set is added, you will see the success message with OK status, as shown in the following screenshot:
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Figure 19.85: Adding Shards

Once all the primary members of each of the replica sets that we have created earlier have been successfully added into the sharded environment, you will receive OK status, as shown in the following screenshot:
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Figure 19.86: Adding Shards


	Now, we need to enable sharding for our database which we would like to use in the sharded environment. We can do this by using the following command:
db.adminCommand({enableSharding: "BPBOnlineShardedDB"})

Here, the db.adminCommand() method takes the parameter with the enableSharding key and the value is the string which is the database name that we would like to use for sharding. The preceding command will enable sharding to the MongoDB database mentioned in the preceding command and you will see the status as OK once this command gets successfully completed, as shown in the following screenshot:
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Figure 19.87: Enabling Sharding on Database


	Now, we will add the sharded collection and specify the shard key. We can do this by using the following command:
db.adminCommand({shardCollection: "BPBOnlineShardedDB.BPBOnlineShardedCollection", key: {_id:1}})

Here, the db.adminCommand() method takes the first parameter with the shardCollection key and the value is the string which is a combination of the database and collection name <DatabaseName.CollectionName> we would like to use for sharding.

The second parameter of this command is the key which is the Sharded Key and we can specify the value of our sharded key in this parameter.

The preceding command will enable the shard key to the MongoDB collection mentioned in the preceding command and you will see the status as OK once this command gets successfully completed, as shown in the following screenshot:
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Figure 19.88: Adding Shard Collection with Shard Key




Step 8 - Verifying the MongoDB sharding using data

For the verification process, we need to follow these steps:

Go to the MongoDB Shell of the sharded environment where mongos is running (MongoDB sharded environment running at mongo --port 27043) and create a new database and collection and insert some documents. We will run the following command on the MongoDB Shell of the sharded environment where "mongos" is running, as shown in the following screenshot:

use BPBOnlineShardedDB

db.BPBOnlineShardedCollection.insert([{

"booktitle": ".Net Interview Questions - 7th Revised Edition"

}, {

"booktitle": "101 Challenges In C Programming"

}, {

"booktitle": "101 Challenges In C++ Programming"

}, {

"booktitle": "21 Internet Of Things (IOT) Experiments"

}, {

"booktitle": "3D Game Weapons (Modeling UV Mapping & Texturing)"

}, {

"booktitle": "3D Printing Made Simple"

}, {

"booktitle": "A Practical Approach for Machine Learning and Deep Learning Algorithms"

}, {

"booktitle": "ARTIFICIAL INTELLIGENCE"

}]);
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Figure 19.89: Running few Database commands on the MongoDB Shell of the Sharded Environment where "mongos" is running


	Now, run the following command to view the inserted documents, as shown in the following screenshot:
db.BPBOnlineShardedCollection.find().pretty()
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Figure 19.90: Viewing the Inserted Documents


	In the same MongoDB Shell, type the following command to verify if the sharding has taken place and its status around the shards:
db.printShardingStatus(true)

After you run the preceding commands, you will see the result similar to the screenshot, as shown in the following screenshot:
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Figure 19.91: Printing the Sharding Status

Note that here, true in the parameter value of the command is used to print all the output and you can see that it can print large output related to the sharding, as shown in the following screenshot:
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Figure 19.92: Printing the Sharding Status – with "true" value of the parameter


	We can also run another command to verify if everything is working fine at the collection level in the sharded environment of MongoDB, as shown in the following screenshot:
db.BPBOnlineShardedCollection.getShardDistribution()
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Figure 19.93: View the Shard Distribution of the Collection's Documents

So, we can see that right now all the eight documents get stored in the replica set BPBOnlineReplicaSet2. Once we have more records, other replica sets will get distributed in the documents around all the three replica sets of the sharded environment. We can go to the primary server of our replica set 2, BPBOnlineReplicaSet2, which runs on port 47017 and run the following commands. We can see all the 8 records entered by us will be displayed as this replica set contains these 8 records. First, login to your primary instance of the replica set 2 BPBOnlineReplicaSet2 and then give the following commands in the MongoDB Shell of the primary server, as shown in the following screenshot:

To login to the MongoDB Shell of the primary server of the replica set 2 BPBOnlineReplicaSet2, type the following command:

mongo --port 47017

After you login successfully to the MongoDB Shell, type the following commands:

use BPBOnlineShardedDB

db.BPBOnlineShardedCollection.find().pretty()
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Figure 19.94: View the Documents in the Primary Instance of the Replica Set




Once your documents in the collection keep on adding in the MongoDB sharded environment, they will keep on distributing to the other replica sets too, and this is decided by mongos.

So, we are finished with the step-by-step implementation of MongoDB sharding and we learned the concept of MongoDB sharding in a practical manner.


	We have showed the sharding and created the replica sets on the same machine only to make you understand sharding in a practical manner so that it becomes easier for you to do it practically on your machine.

	It is very important to note that in the real environment, it is done on separate servers and each replica member is created on separate server instance.

	Live and production environments have separate servers for every instance in the replica sets and instead of using the localhost, we use the IP Address of the instances.



Conclusion

So, in this chapter, we covered the sharding part of MongoDB. We also learned about the sharding and shaded clusters in a quick recap. We also learned the importance of the config database in the sharded environment and also learned about the shard keys. Later in this chapter, we covered the pre-configuration steps before covering the practical step-by-step method to create the sharded environment with MongoDB replica sets. We then learned how to setup the MongoDB sharded environment. We learned the complete step-by-step process of sharding in an easy-to-understand 8 steps.

Questions


	What do you understand by sharding?

	What are sharded clusters?

	What do you understand by config servers and how do they play an important role in sharding?

	What is a shard key?

	Explain the process of creating the sharded environment on a Windows machine?

	Explain the process to start the mongos?

	Name the command by which we can add the shards into our MongoDB sharded environment.

	Name the command to add the sharded collection with a shard key in the MongoDB sharded environment.

	Explain the process to verify the shaded environment that you have created with the step-by-step method explained in this chapter.
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